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This is @ major revision of, and obsoietes, LY 21-0501-4 and Technical Newsletters
LN215252 and LN21-7761. Information for the Model 12 RPG |1 Compiler has
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Model 6 RPG |1 {Program Product Number 5703-RG1), IBM System/3 Model 10
Disk System RPG Il {Program Product Number 5702-RG1), and iBM System/3
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This publication describes the internal logic of the RPG Il
compilers and associated object programs for the following
IBM systems:

® IBM System/3 Model 6

IBM System/3 Model 8

IBM System/3 Model 10 Disk System

IBM System/3 Model 12

IBM System/3 Model 15

The System/3 Model 8 is supported by System/3 Model 10
Disk System control programming and program products.
The facilities described in this publication for the Model 10
are also applicable to'the Model 8, although the Model 8 is
not referenced. It should be noted that not all devices

and features which are available on the Model 10 are
available on the Model 8. Therefore, Model 8 users should
be familiar with the contents of IBM System/3 Model 8
Introduction, GC21-5114.

The purpose of the RPG II compiler is to produce an RPG
II object program. This manual enables the reader to deter-
mine the logic of specific areas of the object program and
to relate these areas to the program listing and dump.

In this publication the Model 15 logic (except that
designated as 5704-RG?2) refers to both System/3
Program Numbers 5704-RG1 and 5704-RG2.

Page of LY21-0501-5
Issued 24 September 1976
By TNL: LN21-5423

Preface

Related Publications

These IBM System/3 reference manuals are recommended
for additional information:

Model 6

® Components Reference Manual, GA34-0001
® Halt Guide, GC21-7541

® RPG II Reference Manual, SC21-7517
Model 10 Disk System

® Components Reference Manual, GA21-9.236
® Halt Guide, GC21-7540

® RPG II Reference Manual, SC21-7504
Modei 12

® Components Reference Manual, GA21-9236
® Halt Guide, GC21-5145

® RPG II Reference Manual, SC21-7504
Model 15

® Components Reference Manual, GA21-9236
® System Messages, GC21-5076

® RPG II Reference Manual, SC21-7504
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The following program logic manuals are reference in this How this Publication is Organized
meanual via function/module names. The following charts
tie the function/module names to the correct manual: This publication is divided into the following sections:

Model 6, Model 10.Disk System, and Model 12.
1. Introduction contains an overview of operational,

Model 12 System Control Program Logic : environmental, and physical characteristics of the
Manual, SY21-0046 compiler.

Disk Systems System Control Program 2.  Program Logic describes the functions of each phase
Logic Manual, §Y21-0502 (Models 6 and 10) and the program flow from phase to phase.

Disk Systems Data Management and Input/ 3.  Data Areas describes the contents of all data areas used
Output Supervisor Logic Manual, SY21-0512 by two or more phases.

dels d 10
(Models 6 and 10) 4.  Object Program contains the structure, logic flow,

Disk Systems Binary Synchronous Communi- and storage layout of the object program.
cations Programming Support Input{Output . . .
i 5.  Appendixes describe the flowcharting techniques
i System L 1, SY21-0
Control System Logic Manual, S °26 used in this publication and the Dump Facility.
ALLOCATE . . . . . . . . .|.|. |X[X
OPEN . . . . .. . . . . 0. XX
CLOSE . . . . . . . . « . -{X}. IX
EQJ . . . . . « . . . . -] IX]IX
SYSLOG . . . . . . . . . ] ] IXIX
D. M. (data management) . . . . .|.{X]. |X
ROLLOUT . . . . . . . . .|.]. [X]Ix
BSClI0CS . . . . . . . . . .|X
Mode! 15

Supervisor and 10S Logic Manus/, SY21-0033

Data Management Logic Manual, SY21-0034

Binary Sync_:hranaus Communications Program-
ming Support Input/Output Control System
Logic Manual, SY21-0526

ALLOCATE . . . . . . . . . . |-1.IX
OPEN . . . . . . . . . . . .|.|X
CLOSE . . . . . . . . . .. .- IX
SYSLOG . . . . . . . .. . . 100X
D. M. {data management) . . . . . .]. [X
ROLLOUT. . . . . . . . . . . ]-1.IX
BSC-lOCS . . . . . . . . . . .dX

IBM System{3 Model 15 System Data Areas and Diagnostic
Aids, SY21-0032, contains all system data area formats.
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The IBM System/3 Model 6, Model 10 Disk System, Model

12, and Model 15 each use a separate, disk resident RPG
II compiler. These compilers convert RPG I source pro-
grams into machine language object programs. The com-
pilers can also produce source program listing with diag-
nostic messages. The compilers punch out the object
programs on cards or enter the object program into an
object library.

Since the Models 6, 10, 12, and 15 compilers are similar
both in function and physical characteristics, the term
compiler will refer to all four compilers. Descriptions
of compiler functions and routines apply to the four
compilers unless otherwise noted.

Section 1. Introduction

COMPILER OPERATION

The RPG H Compiler consists of six groups of phases
necessary to create an object program:

Input and Compression phases
Assign and Diagnostic phases
Assemble I phases
Pre-Assemble phases
Assemble II phases

Overlay phases

There are approximately 130 phases that make up the six
groups of phases. As each phase is brought into the Com-
piler Phase Area, the previous phase is overlaid. Figure 1-1
shows the order the groups of phases are loaded and also
lists the functions of each group of phases.

Introduction 1-1
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éﬂer From System Loader {$$1NP2

Y

Input and Compression Phasas
(Ses Figure 2-2 for more detail)

RPG 11
Source
Statements

{from $SOURCE
in Models 6, 10, and
12 from System Input
in Model 15}

Initializes COMMON and parameter lists.

Reads, checks, and lists source staternsnits.
Compresses statements and tables.

Writes compressions 256 bytes at a time, or one
compression at a time if less than 1280 bytes are left

in the work area.
Astign and Disgnostic Phates
(See Figure 2-3 for more devali}

Listing of:

® Source Statéments

® Diagnostic
Messages

® Storage Map

® Symbol Table

[ Assigns addresses for:
1. Edit pattems and indicator masks.
2. 1/O areas, I0CBs, DTFs.
3. Match and controtl field areas.
. Diagnoses syntax errors in:
1.  Specification staternents.
2. Tables, errays.
e Bullds:
Preopen DTFs and 10C8s for files.
Table and array OTTs.
File translate and fila 1/O 1ables.
Alternate collating sequence table.
Symbol table.

4_'
Assembie | Phases

(See Figure 2-4 for more detail}

B WN -

L] Generates object coda for:

1. Input processing control routine.
Output processing control routina.
Multifile and matching records logic.
Control field logic and move.

Input mainline and Record 1D,
Move Input fields mainline.

Pre-Assemble Phases

{See Figure 2-5 for more detail)

Source
Statement

Compressions
{SWORK)

oUawN

L] Computes length and assigns entry address Object
for calcuiations and output compressions. Code

e Removes duplicate indicator tests, Blocks

L Build segment list and text records for {SWORK}
literals, constants, edit patterns, and
output DTF parameters.

_ ¥
Asssrmble |1 Phases

{See Figure 2-6 for more detail)

L) Generates object code for;
1. Open and Close Mainlines.
2. Calculation and output records.
3. Test and resulting indicators.

Overlay Phases

(See Figure 2-7 for mare detaif}

@  Models 6, 10.and 12
. Assigns overlays and subaverlays.
] Generates overlay table and Fetch routine.
o Generates phase contro! statement, entry

Legend: control statement, and external symbol list Listing of

. . isting of:
"> Data Flow for tinkage editor. —  Overlay
- Control Fiow ° Model 15 Segments

° Generates R-Module output of the compiler.-

Model 15
Exit to Overlay
Linkags Editor
{SOLYNX)

odeis 6, 10 and
12 Exit to Linkage
Editor {SLINKB},

Figure 1-1. RPG II Compiler Overview
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4.5K minimum

COMPILER CONTROL REGION

The Compiler Control Region, defined in phases $RPG
and $RPIC, contains information needed by more than
one phase. Figure 1-2 shows the contents of the Com-

piler Control Region. For a detailed description of this
area see Data Areas.

Model 15

25K

3.0K

all of the

(Model 15 uses

partition.

Compiler Control Region
e COMMON
e [nterphase Control Routines

Data Files, Tables, Work Aress, |OCBs,
Control Region Save Area

Models 6 and 10
1.6K

Compiler

Phase Area

} 2.75K

— — —— — {variable} — —

Work
Area

Input
Buffer
Output

a)
ovet'® o
- Buffer

/

.

Source GET or System Input {(Model 15 only)
SYSPRINT {Models 12 and 15)

Dump Control (Optional)

6512 bytes minimum

} 256 bytes (The remaining main storage

is used in 256-byte increments,}

Loaded to the high portion
of main storage available
to the compiler.

® Figure 1-2. Layout of Main Storage During Operation of RPG II Compiler

LINKAGE BETWEEN PHASES

Phases are linked together with a branch to Interphase

Control routine DRGCZZ and the 4-byte name of the next

phase. The calling routine branches to the system loader
which Joads the next phase into main storage following
the Interphase Control routines. Each new phase overlays
the previous phase. XR1 and XR2 are not saved between

phases. Some phases pass information to subsequent phases

in the form of tables and constants stored temporarily in
high-order main storage of the Compiler Control Region.

Licensed Material-Property of IBM

Mode! 12

2.0K

3.0K

3.0K

bytes
minimum
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This section consists of a series of diagrams showing the
functions, input, and output of each phase and each
Interphase Control routine.

COMPILER PHASE DESCRIPTIONS

Figure 2-1 shows charting techniques used on Figures 2-2
through 2-7 to describe each of the phases. Each figure
describes all the phases within a particular group of
phases.

Input and Compression Phases

The Input and Compression phases (Figure 2-2) read the
RPG II specifications and the user’s source statements,
diagnose and list the source program, and place a com-
pressed version of the source program in $WORK.

Assign and Diagnostic Phases

The Assign and Diagnostic phases (Figure 2-3) assign ad-
dresses to all fields and data areas in the object program.
These assigned areas are part of the overlay root segment
and may not be overlaid. All noncode areas, buffers,
control blocks, hold areas, work areas, input record fields,
and tables are in the root segment. The Assign and Diag-
nostic phases provide comprehensive error detection by
locating errors not found by the Input and Compression
phases. The error detection routines analyze errors both
within and across compressions. Errors found are indicated
by error numbers stored on disk and later printed out.

Assemble | Phases

The Assemble I phases (Figure 24) generate al) object
code blocks except the calculations and output specified
in the source program. Each phase checks for particular
information in the compressions and generates code if
that information is found. The generated object code
blocks are stored in $WORK.

Section 2. Program Logic

Pre-Assemble Phases

The Pre-Assemble phases (Figure 2-5) eliminate repetitive
indicator testing throughout the object program and mark
duplicate code segments, literals, and edit words for later
deletion. They also calculate the length of code to be
generated for calculations and output, assign relative ad-
dresses to code segments, select library subroutines, and
generate a segment list for the Overlay phases.

Assemble 11 Phases

The Assemble II phases (Figure 2-6) generate the object
code which performs calculations, output, initialization,
and end-of-job operations. The generated object code
blocks are stored in $SOURCE.

Overlay Phases

The Overlay phases (Figure 2-7) determines the overlay
structure of the object program, sort the blocks of gener-
ated object code into the required overlay segments, and
place the object program in the object library.

For Models 6, 10, and 12, the Overlay phases determine the
overlay structure of the object program, sort the blocks of
generated object code into the required overlay segments,
and place the object program in the object library.

For the Model 15, the Overlay phases generate the R-module
output of the compiler for input to the Overlay Linkage
Editor.

The Overlay phases are shown in Figure 2-7.

Dump Control Phase

This phase is loaded to the high portion of the main
storage available to the compiler when dump functions
are requested. It intercepts all next phase calls and all
text output calls. (See Appendix B.)

Program Logic 2-1
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Formal phase name (name found on microfiche)

' / Descriptive phase name

$RPKB — Error Message List
®  Prints error messages. << =
° Calls appropriate Phase ($RPKC-$RPKV) to get L
error message.

I>  Errortable. &

<z Error messages. <
¢ If warning errors only <—

T L L LT LT e

SR~5,6 <

Next Phase

Figure 2-1. Explanation of Program Organijzation Charts

2-2

Licensed Material-Property of IBM

Functions of this phase

Input to this phase
Qutput from this phase
Major branches

The numbers (1, 2, 3, 4, etc.}
indicate the Interphase Control
routines used by this phase.
Numbers and Interphase
Control routines are listed at
the end of each figure.



Gnter From Program Setup (ssmPZ))

. $RPEE — Telecommunications Compression
SRPG — Compiler [nitialization
[ Reads and diage teioec ication specifi
L] Initializes COMMON. . Builds telecommunication compression.
[} Reads and diagnoses cantrol statement. L Prints tslecommunication specification and any errors.
[} Moves 10B, storage size, and 1/0 > Telecommunications specitication.
parameters inta COMMON. <E Telecommunication compression on SWORK.,
[ Builds control statement compression in COMMON.
[} Prints contral statement and any errors. SR—-1,2,3,4,5,6
[ Reads, lists, and comprasses dump function
specifications. '
X Control statement, File allocation table built by
scheduler To Branch Table
<o Phase name compressions on $WORK.
Canltrol card compression in COMMON.
SR-4,5,8
$RPEA — File Description Compression $RPEI —~ Input Compression
®  Reads and diagnoses tile description specification, ®  Reads and diagnoses Jnput specifications.
®  Builds file description compression. ®  Builds input compression,
®  Prints fila description specification and any errors. ®  Prints input specification and any errors.
> File description spacification. >  Input specification.
<x Fite description compression on $WORK. <Z  Input compression on SWORK.
SR-1,2,3,4,6,6 SR —1,2,3,4,5,6
To Branch Table To Branch Table

$RPEK — Calculation Compression
$RPEB — Extension Compression [ Reads and diagnoses calculation specifications.
] Builds caiculation compression.

L g Reads and diagnoses exteasion specification. [ Prints calculation specification and any errors,
[ Builds extension compression, x> Calculation specification.
®  Prints extension specification and any error. <z Calculation comprestion on $WORK.

= Extension specification.

<E Extension compression on SWORK. SR—1,2,3,4,56
SR -1,2,3,4,5,6 '

To Branch Table

Ta Branch Table
BRANCH TABLE: Enter at the name of the phase that sent you to

the branch table. If the decigion answer on the line entered is no,

[ d o g until a decision is snswered yes. Then proceed
o 10 the indicated phasa.
Enter
From Decision i::: 12]
Phase
$RPEC — Line Counter Compression
$RPEA | @it Extension Specification $RPES | A
[ Raads and diagnoses line counter specifications.
®  Builds llne counter compression. SRPEB | #f Line Counter Specification SRPEC | B
. Prints line counter specification and any errors.
> Linecounter specification. SRPEC | #if Telecommunication Specification | SRPEE | C
<x Line counter compression on $WORK.
SRPEE | #lf Input Specification $RPEI o]
SR-1,2,3,4,586
SRPEI #If Calculation Specification $RPEK | E
$RPEK | ®If Output Specification $RPEO | 2F
Yo Branch Table $RPEQ | #If End of File $RPFA | 2G

Figure 2-2 (Part 1 of 2). Input and Compression Phases

Program Logic 2-3
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2-4

$RPEQ — Output-Formet Compression

Q&."

Reads end diagnoses output-format specifications,

Bullds output-format compression,

Prints output-format specification and any errors.
Output-format specitication.

Output-format compression on $WORK.

SR—-1,2,3,4,56

$RPFA — Copy Tables into Compressions

Copies file s aiternate ing seq

and compile-time tables from the input file to
compression file.

Builds a compression of data managament entry
points and module names,

System Input {(Model 15) or $SOURCE ({file
transiate table, alternate collating sequence
table, and compile-time table/array).

File translate, alternate collating, compile-time
tabiefarray, and data management compressions
on SWORK.

SR-1,2,3,456

Figure 2-2 (Part 2 of 2). Input and Compressions Phases

( Exit To Assign and Diagnostic pham)

Note: [nterphase Control routines that can be used by the Input
and Comprassion Phases ere:

SR1 — DRGCZA — Open a Compression Area
SR2 — DRGCZC — Write a Compression

SR3 — DRGCZE — Close a Compression

SR4 — DRGCZN — Get Next Source Record
SR5 — DRGCZP — Printer Control

SR6 — DRGCZZ — Call Next Compiler Phase
SR7 — PIOCS — Disk Control

See Figure 2-9 for a description of the Interphase Cantrol routines.

Note: Since figlds in COMMON are input and/or output for all
phases, COMMON is not Jisted as Input or output.

Licensed Material-Property of IBM
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Gnmr From Input and Compression phase)

v

SRPiC — Past Compression Initialization

. L oads and initializes the Dump Control SRPJIX — Check File Description Specifications 2

routine if required, ° Checks file descripti ion fi -disk
. Conmins the fouowlng In‘srphase Control routines: ecks file description comprestion far non-dis|
dependent errors.

PRGCZG, DRGCZH, DRGCFI, DRGCZK, DRGCZM, & Ifercor file full _.
and DRGCZZ. {PIOCS and DRGCZP remain in storage . N m
from the Input and Compression phases.) = Flle description com ons.

- <z Updated file description compressions and
errors indicated on error file. .

SR-6

' SR—-6,8,9,10, 11
$RPEW - Post Compression and Initlalizatidn '

L] Determines if Remote Terminat {col 4851} and Re- $RPJZ — Check File Description Specifications 3

mote Device (co! 65-70} are valid and compresses

them. . o Checks file description compressions for disk
[ Resolves operation code to 1-byte mask. device errars.
° Converts fietd light to 1-byte mask. (Model 6) * (f error file full w
®  Diagnoses SET and KEY operation codes, (Modet 8} >  File description compressions.
[} Updatas calculation compressions. <z Updated file description compressions and errors
° Places error numbers #nd statement numbers indicated on error file.

in errar file for errars.

o oror i s i INEGCG————( ] SR ~6,9,10,11
>  Calculation compressions.

s Updated calculation compressions and errors. '

v

- 8,10, 1t
SR -6,8,8,10, $RPGF — Assign and Check Indicators

o Checks and assigns indicators
$RPIG — Chack File Description Continuation Cards ®  Assigns each indicator a mask and displacement relative
to the beginning of the work area in ROCA.
® Detarmines hall indicators used.

o Chacks Fite Description campression for errors in A
Assigns overflow indicators if not specified but needed.

Keyword (col 54-59), Blank Device (col 7-52, 66-72), I _
and ASCI1, BUFOFF, ar Mode) 16 INDEX {cal. 54-58). I error fita full
= File description, input, calcutations, and
<z

>

e Checks for errors bacause of invalid tape record length,
invalid record length for tape ADDROUT flles, and
cantinuation specified for a non-tape file or files
other than special files.

L] Chedks compressions for érrars because of blanks in
Filename {co) 7-14) or File Type {col 15},

L] Checks compressions for errors becausa of blanks in
Device Entry (col 40-46) for Models 6, 10, and 12.

¢ If error file is full

>  File Description compression,
Updated File Description compression and errors.

output-farmat compressions.
Updated compressions, listing of indicators and any
efrors.

SR—5,6,8,9,10,11

10,

$RPGG — Check Calculation Spacifications 2

- - L] Checks calculation compression for errors in duplicate
SR -6,8,8,10,11 labels and invalid branching to subroutines.
® Compresses and sets specification for numeric literals
1 in calculations.

* I error file ful)
$RPJE — Check Calculation Specitications 1 > Calculation compressions.

<z Updatsd calculation compressions and errors
° Checks calculation compressian for errors in field indicated an error file.
name, length, decimal position, AND/OR lines,
indicators, Factor 1, Factor 2, and Result field.

SR—-6,89,10, 11

¢ tf error file full
o] Calculation specifications.
<la Updated calculation specifications and errors on
error file, $RPGU — Build Name Teble
SR-6.8.9.10.1 ° Buitds a name table of compile-time and object-time
tables.
[ Determines if there are duplicate symbols with
SRPJW — Check File Descrigtion Specifications 1 conflicting entries in the name table.
[ Creatss an entry if no entry is found in the name
table.

L] Checks file description compression for non-device
dependent errors, L] Assigng a 2-byte address to each symbol in the name

. umrmmu table. _
Z>  File description compressions. >  Extenslon compressions.

<E  Updated file description compréssions and any errors <X  Name table and duplicate name errors,
indicated on error file.

SR -5,6,8,9,10, 11

SR -6,8,9,10, 11

Figure 2-3 (Part 1 of 6). Assign and Diagnostic Phases
Program Logic 2-5
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SAPJA ~ Check Input Specifications 1

Chiecks input compression for eirors in field, field
length, sequence, look-ahead, AND/OR lines, and
spread records.
§f error file full
1f Model 15.
Input compressions and name table.
Input compressions and any errors indicated
on the error file.

QUee

SR -6.8,9,10. 11

SRPGV — Check Table/Array

. Sets bits in calculation compressions telling which
table/array contains the most elements.

[ Indicates number af elements in each table/array
in output-format comprassions.

° Buitds filename table.

.

=
compressions and the symbol table.

hvd Filename table, update calculation and output-format
compressions, and any errors indicated on the
errar file,

SR -6,8,9,10,11

$RPJIK — Check File and Table/Array

° Checks for errars in filename, use of CONTD,
extension code, match fields, altarnate collating
sequence table, and file ranslate table.
If error fike full
if tables and/or arrays ars not used
Filename table, file description, extension,
afternste collating sequence table, and file
transiate table,

Updated compressions, and any efrors indicated
on the error file,

# Ueo

SR —6,8,9,10, 11

SRPGW — Check Name Table

o Checks name table and tets bits on in the table

for unref; d object-time table/array names.
L Sets bits on in extension, input, calculation, and
output-format compressions indicating names
that are referenced.
Checks for multipla definitions.
Determines If index is invalid for arrays.
Name table, extension, input, calculation,
telecommunications, and output-format compressions.
Updated compressions, and any afrors indicated on
error file.

2 Yoo

SRPGB ~ Process MFCM Print Specifications (Model 15
only}

L4 Recognizes MECM printing.
L] Changes print end position to a buffer displace-

mant.
. Se1s bit in output compression to show print
only specified.
[ Determines the required size of MFCM print
buffer.
= File description and output compressions.
<X Up 1 output compr . Highest tier

used for MFQM‘I {1st byte) and MFCM2 {2nd
byte) of COMBYC.

SR -6.8,8,10. 11

®

Jf error file full
Fila description, input calculation, output-format

SRPGX — Print Name Table

L4 Checks name table for unreferanced names.
L4 Generates gbject code for object time
table/array DT Ts.
L4 Diagnoses if indexing is used for tables.
3> Name table.
<z Listing of unraferenced table/array names and
error numbers, listing of table/array names, and
object code block of DTTs.

SR -5,6,12

$RPHA — Build Symbol Table

o Builds a symbeol table of tield names.
L Determines if there are duplicate symbols with
conflicting definitions in the symbal table.

* H error file full
> Input and calculation compressions.
<z Symbol table, symbol table on seratch flla for

any overflow, ang any errors indicated on error file.

SR —5,6,8,9,10, 1

SA-6,8,9,10, 11

Figure 2.3 (Part 2 of 6). Assign and Diagnostic Phases

$APHC — Check Symbol Table

L4 Checks symbol table and sets bits on in tabla for
unrefersnced fields.
L] Assigns a 2-byte address to each referenced symbot.
L] Sats bits on in input, calcutation, and output-format
compressions [ndicating names thet are referenced.
L4 Datermines it field name index is an alphabetic field.
L Determinaes |f indexing ix used for field name.
¢ if arror fite full
>  Symbol table, input,
and output-format compressions.
<z v d symbol table end updated compressions.

SR -6,8,9, 10, 11
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$RPHD ~ Print Symbol Table SRPGH — Assign Filename and 10C8

e Scans symbol table and compressions for unreferenced L Builds file input/output table,
and undefined namet and writes tham. ®  Generates some initial object code of a constant

+ if no compile-time tables/arrays area and some object-time addrasses.
>  Symbol table, input, calculation, cutput-format, ®  Calculotes |OCB address.
and tele ication compressi L4 Assigns addresses for 10CBs in file input/output
I <x Listing of symbol table, undefined and table,
N unreferenced names, and labels used. L Enters an internal code name for necessary data

management module in file description compressions.
+ If no file description compressions
X File description compressions, and file transidte
table compressions.

SR ~5,6,8,9,10, 11

<z File input/output table, updated file description
o . and file translate table compressions, and initiafization
SRPGY — Build Compile-Time Tables object code block.
L] Builds e compile-time symbol table of compile-time SR—6.80 10 11, 12

table/array entries and a DTT racord of table/array
entries basad on extension compressions.

. Replaces the table/array name in the extension, input,
calculation, and output-format compression with a

. ?:::,,: r,:m::;d‘ Ery RN . SRPGI — Assign Filename and DTF "
N n °
+ ::::‘l:?;::wl' caleulation, and output-format ®  Replaces the symboliic filsname in the compressions
o . L with up to 13 bytes of file input/output table.
DTT records, updated compressions, and listing of . P
<« compile-time sypr:bol table, and compliie-time symbol L Assigns DTF addresses in file input/output table,
bl ' ¢ 1f no telecommunications
e > All compressions except file translate, and file
input/output table.
SR-5,6,8,0.10 112 <E  Updated comprassions, and updated file input/output
T T bl
$RPGZ — Compile-Time Table/Array Code SR-6,8,9,10,11,12 ]
. Generates objact code blocks for compile-time '
table/arrays. . .
RPGK — Check Tel tions Specifications 1
>  Compile-time table/array compressions and $ ok Telacomemunications Spe !
compila-tima symbol 1able. [ 4 Chacks for errors in filename, 1TBs, station IDs,

<z Compile-time table/array object code blocks. and ASCII,
Builds telecommunications table.
Updates file input/output teble,
if error tile fult
I1f 2770/2780 present
Telecommunication comgpressions and file
input/output table.
Telecommunications table, updated file input/output
o i table and telecommunication compressions, explicit
° Determines if compile-1ime table/array is in literal entries object code, and any errors are indicated
saquence when spaoified. on the error file.
. Determines if there is too much dats for table/array
entries, or if there is not enough data.
* If error file full
>  Compile-time tabla/array compressions, and
compile-time symbol table.
<z Listing of all tabfes/arrays and any errors are
indicated on tha error file. SRPGL ~ Check Tel ications Specifications 2

SR-6,8,9,10,11,12

Q 600.0

$RAPJY — Check Compile-Time Tables/Arrays

SR -6,8,9,10,11,12

SR —5,8,9,10,1) ®  Checks for errors in autocall/autoanswer, look-ahaad
fields, and matching fields.
* it error file full
I>  All compressions, telecommunications table, and
File 170 1able.
o <& Updated telecommunications table, updated file
1/Q table, angd any errors indicated on error file.

SR -6,8.9,10, 11

Figure 2-3 (Part 3 of 6). Assign and Diagnostic Phases

Program Logic 2-7
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$RPGN — Build DTFs

[ Builds [OC8s for sach file defined.

L] Builds a pre-open DTF for each device used and
for: [Modals 8, 10, and 12) sach disk, Console,
BSCA, Ledger, DATADS, and SPECIAL file,
{Modal 16} each disk, CRT, BSCA, SPECIAL,
and Device independent tile,

[} Assigns logical output buffer.

3> File input/output table and telecommunications
table,

<X |0OCBsand pre-open DTFs.

SR - 6,12

¥

$RPHQ — Assign Alternate Collating Saquence and Fife
Translate Tables

o Generates objact code for alternata cotlating sequence
and file translate tables.
o Places address of file translete tables in |1OCB.
3 Places address of alternate sequence table in Root
segment.
>  Alternate collating sequence tables compressions,
file translate tables compressions, file deseription
compressions, and |OCB.
<E Updated 10CB, object code blacks for file translate
and alternate collating tables.

$ROGS — Assign Shared 1/0 and Other Device Areas

L Assigns shared 1/0 aress and places sddress in
DTFs (Modets 8, 10, end 12).

L] Assigns 108s and axtra work areas for files
{Modets 8, 10, 12, and 15}.

o Assigns areas for KEYBORD, LEDGER,
TRACTR1, TRACTR2, DATADG, and CRTEE
{Mod 8).

L] Assigns araas for CRT77, Devics Independent

___ Devices, and DISKET {Mod 15}

I>  File input/output tahle.

<X Updsted DTFs.

SR -6,8,9,10,11,12

SR-6, 12

3

$RPGR — Assign 1/0 Araas — for Models 8, 10, 12, and 15:
MFCU1, MFCU2, READA42,
SPECIAL
- for Model 15: MFCM1,
MFCM2 READD1
DISKET (Models 6, 10, and 12}
L] Generates object code for input/output areas,
108s for each file, and error recovery procedura
area,
[ Places address of the generated object code inta
the 10CB,
®  Places addrasses of the assigned 1/0 areas into
the DTF.
>  File input/output table.
<E  Generated object code block and updated DTFs

SR—6,12

S =

$RPGT — Assign 1/0 Areas — CONSOLE, DISK, PRINTER,
PRINTR2, PRINTS4, BSCA

° Generates objact code for input/output areas,
108s for each file, and error recovery procedure

area.
[} Places addass of ganerated object code into the
10C8.
® Places addresses of assigned 1/0 areas into the
DTF.

4 if Model 12 or 15

tables
> File input/output table,
<X Generated object code block end updated DTFs,

* I1f Model 8, or 10 and: ,
11 DrsKes s EMMEE———— ()
If Tape files
If no file translate or alternate collating i : .

SR - 6,12

Figure 2-3 (Part 4 of 6). Assign and Diagnostic Phases

$RPHS — Check Input Specifications 2

® Checks usage arrors in match and control flelds.

[ Places fength of fields in COMMON.

] Builds a byte of information in input comprassions to
control processing of phases SRPPF, SRPPG, $RPPJ,
$RPPL, and $RPPM.

¢ iterror e ol I

>  Input compressions.
_<}_ Updated input compressions and any efrors are
indicated on error file.

SR -6,9,10,11,12

$RPGJ — Remote Terminal/Device Support

Checks terminal/davice relationship,
Sets correct Data Manegement modules.
Defaults block lengths.
If error file full
> Telecommunications table, fils input/output
table file description compressions, “T* comprassions.
<& Updated T’ table, fila input/output table.

000

SR ~5,8,9,10,11,12

$RPXA — Bulld DRF and 1/0 Area for DISK 45 {Models 10 and 12)
L] Disk 44, Disk 45 (Model 15},
3 Generates the pre-open DTF for each DISK45 or
DISKA4Q file.
Generates the 1/0 areas for each DISK45 or DISK40 fite,
Places addresses of 1/0 areas in DTF.
I1f TAPE files
if no alternate collating tables or files translate
tables
> Fila input/output table.
<z Generated object code for DTFs and 1/0 areas for
DISK45 or DISK4Q files.

> e 00
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SRAPXB — Build DTF and 1/O Area for Tape

L] Generates the pra-open DTF for each tape file.
] Generates the /O area for each tapa file.
e Places addresses of 1/0 areas in the DTF,
* If no transtate or alternate collating tables

3>  File input/output table.

<a Genevated object code for DTFs and 1/Q areas

for tape files.

SR - 6,12

$RPHT — Agsign Control and Match Field Hold Areas and
Edit Code Patterns

Assigns edit patterns,

Diagnoses errors in edit codes.
If error file full
1f limits not specified.
3> Output-format compressions.

* &0 0 00

code blocks.

Assigns hold areas for match fields and control fields.

Designates availability of different typas of output.

<& Outputformat compressions and hold area object

SR -6,9,11,12

SRPHU — Assign Limits File Hold Areas

o Assigns Key area for files processed by SETLL.
[} Places address of key area in pre-open DTF.

L] Processes SETLL diagnostics.

File description compressions, calculation
compressions

<z Updated calculation compressions

Y

..

SR -6,8,0,10,11,12

field move can be combined with a succeeding
control field move.

move.

control field move,

field move.

> Input compressions.
¢ Updated ioput compy

$RPJJ — Control Field and Match Field Move Optimization
L] Sets 3 bit on in input compressions when a control
] Sets a bit on in input compressions when a match field
move can be combined with a succeeding match field
L Updates the constant address and length for the

L] Updates the constant address and length for the match

SR -6,8,9,10, 11

Figure 2-3 (Part 5 of 6). Assign and Diagnostic Phases

$RPJP — Check Input Specifications 3

e Checks for errors in AND/QR line, field, filename,
field name, record identifying indicator, look-shead,
and length.

Input compressions.

Input compressions and eny errors are indicated

on the error file.

If output-format specifications next
if extension and line counter specifications
If catculations specifications next
If no more specifications or error file full

Al

LR R 2 4

SR—6,8,9,10, 11

$RPJS — Header/Traiter Assign and Diagnostics

o Generates trailer table.
®  Checks for invalid use of look-ahead.
Checks for invalid file specifications for spread
card.

L4 Checks for more than 256 valid trailer specifications.
>  Input compressions (128).
<z Input compressions, trailer table, and any esrors

are indicated on errar file.

¢ If arror file full

* If output-format specification next

¢ If extension and line counter specification.|
* If not Modet 6

SR-6,89

$RPJG — Check Calculation Specifications 3 {Model 6 only)

° Determines SET/KEY combination
®  Checks KEY and SET operations for error.
= Calculation compressions,
<g  Calculation compressions and any errors are indicated
on arror file,
¢ 1f error fite ful

SR -6,8,9,10, 1)

(7 ——

$RPJL — Check Calculations Specifications 4

o Checks for errors in length, sequence, FORCE,
EXCPT, DEBUG, LOKUP, COMP, TESTZ, MVR,
CHAIN, and result field.

= Calculation compressions,
<r Calculation compressions and any errors are indicated

an ervor file.
o it eror file full

SR-6,89 1011

r

Program Logic 2-9
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$RPIM — Check Output-Format Specificatians

Checks for arrors in {etch overfiow, stacker, indicators,
record type, and line type,

3> Line counter and output-format comprassions.

<X  Updated compressions and any errors are indicated

on error file.

If arvor file full

*

SR —6,8,9,10, 11

$RPKA — Error Sort and Print

L] Sorts errors by error and statement number.
L] Buifds sorted error table,

. Prints arror numbers and statement numbers.
Error file.

Error table and Hsting of error and statement
numbers.
* i no errors

wY

SR -5,6,9,10, 11

SRPJN — Check Qutput-Format Specifications 2

Checks for servars in PAGE, *PLACE, and end
positions, diagnose sterling sign relationships.
Output-format compressions.

Ry

Exit Te
Assemnble | Phases

Any errors ere indicated on error file.
¥ error tile ful —@

SR-6,8,9,101

$RPKB — Error Message List

Prints error messages.
Calls appropriate Phase (SRPKC-$RPKV) to get
error message (see nate 2},

SRPJO — Check Output-Format Specitications 3

Checks for errors in edit word, end position,
indexing, length, and record identification.

File description and output-format compressions.
Any errors are indicated on error file.
If error file futl

<Y

> Ervor table,

<T  Error messages.
® If warning errors only
SR-5,6

SR—6,8,9,10, 11

$RPJY — Check Extension and Line Counter

o Checks extansion specifications for emrors in From
and To Filename, number of entries, table length, and
file type.

* Checks lina counter specifications for invalid type and
undefined or missing filename.

> Lins counter, and extsnsion compressions.
<u Any errors gre indicated on error fite.

SR-6,9,10,11

Figure 2-3 (Part 6 of 6). Assign and Diagnostic Phases

2-10

Exit To $$SSPES —
End of Job Transient
Note 1: Interphase Control rautines that can be used during the

Assign and Diagnostic Phases are:

SR5 — DRGCZP — Printer Control

SR6 — DRGCZZ — Call Next Compiler Phase

SR7 — PIDCS — Disk Control

SR8 — DRGCFI — Find Item in Compression

SR9 — DRGCZG — Open a Compression Block
SR10 — DRGCZH — Get Next Compression
SR11 — DRGCZK — Close a Compression Block
SR12 — DRGCZM — Writa an Object Code Block

See Figure 2-9 for & description of the Interphase Control routines.

Note 2: Phases $RPKC-8RPKV contain the error messages used
by phase $RPKB. These phases are optional. The phases
and message numbers of the messages gach phase contains

are:

Phase Entry Point Message Numbers
RPKC DRGKCI 32-63
RPKD DRGKDI 64-60
RPKE DRGKEI 91-118
RPKF DRGKF) 117-142
RPKG DRGKGL 143-189
RPKH DRGKHI 176198
RPKI DRGKI! 196-228
RPKJ DRGKJI 229-260
RPKK DRGKKI 251.276
RPKL DRGKLI 277-310
RPKM DRGKMI 311-340
RPKN DRGKNI 341-360
RPKO DRGKO) 361-379
RPKP DRGKPI 380-453
RPKQ DRGKQ} 454.541
RPKR DRGKRI 542-574
RPKS DRGKSI §75-597
RPKT DRGKTI 698-830
RPKU DRGKUL 631800

Note: Since fields in COMMON are input and/or output for
ail phases, COMMON is not listed as input or output.
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( Enter From Assign and Diagnostic Ph@

SRPPE — Buijld Input Record Recognition 1 Code
$SRPPA — Generate IPCR

] Generates object code to:

e Generates object code for the Input Processing control 1. Check for first blank trailer on each spread
routine {IPCR). record.
[ Generates a flag byte indicating the segments of 2, Move the parameter list created in $SRPPF 10
object code to be generated for the Qutput Processing identify input records.
. C.on(ro| m'uli.ne {OPCR). [} Inserts main record recognition entry point addresses
2> File Description comp s, and data r 9 for the record type into all record type input
entry points and module name compressions. compressions,
<z Object code block for IPCR and the flag byte. Input compressions.

@y

SR-6,8.8,10,11,12

Updated input compressions, object code blocks,
and address of return points to object code
generated in this phase.

SR -6,8,9,10, 11,12

$RPPB — Generate OPCR

[] Generates object code for OPCR,

. Generates 1he linkage to IPCR and OPCR, A link is
generated for each file, one for input and one for
output, The IPCR linkage loads the dsta management

$RPPF — Build Input Record Recognition 2 Code

[] Generates object code 1o:

module name in XR1. The OPCR linkage loads the 1. Recognize input records and check numeric
IOCB address in XR1 angd the data management sequence of @'d‘- .
module name in XR2. The address of each linkage is 2. Conwol reading of headar/trailer records.

[ Initializes a parameter list to recognize input

ptaced in the file description compression.

= Flag byte from $RPPA, file description compressian, records. ) ) i
and data management entry points and madule . Stores address af parsmeter list in input compressions.
name compressions. L] Initializes bytes 19-28 of 10CB.

<X  Generated object code for OPCR and IPGR and =>  Input compressians and addrmag passed from $RPPE.
OPCR linkages, and updated file description <z  10CB, Updated compressions, object code black, and

compressions. parameter list.

SR -6,8,9,10, 11,12 SR -§,8,9,10,11,12

$RPPG — File Selection and Match Field Extraction Code
$RPPC —~ input Mainline Cade

° Generates object cade to:

[] Generates object code to: ) 1. Perform processing of multiple input tiles.
1. Set off specified overflow indicators and 2, Mave match figld records from the input
record resulting indlcators. buffer ta work area.
2. Check specified hait indicators (H1-H9) . Stores address of Match Field Extraction routine
and produce halt commands. into list built by SRPPF.
3. Setoff 1P, L1-L9 and se1 0n LO. > Input compraessians.
4, Determine if LR indicator is on. < Object code blocks.

5. Bypass otal time tirst cycle when keyboard is
primary file.
6.  Produce input and Progracn Close Mainlines.
7. Produce branches for Record 1D, Contral
Fietds Logic-and Mova, and Multifile and
Matching Racords Logic rautines,
+ It keyboard primary file (Model B)
=yl Input campressions.
<z Object code blacks.

SR -6,9,10, 11, 12

Exit To $RPPO in
Assambla It Phases

SR-6,8,9,10,1112

Figure 2-4. Assemble I Fhases (Part 1 of 2)

Program Logic 2-11
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Note: tnterphase Control routines that can be used during
a the Assemble | Phases are:

SRB — DRGCZP — Printer Contral

SR6 — DRGC2ZZ — Call Next Compiler Phase
SR7 — PIOCS. - Disk Control

SR8 -- DRGCFI — Find Item in Compression

$RPPJ — Control Field Extraction Code SR9 — DRGC2G —~ Open a Compression Block
SR10 — ORGCZH -~ Get Next Compression
- Generates object code to: SR11 — DAGCZK — Close a Compression Block
1. Bypass total calculations and total output on SR12 — DRGCZM — Write an Object Code Block

first pass of phase.
2. Move and compare control fields and set on

control level indicators, . .
3. Branch from input Mainlirie 10 code genersted Note: Since fields in COMMON are input and/or output for all

by this phase, phases, COMMON is not listed as input or output.

See Figure 2-9 for a description of the Interphase Control routines.

[] Stores address of control fields Logic and Move routine
in parameter list built by SRPPF.
. Picks up address of IPCR and OPCR linkages from
file description compressions and inserts them in
other compressions,
* If no input figlds
> File description, input, calculation, and output-format
compressions.
<z Object code block, updatad calculation, and output-
format compressions.

Exit To SRPLS8 in
Pre-Assemble Phases

SR -§,8,9,10,11, 12

SRPPL - Look-Ahead Field Extraction Code

L Generates object code for look-ahead field moves
from the buffer to the data field.
. Generates object code to branch from tnput Mainline
to code generated by this phase,
® Stores sddress of Move Input Fields Mainline in
parameter list built by SRPPF,
> Input compressions,
<X  Object code block.

SR ~6.8,8,10,11,12

SRPPM - input Fieid Extraction Code

L} Generates object code:
1. For input field moves from buffer to data

tield.

2, Branch from Input Mainline to code generated
by this phase.

3. For wailer field moves from buffer to data
field.

4. To check for blank trailer or end of record ta
determine if a read is required.
I>  input compeessions.
<z Ohbject code Mack.

SR -6,8,9,10, 11

Exit To SRPLS in
Pre-Assemble Phases

Figure 2-4. Assemble I Phases (Part 2 of 2)

212
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(Emur From Assemble | Phases ’

$RPLB — Output Indicator Optimization

e Determines output time and outpot line information
useful for execution of later phases and passes
information In bit settings within the output-format
compressions,

o QOptimizes output indicators with the same displacements
by combining masks and etiminates tests for overfiow,
1P, and LR output records.

[ Resets tetch switch in compressions if overflow Is
given on file description specifications but not an
output-format specifications.

> Outputformat compressions.
<! Updated output-format campressions.
SR -9, 10

SRAPLRA — Constan, Literal, Edit Word, DTF Parameter
Assign i1

L Generates object code for constants, adit word
patterns, literals, and output DTF parameters.
[ Optimizes usage of DTF parameters.
. Generates segment list entries for the object code
blocks created.
® Places address of literal in calculation compression.
. Places address of DTF parameter in output-format
compression.
L Places sddress of constant or edit word in output-format
compression,
I>  Calculation and output-format compressions, and
general storage table.
<z Updated calcuiation and output-format compressions,
and object code block.

SR-6,9,10,1

$RPLG — DTF Parameter Assign |
[ Piaces calculation and output DTF parameters in
general storage table.
L] Ptaces length less one of DTF parameter in
compressions.
g Calculation and output-format compressions.
<z Updated calculations and output-format compressions,
and general storage table. Any overflow from general
storage table is placed on scratch file,
SR -6,8,9,10, 11,12

$RPLV — Output Fields Move Optimization

L4 Sets bit on in output-format compression when
an output field move can be combined with succeeding
fisld move.
. Updates constant address and length for output field
move.
> COMMON and output-format compressions.
<5 Updated output-format compressions.

SR -—86,8,0,10, 11

$RPLN — Constant, Literat, Edit Word Assign |
» Adds constants, edit words, and literals used by the
program to the general storage table.
» Replaces literal entrias with length and description
byte in calculation compression.
[ Places length minus one of abject code in constant or
edit word entry in output-format campression.
* 1f no literals, constants, edit words, or output DTF
parameters|
>  Calculation and output-format compressions.
<z Updated calculation and output-format compressions,
and general storage table.
SR-6,8,9,10 11

$RPMB — Pre-Assemble Calculations 1

. Initiatizes a length byte in the calculation compression
of the length of object code required for ADD,
Z-ADD, SUB, Z-5UB, EXSR, BEGSR, ENDSR, GOTO,
EXIT, EXCPT, RLABL, COMP, TESTZ, READ,
CHAIN, LOKUP, FORCE, SETON, SETOF, BITON,
TESTSB, and SETLL.

] Piaces a mask in the calculation compression to
determine what object code block to generate for
ADD, Z-ADD, SUB, Z-5UB, COMP, TESTZ,

SETON, SETOF, BITON, BITOF, and TESTB.

L} If Model 6 anly

>  Calculation compressions.
<z Updated calculation compressions,

SR-6,8,8,10, 11,12

|
<z|

$RPLJ — Pre-Assemble Calculations 3 {(Mode) 6 only)

Initializes a jength byte in calculation comprassion
to length of object code required for SET and KEY.
Places a mask in calculation compressions to
determine what object code 10 generste for SET
and KEY.

Calculation compressions.

Updated calculation compressions.

$RPMG — Pre-Assemble Calculations 2

- Updates a length byte in calculation compression to
contain the length of object code required for each
TIME and DSPLY operation.
> Caleulation compressions.
<g Updated calculation compressions.

SR -6,.8,9,10,11.

SR-6,8,9,10, 1

Figure 2-§ (Part 1 of 2). Pre-Assemble Phases

Program Logic

Licensed Material-Property of IBM
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$RPMH — Pre-Assemble Calculations 4

. Updates a [ength byte in the calculation compression
of the length of object cade required for MULT,
DIV, SQRT, MVR, XFOOT, MOVE, MOVEA,
MOVEL, MHLZO, MLHZO, MLLZO, and DEBUG.
L] Updates a length byte in the calculation compression
of the length of object code required far the srray
control for ADD, SUB, Z-ADD, Z-5UB, COMP,
TESTZ, MULT, SQRT, DIV, MVR, XFOOT, TESTB,
KEY, BITON, and BITOF.
L Piaces a matk in the calculation compressions to
determine what object code to generate for MULT,
DIV, SQRT, MVR, XFOOT, MOVE, MOVEL,
MHHZ0, MHLZO, MLLZO.
u Calculation compressions.
<z Updated calculation compressions.

$RPLZ — Output Indicator Testing

* Determines when jumps are generated after
indicator testing on autput recards,
3>  Output-format compressions.
<& Updated output-format compressions.

SR -6,8,9,10, 11

SR-9,10

SRAPMK — Build Segment List

L Builds start address in COMMON for Open Maintine,
Program Close Mainline, detsil and total calculations,
1P cutput, LR caiculations, and controlled cancel,
Initializes segment list identification counter.
Generates segment list entries,

Extension and ingut compressions.

Imege of segment list an scratch file.

Q@..

$RPMI — Pre-Assamble Indicator Optimization

L] Determines and optimizes length required to test
for conditioning indicators on ¢alculations.

. Establishes the total length of detail calculations,
L0-19 calculations, and LR calculations specitied on
source and places tha length in COMMON.

= 04 Calculation compressions.
<z Updated calculation compressions.

SR -6,8,9,10, 11

SR —6.8,9,10, 11

SRPMA — Output Objsct Cade Block Length

L] Accumulates total length of each output object
code block for SRPMM.
L] Determines length of each outgut-format
compression block.
3>  Control statement compressed in COMMON and
output-format compressions.
Updated output-format compressions end lengths
of object code blocks 1o be generated.

&

$RPMM — Output Segment List Entries Build

- Dsetermines addrasses of exception cutput, totsl
output, detail output, LR output, fetch overflow,
and LR and Overflow Contral Mainiing object code
in COMMON.

L] Places object code addresses in output-format
compressions for phases SRPPS, $RPPU, $RPPV,
and SRPPW.

= Fetch overflow code usage indicators, detsil overflow
output lengths, total overflow output lengths, printer
overflow indicators, and output-format compressions.

<z Updated output-format compressions, device types
for fetch code, DTF addresses for fetch code and
automatic skip code, IOCB addressss for automatic
skip code, overflow output addresses, and image of
segment list on scratch file.

SR~6,8,9,10, 11

L SR -6,8,9,10, 11

Figure 2-5. Pre-Assemble Phases (Part 2 of 2)

2-14

(Exll To Assemble 11 Phases }

Note: [nterphase Cantrol routines that can be used during
Pre-Assemble Phases are:

SRS — ORGCZP - Printer Control

SRE — DRGCZ2Z — Cait Next Compiler Phase

SR7 — PIOCS — Disk Control

SR8 — DRGCFI — Find Item in Compression

SR9 — DRGCZG — Open a Compression Block
SR10 — DRGCZR — Get Next Compression
SR11 — DRGCZK — Close s Compression Block
SR12 — DAGCZM — Write an Object Code Block

Note: Since fields in COMMON are input and/or output for all
phases, COMMON is not listed as input or output,

Licensed Material-Property of IBM




$RPPO — LR and Qverftow Control Mainline Cade

[} Generates object cade for LR and overflow processing.

L] Generates object code to test and set the matching
record {MR) Indicator,

[ Generates object code to branch fram one mainline to
the next mainline.

L] Modifies addresses of object code blocks to he generated
so punching is performed first at execution time if
print fields are specified before punch tields in the

output-format compressions.
¢ If no chain or demand files
* If no calculation specifications.
> Output-format compressions.
<z Updated output-format compressions and obfect code
block.

[-' SR -6,9,10, 11

$RPMP — Build Calculation Segment List

° Builds the segment list for calculation operations.
L] Places address of calculation object code in the caicula-
tion comprassions,
L Generates segment list entries for chain and read code
blocks trom the chain/read table.
[ Passes calculation segment list entries to $RPMQ on
the work fila.
[ Replaces user-coded subroutine calculation names with
subroutine addresses, lengths, and identifiers,
3> Calculation compressions and chain table.
<z Updated calculation compressions and segment list
fite.

$RPPN — Chain and Read Files Code

L Generates object code to identify records for chain and
demand files.

L] Builds the chain 1able.

®  Generates objact code 10 Jnitiatize the chain and reed
input portion of tha 10CB for CHAIN and DEMAND
files.

L4 Generates control code to identify and mave tields for
each chain file.

3>  Input compressions.
< Chain table and object cade block.

SR-8,9 10 11,12

$RPMQ ~ Completes Calculation Segment List

. Builds segment list entries for RPG 11 subroutines.
[ Passes calculation segment list entries to overlay
phases on the scratch file.
e Calculation compressions.
£Z  Segment list entries on the scratch file.

SR -6,8,9,10, 11

$RPRW — Chain and Read Files Move Field Code

L Generates object cods to move flelds for chain or
demand files.
o Defines, in aach entry in the chain table, the subroutines
needed 10 process the chain or demand files.
L Puts the entry paint of each CHAIN or READ subseg
ment into the appropriate calculation compression.
° Initializes |OCB of output chain file for the initial read
operation.
* If not at the end of the compression
> Input compression and chaln table.
<I  Updated chain table and object code block.

SR-6,8,9,10, 11,12

$RPPS — Qutput Record Cade

L Generates object code 10 mova §0OCS parameters to the
DTF.
L] Generates object code to test record typa output indi-
cator addresses and branch 10 output field subsegments.
L Generates object code 10 branch to Fetch routine.
L] Generates object code to point XR2 10 the ouput
buffer.
L) Genegrates object code to clear the work srea if the work
area is to be used 85 the COMMON output buffer.
L] Generates object code to point XR2 1o the IDCB and to
branch to the Qutput Pracessing Control routine.
L] Genarates object code for 1P forms alignment.
>  Qutput-format compressions.
<z  Object code block.

L SR—6,809,10,11, 12

Figure 2-6. Assemble I1 Phases (Part 1 of 4)

Licensed Material-Property of IBM
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$RPPU ~ Output Figlds 1 Code

Generates object code 1o move output fislds to output
work ares.
Output-format compressions.

-
=
<E  Object code block.

SR-5,6,8,0,10, 11,12

.
-4
<z

$RPQH — Caiculation Code 1.5 (Model 6 only}

Generates object cade for SET and KEY operation
codes.

Places length of object code in calculation compressians.,
Calculation comprassions.

SR -

Updated calculation compressions and object code block.
8,89, 10, 11,12

SRPPV ~ Output Fields 2 Code

Generates object code to move output fields associated
with edit patterns to output work area,
Output-format compressions.

®
=
<X Objsct code block,

L To Branch Table

SR —~§,6,8,9,10,11,12

S$SRPPW — Qutput Fisids 3 Code

L Generates object code to move input buffer to output
buffer when record length is greater than 256 bytes.
Output-format compressions,

o)
<E  Object code block.

$RPQB — Calculation 2 Code
L] Generates object code for EXSR, BEGSR, ENDSR,
EXIT, RLABL, EXCPT, GOTO, and TAG.
>  Calculation compressions.
<z Object code blocks,
$A-6,8,8 10 11
To Branch Table

SR-5,6,8,9,10,11, 12

>
<z

$RPQD — Calculation 3 Code

Generates the object code for ADD, 2-ADD, SUB, and
2-SUB.

Places tength of object code in calculation compression.
Places the address of any reference to Factor 1, Factor
2, and the Result Field within the code generated by this
phasa if the field is a table, array, or indexed array.
Calculation compressions.

Updated calculation compressions and object code
blocks.

SR —

6,8,9,10, 11, 12

To Branch Table

$RPQE -

® e

$RPQA - Calculations 1 Code

o Generates object code for the test and branch or jump
instructions for calculation conditioning indicators.

L] Generates object code for the linkage to reset resulting
indicators.

. Updates object code address and length in calculation
compressions with length of object code generated.

®  Changes compare instructions in linkage from low to
high or from high to low when decimal positions in
Factor 1 are greater than Factor 2 for numeric compares
and the length of Factor 1 Is less than Faotor 2 for
alphameric compares,

. {rcrements object code address by length of object
code for ditioning i s in calculation compres-
sion.

. Subtracts the length of conditioning indicators and
resulting indicators from the length byte in calculation
comprassion.

>  Calculation compressions.
<z Updates calculation compressions and object code block.
SR-6,8B,9,10, 11,12

1’)
<

To Branch Table

Figure 2-6. Assemble [I Phases (Part 2 of 4)
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Caiculation 4 Code

Generates the object code for COMP and TESTZ.
Places length of ohject code in calculation compression.
Places the address of any reference to Factor 1, Factor
2, and the Result Field within the code generated by
this phase if the field is a tablg, array, or indexed array.
Calculation compressions.

Updated calculation compressions and object code
block,

SR—

6,8,9,10, 11, 12

To Branch Table
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$RPQF — Calculations 5 Code SRPQL — Calculations 8 Code
[ Generates the object code for MULT, SQRT, MVR, and ° Generates object code for: MOVE, MOVEA, MOVEL,
XFOOT. MHHZO, MLLZO, MLHZO, and MHLZO.
3 Places length of object code in caleulation compression. L] Updates object code addrass in calculation compressions
[ Places the address of any reference to Factor 1, Factor by sdding length of object code to address.
2, snd the Result Field within the code generated by I>  Calcutation compressions.
this phase if the field is a table, array, or Indexed array. <X Updated caleulstion comprassions and object cods
X>  Calculation compressions, block.
<E  Updated calculation compressions and object code
block. SR—6,8,9,10,11,12

SR -6,8,9.10, 11,12

To Branch Tabie

To Branch Table

$RPQT — Caleulations § Code

$RPQG — Calculations 6 Code
L Generates object code for: CHAIN, FORCE, READ,
[ Generates the object code for SETON, SETQF, LOKUP, and SETLL.
BITON, 8ITOF, and TESTB. > Calculstion compressions.
< Updated calculation compressions and object code

[ Places length of object code in calculation compression.
L) Replaces the address of Factor 2 and/or the Result
Fiald (H the field is a table, arrey, or vasinble indexed
array) with the object-time address of the object code
that references Factor 2 or the Result Field,
Calculation compressions.

Updated calculation compressions and object code
block.

block.

SR-8,8,9, 10,11, 12

Qb

To Branch Table

SR-8§,89,10,11,12

To Branch Table

$RPQU — Calculations 10 Code

[ Calculates length and type of object code needed for
TIME snd DSPLY oparation codes.
®  Generates object code for DSPLY and TIME operations.
I>  Celeulation compressions.
<z Updated caiculation and object code

$RPQK — Csiculations 7 Code
block.

. Generates object code for array control of all caiculs-
tion opération except LOKUP, CHAIN, and DEBUG.
[ ] Places address of object code generatad for resulting

SR-6,8,9,10,11, 12

di s In calculation pi 15
> Calculation compressions.
<z Updated calculation compressions and object code To Branch Table
block.

SR-6,8,9,10,11, 12

To Branch Table
$RPQV — Calculations 11 Code

Generates object code 10 move parametars to DTF.
Generates object code for DEBUG.

Calculation compressions.

Updated calculation comprassions and object code
block.

2, o

SR-6,8,9,10,11,12

Figure 2-6. Assemble II Phases (Part 3 of 4)

Program Logic 2-17
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$RPRA — Initialization and Close Code
L] Generates object code to:
1. Move axternal indicator switches from the program level
communications area to tha indicator area in ROCA.
{See Data Aress in Section 4.)
2. Mova special word UDATE to the constant ares in main
storage.
3. Halt if an inquiry program is specitied and the inquiry
bit is not on in the supervisor communication area.
4.  Setall indicators off except 1P and LO.
5.  Allocate and open filas.
6.  Call for a halt if at least one input flle is not opened.
7. Initialize all numeric fields and tables, alpha fields,
and tables, and the COMMON output buffer,
8.  Initialize Program Ctose Mainline by setting on LR
indicator for a controlled cancel.
9. Call special 1/0 routines with an operation code of
X 10 for closa.
10.  Branch ta LR calculations and/or output for cantrolled
cancel.
11.  Close all files and cail the job terminatar.
12.  GCall the Tabie Dump subsegment.
* if no pre-execution time tables/arrays ard no table
dump
<z  Object code block.
SR~8,12

$RPRC — Table Load/Table Dump Code
L] Generates parameter list and objact coda to branch to
Load Object Tables subroutine.
®  Generates parameter list and object code to branch to
Dump Object Tables subroutine.
o Generates object code to branch to Program Close
Mainling.
>  Extension compressions.
<z Object code block,
SR -6,8,89,10, 11,12
EXIT
To Overlay Phese $RPRX

(Figure 2-7, Part 1 of 3, if
Mode! 6, 10, or 12; Figure
2-7, Part 3 of 3, if Madel 15)

Figure 2-6. Assemble II Phases (Part 4 of 4)

Branch Teble: Enter at the name of the phase that sent you to the
branch tabie. If the decision answer on the line entered is no, proceed

downword until a decision is d yes. Then pi d to the indi-
cated phase.
From Go To
Phase: Decision Phase: | ID
SRPOA |  If using Model 6
$RPQH | 2C

$RPQOH | ¢ If EXSR, BEGSR, ENDSR, EXIT,

RLABL, EXCPT, GOTO, or TAG opera-

tion code $RPQB | 2D
$SRPQB | ¢ 1f ADD, Z-ADD, SUB, Z2-SUB operstion

code $RPQD | 2€
$RPQD | ¢ If COMP or TESTZ operation code $RPQE | 2F
S$RPQE | ¢ If MULT, SQRT, MVR, or XFOOT

operstion cods $RPQF | 3A
SRPAF | ¢ If SETON, SETOF, BITON, BITOF, or

TESTA aperation cade $RPQG | 38
SRPQG | ¢ If LOKUP, CHAIN, or DEBUG opera-

tion code $RPAK [3C
$RPQK | 11 MOVE, MOVEA, MOVEL, MHHZO,

MLLZO, MLHZO, or MHLZO operation

code. $RPOL |30
$RPAL | 4 1f CHAIN, FORCE, READ, LOKUP,

or SETLL operation code $RPQT | 3E
SRPQT | # (f DSPLY operation code $RPQU | 3F
$RPQU | ® If DEBUG operation code $RPQV | 3G

Note: Interphase Control routines that can be used during Assemble
11 phases are:

SR5. DRGCZP ~ Printer Control

SR6. DRGCZZ — Call Next Compiles Phase

SR7. PIOCS - Disk Control

SR8. DRGCFI ~ Find Itam in Comprassion

SR9. DRGCZG — Open a Compression Block
SR10. DRGCZH — Get Next Compression
SR11. DRGCZK ~ Close a Compression Black
SR12. DRGCZM — Write an Object Code Block

See Figure 2-9 for a description of the Interphase Control routines.

Note: Since fields in COMMON are input and/or output for all
phases, COMMON is not listed &s input or output.
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Enter from Assemble |1 Phases for
Model 6, 10, or 12

Nate: Enter on Part 3 of this Figure

if Model 15.
$RPSP — Eliminate Duplicate Segment List Entries
$APRX — Initialize Segment List . Efimi all duphi 1] within the
substructure lists and set up equal element

® Initializes COMMON entries for Overlay phases. pointers.
®  Expands segment elements to 16-bytes. I>  Rebuilt segment fist
o Replaces 1/Q subroutine condensed names in the <z Updated sagment list.

segment list with an internal subroutine nama.
o Replaces internal data management module names SA-6,7

with external names from compression file.
®  Sorts Root Segment and Mainlines.

o} File description specifications, segment list, and
comprassion table of intermal and external data
management madule names.
Qr  Updatas segment list, object code biock, and data SRPSB — Overlay Editor 1
management entry points and module name
compression. o Determines which segments and subroutines are to
______ be overlays and flags them in the segment list,
SR —6,8, 9,10, 11,12 > Segmentiist.
<z Updated segmant list.
SR—6,7

$RPRY — Library of Subroutines Code

L] Generates EXTRN entry and new subroutine $RPSF — Overlay Editor 2
segment elements and passes subroutine text as
object code. @ Organizes overlays to make tha most efficient use of the
> Rebuilt segment list. overlay area.
<z Updated segment list, object code blocks, and - Segment list.
object code delimiter < Updated segment tist.
SR~-6,7,12 SR—-6,7
$RPSA — Resolve EXTRN $RPSC — Calcutate Start Address
° Passes object code and resolves all EXTRN in L] Calculates start addrass for each segment and overlay.
object code per entries in segment ist. =Y Updated ssgment list from SRPSB,
>  Rebuilt segment list, and object code fiie. <z Final segment list.
<z Updated segment list and object code blocks. -
F-- SR —6,7
SR-86,7

$RPSD — Print Segment List

$RPSN — Sort Segment List
L] Prints the segment list.

. Sorts segmaent list into an overlay structure list. o3 Final segment list
Note: Before this time, pointers tied segment |ist <z Source listing of segmant list.
together; now the position of the element In the
segment list is important. SR—6.6.7

>  Rebuilt segmant list.
<g  Updated and sorted segment list.

SR-86,7

$RPSE ~ Sort Object Code

L] Sorts object code blocks generated by Assign and
Asgemble phases according to assembled addresses.
- Generates an internal object code table,
= Segment list, and abject code blocks.
<5 Internal object code 1able.

Sorted object code blocks.
* I1f no overlays

SR-86,7 |

Figure 2-7 (Part 1 of 3). Overlay Phases

Program Logic 2-19
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$RPSG — Overlay Fetch and Transfer Vector Code

[ Generates object code for:
1. Ovarlay Fetch routine
2. Overlay fetch tabla
3. Trenster vectors
2> Segment list, sorted object code blocks, and
internal object code table,

<& Sorted object code blocks for overlay fetch table
and Overlay Fetch routine.
Updated internal object code wble,
SR-8§,7

2B

$RPSI — Final Output Generation 1

. 8uilds the following for the linkage aditor;
1.  PHASE control statement
2. ENTRY contral statement
3. External symbol list
>  Sorted object code, and internal object code table
<x PHASE control statement
ENTRY control statement
External symbol list

SR~6,7

$RPSK — Final Output Generation 2

L] Generates final output of object code required by
the linkage editor, including skip records and text-RLD
records.
1>  Segment list, sorted object code, and internal
abject code table.
<E  Skiprecords or blank statements used to fill sectors
for the linkaga editor, text-RLD recards, and END
control statements,
[ If not all overlays generated

SR-6,7

Exit To Linkage Editor (SLINK8B) via Supervisor
For Model §, 10, or 12

Figure 2-7 (Part 2 of 3). Overlay Phases

Nota: Interphase Cantrol routines that can be used by the
Overlay phases are:

SR5 — DRGCZP — Printer control

SR6 — DRGCZZ — Call next compiler phase
SR? — PIOCS — Disk Control

SR8 — ORGCFI — Find Item in Compression
SR9 — DRGCZG — Open a Compression Block
SR10 — DRGCZH — Get Next Compression
SH11 ~ DRGCZK — Close a Compression Block
SR12 — DRGC2ZM — Write an Object Code Block

See Figure 2.9 for a description of the Interphase Controt
routines.

Nate: Since fields in COMMON are input and/or output for ail
phases, COMMON is not listed as input or output.
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Enter Fram Assemble (1 Phases
For Model 15

$RPRX — Reformat Segmant List

®  Adds entries to segment list for DEBUG, user
subroutines, and data management,
) Expands segment list from 10 to 16 bytes.
> Segment list
<E  Segment list on SWORK

SR-6,7.9,10, 11

SRPRY — Sort Object Code

L) Sorts object coda into ascending strings.

L Places text on SSOURCE followed by segment
Yist.

2> Segment list and object coda blocks,

Cz  Final text on $SOURCE Jollowed by segment
list.

SR —6,7

$RPRZ — Generate R-Module Output

[} Scans object code and generatss entry segment
list elements.

L Produces ESL records from the segment list.

[} Produces TEXT-RLD records from the object
code.

[} Generates module EXTRNs from associations
in the sagment list,

L] Sets up EXTRNS-TO-ENTRY points from
address references in the object code.

. Sets up entry points from EXTRN-TO-ENTRY
points from other segments,

> Final text and segment list on $SOURCE,

<2 R-module output of compiler.

xit To Overiay Linkage Editor
{$SOLYNX) Via Supervisor For
odel 15

Figure 2-7 (Part 3 of 3). Overlay Phases
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INTERPHASE CONTROL ROUTINES DESCRIPTION If only 512 or 718 bytes are available for the work area
and object code, the following Interphase Control routines

Figure 2-8 shows the charting techniques used on use other than the normal routines.

Figure 2-9 to describe the Interphase Control Routines.

DRGCZG —

The Interphase Control routines reside in the compiler
control region defined in phase $RPG and phase $RPIC.
These routines control all disk input and output.

During the Input and Compression phases the following DRGCZH —

Interphase Control routines are present:

Open a Compression Area (DRGCZA)

Write a Compression (DRGCZC) DRGCZK —

Close a Compression Area (DRGCZE)
Get Next Source Record (DRGCZN)
Printer Contro! (DRGCZP)

Call Next Compiler Phase (DRGCZZ) DRGCZM —

Disk Control (PIOCS)

When phase $RPIC overlays the last Input and Compres-
sion phase, the following Interphase Control routines are
loaded into the compiler control region, overlaying all
previous Interphase Control routines except PIOCS and
DRGCZP:

Find Item in Compression (DRGCFI)
Open a Compression Block (DRGCZG)
Get Next Compression (DRGCZH)
Close a Compression Block (DRGCZK)
Write an Object Code Block (DRGCZM)
Call Next Compiler Phase (DRGCZZ)

Some Interphase Control routines function in a special way
if less than the required work area is available for the
normal Interphase Control routines.

If only 1K or less is available for the work area and the
source input, the following Interphase Control routines
use other than normal routines.

DRGCZC - Basic function is same as normal, but allows
only one compression to be built and then
puts that compression out to disk. Shares the
512 bytes of work area with DRGCZN.

DRGCZE — Same function as normal, but works with
special DRGCZC.

DRGCZN — Same function as normal, but source shares
work area with compressions. One source
record is retrieved from disk and located in
main storage as required.

2-22

Basic function is same as normal, but only al-
lows one compression type in storage at one
time. Requires 512 bytes of available work
area.

Basic function same as normal, but only allows
one compression type in core at one time. Re-
quires two sectors of available work area.

Same function as normal, but works with
special DRGCZH. Always writes the updated
compressions.

Basic function is same as normal, but uses 256-
byte buffer area in the control region of storage
instead of normal object code area.
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Formal name (name found on microfiche}

Descriptive name
Phase where this routine can be found
\L / 1/ on microfiche

DRGCZC — Write a Compression {$RPG)

Functions of this routine

] Writes one sector of compressions when a sector in the <%
work area is full.

3>  Errortable. < input to this routine
<&  Error messages. <& Output from this routine
PIOCS — Disk Control <& Interphase Control routines that are

used by this routine.

Figure 2-8. Description of the Format Used in Describing the Interphase Control Routines

Program Logic
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224

DRGCZA -~ Open a Compression Ares ($RPG})

° Assures that three sactors are available in the work area.
L] Opens compression area by building compression block
table with the fallowing information:
1. Address where compression can begin in work
area.
2. Address of first sector available for new
compression block.
3. Statement number of first source statement in
current compression.
b One-byte parameter indicating the type of
specification for the compression block.
<E Address in XRT of the first byte in work area where a
compression can be generated and the compression
block table.

Return To Caller

i

DRGCZC — Write a Compression ($RPG)

L] increments statement countar.
Writes out on disk when 256 bytes are full.
L] Updates parameters in compression block each time

8 sector is written,

> Comgpression block table.

<x Updated compression block table and Address in
XR1 of the first byte in work area where a
compression may be generated.

PIOCS — Disk Controt

Return To Caller

i

DRGCZE — Close » Compression Area ($RPG)

° Marks end of fast compression block with X'FF".
L] Writes final sectors in a compression block.

> Compression hlock table.

<z Last sector in current compression biock.

PIOCS — Disk Control

Return To Caller

Figure 2-9 (Part 1 of 2). Interphase Control Routines

-

DRGCZN — Get Next Source Record {($RPG)

o Reads RPG || source records.
I>  RPG |l souree racords in $SOURCE.
<t Address in XR2 of the next source record.

P1OCS — Disk Control

Retumn To Caller

Enter SR6

i-

DRGCZP — Printer Control ($RPG)

L] Passes parameters to the line printer.
=>  One-byte parameter contalining:

Bit Contents

o 1 = Wait only
2 1 = Print followed by spacs

<z Printer line of infarmation in work area.

$$5TOP — Transient Halt/Systog®

Return To Caller

Enter SRé

-

DRGCZ2 — Call Next Compiler Phase {($RPG)

®  Branches to supervisor to load and transfer comrol to
the next compiler phase.
>  Four-byte parameter containing the name of the
phase to be loaded.

$$SPVR — NLOADR"*®

To Phase Loaded

Enter SR7

i

PIOCS — Disk Control ($RPG)

L4 Moves 1/0 parameter list to the disk 10B.
L4 Updates C/S address in the 1/0 parameter Hst for the
next operation.
L Branches to 1/0 Supervisor.
> Address of I0B in XR1 end a two-byta address which
points to 1/0 perameter list for the requested operation,
< C/S address in the 1/O parameter list incressad by sach
256 bytes executed.

DIODSP — Disk 105" DIODWT ~ Disk Wait® (Model 8, 10, or 12}
CAM — {Model 15)

Return To Caller

i
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Enter SR8

-

DRGCG! — Find Item in Compression $RPIC)

Tests format blts of compression for presence of
requested item.

Returns displacement of requested item in COMMON
{X'FF"if requested item is not present}.

One-byte parameter containing the number of the
requested item, compression block table, snd all
compressions on SWORK.

Displacement of requested item in COMMON.

Return To Calter

Ly

Enter SR10

-
<=

DRGCZH — Get Next Compression ($RPIC).

Obtalns address of next compression in a compression
block,

Writes the previous sector onto disk.

Reads next sector of compressions into work area if next
compression is not completely in storage.

Compression block table.

Address in XR1 of the next comgression (X‘FF’ if end
block is reached)

of comp

P10OCS — Disk Control

DRGC2ZG —~ Open a Compression Block (S3RPIC)

Reads from disk the first sector or all sectors
|depending on the size of the work area) of
compressions in 3 requested compression biock if
thet compression block is not in storage.
Compression block teble and a two-byte parameter
oontaining:

Byte Bit  Contents
1 Code indicating the compression
block required:
X'00’ = File description
X'02" = Extension
X04" = Line counter
X'06° = Data management
X'08’ = Input
X'0A’ = Calculations
X’10° = Output-format
X'12' = Telacommunications
X'14" = Compile-time
X’'16" = Tables
X‘18' = Error
X'1A’ = Scretch
1 = Update of compression
1 = Phase is generating object
code
27  Notused
Address in XR1 of the first compression in the
requested block (X'FF’ if the end of compression block
is reached) and Updated compression block table.

N
- o

PIOCS — Disk Controt

Figure 2-9. Interphase Control Routines (Part 2 of 2)

Return To Caller

Return To Caller

gl

>
<

ORGCZK — Close a Compression Black ($RPIC)

Rewrites current compression block If any
modifications were performed by the calling phase.
Compression block table.

Rewritten compression block.

P10CS — Disk Contro!

Return To Calter

-

>
<z

DRGC2ZM — Write an Object Code Block [$RPIC)

Moves generated object code into an ouput buffer.
Writes generated object code onto disk when the buffer
is fult.

Address in XA2 of the leftmost byte of object code
block t0 be written.

Object code block in the output buffer.

P10CS — Disk Control

Return To Caller

i-

* See /BM Sysiem/3 Disk Systems Data Management and Input/
Output Supervisor Logic Manual, SY21-0612.

* * See /BM Systern/3 Disk Systems System Contro! Program
Logic Menual, SY21-0502.

Licensed Material-Property of IBM
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This section describes the format and contents of the con-
trol blocks and data areas created by the RPG 1I Compiler
and used by more than one phase of the compiler.

COMPILER CONTROL REGION

For Models 6 and 10, the compiler control region isa 1.5K
byte area in main storage following the end of the Super-
visor. For Model 12, the control region is a 2,0K byte area
in main storage at the starting address of the partition in
which the compiler is loaded. For Model 15, it is a 2.5K
byte area in main storage at the beginning of the partition
in which the compiler is loaded. The compiler control
region contains:

1. COMMON
2. Interphase Control routines

3. Datafiles, tables, buffers, IOCBs, control routine
save area

For a description of the Interphase Control routines, see
Interphase Control Routines Description in Section 2,
Program Logic.

Section 3. Data Areas

COMMON

COMMON is a 128-byte interphase area used to save infor-
mation used by more than one compiler phase. Each
phase can access information placed there by preceding
phases and can transfer information to following phases.
COMMON is located X°OA” from the end of the Super-
visor. Figure 3-1 shows the information found in COM-
MON, where this information is located, and the phases
where this information is defined and modified.

Data Areas 3-1
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COMMON
Hexadecimal
Name Displacement Bytes Defined Modified Explanation
COMAAC 00 0] $RPG $RPGF Control card specification information:
. $RPKA
$RPKE Bit 0 1 = Object program permanently in
library {C in col 10}
Bit 1 1 = Object program punched on cards
(P in col 10)
Bit 2 1 = No object program produced (col 11)
Bit3 1= No list v
Bit4 1 = Shared 1/0 (Models 8, 10, and 12 only)
Bit 5 1 = DEBUG operation (col 15)
Bit 6-7 00 = Domestic format (col 21)
01 = United Kingdom format {col 21)
10 = World Trade date format (I) col 21
11 = World Trade date format (J) col 21
COMABC 01 1 $RPG None Control statement information; object program
size {col 12-14)

COMACC 02 2 $RPG  $RPGH Bit7 1 = Program exceeds 64K bytes of
$BPGI storage or disk overflow error
$RPGJ
$RAPGN
$RPGS
$RPGR
$RPGT
$RPXA
$SRPXB

| | comapc 03 3 $RPG  $RPHC Control statement information:
$RPIM Bit0 . 1= No halt for unprintable characters

{col 45)

Bit 1 1 = Program allows inquiry interrupts
{col 37)

Bit 2 1 = Inquiry program (col 37)

Bit3 1 = Alternate collating sequence {col 26)

Bit 4 1 = Repeat 1P lines {col 41)

Bit5 1 = File translation {col 43)

Bit6 1 =MFCU or DATA96 zero suppression
(col 44)

Bit 7 1=UDATE field

Figure 3-1 (Pazt 1 of 14). COMMON
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COMMON
Hexadecimal
Name Displacement Bytes Defined Modified Explanation
COMAEC 09 49 $RPG None Program identification specified on the control
statement (col 75-80)
COMAFC 0B 10-11 $RPG $RPIC Statement number of the compression in storage
$RPIW
$RPJZ
$RPJA
$RPHS
$RPJG
COMBIC 10 12-16 $RPG None The compression sequence number
COMAGC ocC 12 $RPGF 3$RPGU Error information for assign and diagnostic phases:
$SRPGW
$RPGX Bit0 1 = Unreferenced indicator
$RPHA Bit 1 1 = Undefined indicator
$RPHD Bit 2 1 = Multi-defined field
$RPHT Bit 3 1 = Unreferenced field
Bit 4 1 = Undefined field
$RPGU Bit5 1 = Multi-defined tables/arrays
Bit 6 1 = Too many tables/arrays
COMBCC aD 12-13 $RPPC  None Branch address of the operand portion in lnput
Mainline to detail calculations
COMAVC OF 1415 $RPPC $RPPE Address of the return point in Input Mainline
COMAVC OF 14-15 $RPPE None Address of the Record ID routine
COMCKC OF 14-15 $RPRA None Address of Load Object Tables subroutine
COMAWC 1 16-17 $RPPC  $RPPG Branch address of the operand portion in Input
Mainline to Multifile and Matching Records Logic
routine
COMAWC 11 16-17 $RPPG None Address of Multifile and Matching Records Logic
routine
COMFCC 1 16-17 $RPMM None Binary length of exception output
COMBJC 50 17-80 $RPG  $RPEA Errors found in the Input and Compression
$RPEB phases
$RPEC
$RPEE
$RPEI
$RPEK
$RPEO
COMAXC 13 18-19 $RPPC  $RPPJ Branch address of the operand portion of the
branch in Input Mainline to Control Fields Logic
and Move routine
COMAXC 13 18-19 $RPPJ $RPMK Address of Control Fields Logic and Move routine

Figure 3-1 (Part 2 of 14), COMMON

Data Areas 3-3
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COMMON
Hexadecimat
Name Displacement Bytes Defined Modified Explanation
COMFDC 13 18-19 $RPMK $RPMM Compression sequence number of ISAM file that
requires record address file processing
COMDUC 14 19-20 $RPSE  $RPSG Spindle address for file one
COMEDC 15 20-21 $RPPC  $RPPE Address in Input Mainline to call RPG || Halt
Processor
COMAYC 15 20-21 $RPPL None Address of Input Fields routine
COMDVC 16 21-22 $RPSE $RPSG File one disk start address
COMAUC 17 2223 $RPPC  None Address of Input Mainline
coMDWC 18 23-24 $RPSE  None File one disk end address
COMAZC 19 24-25 $RPPC  None Branch address of the operand portion in Input
Mainline to LR and Overflow Control Mainline
COMCDC 19 24.25 $RPGS Address of limits 1/0 save area
$RPGR
$RPGT
$RPXA
$RPXB
COMDXC 1A 25-26 $RPSE  $RPSG Address of the next available sector
COMCEC B 26-27 $RPGS Limits shared 1/0 DTF address
$RPGT
$RPXA
COMEOC 18 26-27 $RPPA $RPFB BSCA IOCB®@ transmit with reply
$RPPJ
COMCWC 1B 26-27 $RPMK $RPRA Address of controlled cancel in Program Close
Mainline
COMDYC 1C 27-28 $RPSB $RPSF Byte 0, Bit0 1= Obiject program will not fit
in main storage
COMBNC 1C 28 $RPIW  $RPJX Fife description information:
$RPJZ Bit0 1 = Ascending sequence
Bit 1 1 = Descending sequence
Bit 4 1 = Ascending sequence
Bit5 1 = Descending sequence
COMBAC 1C 28 $RPHQ None Alternate sequence character to initialize match
field save areas

Figure 3-1 (Part 3 of 14). COMMON

34
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COMMON
Hexadecimal
Name Displacement Bytes Defined Modified Exptanation
comMBQC 1D 28-29 $RPHT None Address of decimal point for edit pattern 1
COMBOC 1E 29-30 $RPJW  $RPJX File and indicator information:
$RPJZ Byte O, Bit O 1 = Overflow indicator used
Bit 1 1 = Primary file
Bit 2 1 = Record address file
Bit 3 1 = Input files conditioned by
external indicators
Bit 4 1= Input files
Bit 1 = Default second primary
to secondary
Bit 6 1 = Non-demand RA
associated file
Bit 7 1 = RA associated file
Byte 1, Bit 0 1 = External indicator used to con-
dition opening of a file
comDzC 1E 29-30 $RPSG  None Address of overlay fetch table
COMBRC 1F 30-31 $RPHT None Address of decimal point for edit pattern 2
COMGAC 20 31-32 $RPSC None Length of object program
COMBSC 21 32-33 S$RPHT None Address of left slash of date edit pattern
COMGBC 22 33-34 $RPSC  None Length of overlay area
COMBTC 23 34-35 $RPHS None The control field type. If the bit is set to O, the
control field is alphameric; if the bit is set to 1,
the field is numeric.
Byte 0, Bit7=L9
Byte 1, Bit0=1L8
Bit1=L7
Bit2=1L6
Bit3=L5
Bit4=1L4
Bitb=13
Bit6 =12
Bit7=L1
COMFBC 23 34-35 $RPMK $RPLN The next available segment list number
$RPLR
$RPMM
$RPMP
$RPRX
COMGCC 24 35-36 $RPSC  None Length of suboverlay area

Figure 3-1 (Part 4 of 14). COMMON
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COMMON
Hexadecimal
Name Displacement Bytes Defined Modified Explanation
comMBuUC 25 36-37 $RPHS None Two bytes indicating the match field type. |f the
bit is set to 0, the match field is alphameric; if the
bit is set to 1, the field is numeric.
Byte 0,Bit 7 =M9
Byte 1, Bit 0 = M8
Bit 1=M7
Bit 2= M6
Bit3=Mb
Bit4=M4
Bit5=M3
Bit 6 = M2
Bit 7 = M1
COMCRC 25 36-37 $RPMI  $RPMK Length of detail calculations
COMCRC 25 36-37 $RPMK None Address of detail calculations
COMGDC 26 37-38 $RPSC  None Length of Fetch routine and table
COMBEC 26 38 $RPJA $RPGH Field information:
$RPGI Bit 0 1 = Halt indicator H1 used
$RPHS Bit 1 1 = Direct file without ADDROUT
$RPPC Bit 2 1 = Limits file specification
$RPPJ Bit 3 1 = BSCA conversational transmit file
Bit 4 1 = Alphabetic and numeric fields
Bit5 1 = FORCE operation code
Bit6 1 = Numeric record |D sequence
Bit 7 1 = Look ahead field
COMBWC 26 38 $RPPN  $RPPM Subroutines used by Input Fields:
Bit 0 1 = Unpack subroutine
Bit 1 1 = Not used
Bit 2 1 = Convert to Decimal routine
Bit 3 1 = Array Index subroutine
Bit 4 1 = Set Resulting Indicators subroutine
Bit b 1 = Not used
Bit 6 1 = Chain or demand file in program
Bit7 1 = First time entry switch
COMBFC 27 39 $RPJX  $RPGF Qverflow indicators used:
Bit0 1=0V
Bit 1 1=0G
Bit 2 1=0F
Bit3 1=0E
Bit4 1=0D
Bit5 1=0C
Bit & 1=0B
Bit 7 1=0A

Figure 3-1 (Part 5 of 14). COMMON

3-6
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COMMON

Hexadecimal
Name Displacement Bytes Defined Modified Explanation
COMBFC 27 39 $RPGF None Halt indicators used:
Bit 0 1=H9
Bit 1 1=H8
Bit 2 1=H7
Bit 3 1=H6
Bit 4 1=Hb5
Bit 6 1=H4
Bit6 1=H3
Bit 7 1=H2
COMGEC 28 39-40 $RPSC  None Length of available object storage
COMBHC 29 40-41 $RPGH None Address of the file 1/O table
COMASC 2A 40-42 $RPHS $RPHT Bytes 0-1 Address of the high-order byte of
the first match field save area.
Byte 2 Length of the save area.
COMCTC 29 40-41 $RPMI  $RPMK Length of total calculations
COMCTC 29 40-41 $RPMK None Address of total calculations
COMGFC 2A 41-42 $RPSC None Address of the overlay area
COMBKC 2B 42-43 $RPGI  None Address of the FROM file DTF
COMFAC 2B 42-43 $RPPN  None Address in chain control code where input fields
return after moving fields
COMGGC 2C 43-44 $RPSC $RPSG Address of suboverlay area
COMATC a3 4351 $RPPG None Length of each match field:
Byte 0 = Length of M1 field
Byte 1 = Length of M2 field
Byte 2 = Length of M3 field
Byte 3 = Length of M4 field
Byte 4 = Length of M5 field
Byte 5 = Length of M6 field
Byte 6 = Length of M7 field
Byte 7 = Length of M8 field
Byte 8 = Length of M9 field
COMBLC 2D 44-45 $RPGI None Address of the TO file DTF
COMEUC 2D 44-45 $RPPN None Statement number for SRPRW to begin processing
COMGHC 2€ 45-46 $RPSB  None Length of Open-Close overlay

Figure 3-1 (Part 6 of 14). COMMON
Data Areas 3-7
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COMMON
Hexadecimal
Name Displacement Bytes Defined Modified Explanation
COMBMC 2F 46-47 $RPJX $RPGH
$RPGI Byte 0 Not used
Byte1 Bit0Q 1 = Card print required
Bit 1 1= BSCA output file
Bit2 1=BSCA input file
Bit3 1= BSCA file given
Bit 4 1 = MFCU1 print buffer needed
(Models 12 and 15)
Bit 5 1 = MFCU2 print buffer needed
{Models 12 and 15)
COMGIC 30 47-48 $RPSB  $RPSC Length of Open-Close suboverlay
COMCFC 30 48 $RPPL  None Temporary save area for COMBWC
CcCOoMCQC 31 48-49 $RPMM None Address of first fetch code block
COMCGC 32 4950 $RPPL None Address of return to main code for move fields
COMGJC 32 4950 $RPSB None Address of $WORK
COMCIC 33 50-51 $RPPO None Address of last record in LR Qutput routine
COMAQC 36 5254 $RPHS $RPHT Bytes 0-1 Address of the high-order byte of
i the control field save area.
Byte 2 Length of the save area.
COMEYC 37 54-56 $RPLR $RPQU Address of DSPLY constant
COMARC 3F 55-63 $RPHS $RPPJ Length of each control field:
Byte 0 = Length of L1 field
Byte 1 = Length of L2 field
Byte 2 = Length of L3 field
Byte 3 = Length of L4 field
Byte 4 = Length of L5 field
Byte 6 = Length of L6 field
Byte 6 = Length of L7 field
Byte 7 = Length of L8 field
Byte 8 = Length of L9 field
CcoMCMC 3B 56-57 $RPMA $RPMK Length of 1P Qutput routine
COMCMC 39 56-67 $RPMK None Address of 1P Output routine
COMBDC 3B 58-50 $RPPL None Branch address of the operand portion in the
Move Input Fields to detail calculations
comMcpc 3D 6061 3$RPMA $RPMM Length of Exception Output routine
COMCPC 3D 60-61 $RPMM None Address of Exception Output routine

Figure 3-1 (Part 7 of 14). COMMON
3-8
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COMMON
Hexadecimal
Name Displacement Bytes Defined Modified Explanation
COMGPC 3E 61-62 $RPSA $RPRY Largest item number in segment list
COMGPC 3E 61-62 $RPRY $RPSA Byte 1, Bit0 1= Entry point not found in
segment list
COMBPC 3F 63 $RPGU $RPGW Table and array information:
$RPHA Bit0 1 = Symbol table overflowed to disk
Bit 1 1 = No field names defined
Bits 2-4 Not used
Bit5 1 = Compile-time tables
Bit6 1 = Multi-defined field name heading
printed.
Bit7 1 = Multi-defined table/array name head-
ing printed
COMGQC 40 63-64 $RPRY $RPSN Address of the delimiter in the segment list
COMAPC 40 64 $RPJX  $RPMM Overflow indicators specified:
Bit0 1=0V
Bit 1 1=0G
Bit 2 1=0F
Bit 3 1=0E
Bit 4 1=0D
Bit5 1=0C
Bit6 1=0B
Bit7 1=0A
COMAPC 40 64 $RPMM  None Overflow segment needed
COMAOQOC 1 65 $RPGU S3RPGI File information:
$RPPC BitO 1 = ADDROUT file program specified
$RPMA Bit 1 1 = CHAIN file program specified
Bit 2 1 = Dual I0CBs required
Bit 3 1 = Table Load subroutine at object
time in program
Bit 4 1 = Table Dump subroutine required in
program
Bitb 0 = Single input file
1 = Multiple input files
Bit 6 1 = Match fields are ascending
Bit 7 1 = Match fields are descending

Figure 3-1 (Part 8 of 14). COMMON
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COMMON

Name

Hexadecimal

Displacement Bytes Defined Modified

Explanation

COMANC

COMAMC

comcxc

43

45

45

66-67 $RPGN $RPGU
$RPGY
$RPHA
$RPLR
$RPGH
$SRPMK
$RPGI
SRPMM
$RPPO
$RPGK
$RPPN
$RPRW
$RPGS
$RPMP
$RPHQ
$RPHT
$RPPA
$RPPC
$RPPE
$RPPF
$RPPG
$RPPJ
$RPPL
$RPSC
$RPRZ
$RPHP
$RPRY
$RPJJ
$RPPM
$RPGR
$RPPB
$RPHU

68-69 $RPGY $RPGU
$RPHA
$RPHD
$RPGH
$RPGI
SRPGK
$RPGS
$RPHQ
$RPHT
$RPJS
$RPPA
$RPGR
$RPHU

68-69 $RPMK $RPHA

Address of next available byte in storage

Address of end of Root Segment

Address of normal close entry in Program Close
Mainline

Figure 3-1 (Part 9 of 14). COMMON

3-10
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COMMON

Hexadecimal
Name Displacement Bytes Defined Modified Explanation
COMALC 47 70-71  $RPIC SRPQA Displacement of an item in a compression
$RPHS
$RPJA
COMAHKC 49 72-73 $RPGU None Address minus one byte of numeric tables
COMGRC 4B 73-74 $RPSN None The address of the first root element that is not a
mainline
COMAIC 4B 74-76 $RPGU $RPHA Address minus one byte of the end of numeric tables
(start address minus one byte of alphabetic tables)
COMGSC 4Cc 7576 $RPSN None The address of the first mainline element that is not
in the root element
COMA.C 4D 76-77 $RPGU $RPHA Address minus one byte of the end of either alphabetic
fields and tables or just alphabetic fields {start address
of numeric fields}
COMAKC 4F 7879 $RPHA $RPHD Address of end of numeric fields
COMBVC 51 80-81 $RPGU None Address of beginning of the object program
COMEEC 52 82 $RPGW  $RPGN Where compile-time tables/arrays are specified:
$RPGR Bit0 1= KEYBORD blind mode only
Bit 1 Print used on MFCU
Bit2 1 =Dual I/O on printer
Bit3 1= Extension specifications
Bit4 1= Output-format specifications
Bit 6 1 = Calculation specifications
Bit6 1 = Input specifications
Bit 7 1 = BSCA specifications
COMBGC 52 82 $RPPA $RPPG RAF and unpack information:
$RPPJ Bit 0 1 = Unpack subroutine used by Multifile Logic
$RPMK Bits 1-2 Keyboard Input/Output Control routine
hooks required
Bit 3 1 = Unpack subroutine used by Control Fields
Bit4 Reserved
Bit 5 1 = Pack needed by Random Access File
Bit 6 1 = Unpack needed by Random Access File
Bit 7 1 = Get RAF used by Input Mainline
coMcLC 53 82-83 $RPPO None Address of total output
COMCYC 55 84-85 $RPPA $RPPB Address of Output Processing Control routine
COMIBC 55 85 $RPEA $RPEB Save area for specification type being processed
$RPEC
$RPEE
$RPEI
$RPEK
$RPEO

Figure 3-1 (Part 10 of 14), COMMON

Data Areas 3-11
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COMMON
Hexadecimal
Name Displacement Bytes Defined Modified Explanation
comcze 67 86-87 $RPMK None Address of Open Mainline
COmMBBC 57 87 $RPMM None Number of SETLL files times 10
COMCHC 58 87-88 $RPG $RPEE Address of current compression for Input and
Compression phases
COMBYC 59 88-80 $RPGB $RPGN Common output buffer address
Byte O = High tier used for MFCM1 % Model 15
Byte 1 = High tier used for MFCM2
COMDAC BA 20 $RPG None Address of spindle file one
COMDBC 5C 91-92 $RPG $RPSC Address of beginning of disk file one
$RPSK
COMDCC 6E 9394 $RPG $RPSG Address of end of disk file one
COMDEC 5F 95 $RPG $RPSG Address of spindle file two
COMDFC 61 9697 S$RPG $RPSG Address of beginning of disk file two
COMDGC 63 98-99 $RPG $RPSG Address of end of disk file two
COMBXC 65 100-101 $RPGN None Output buffer length
COMDKC 64 100 $RPRX $RPSC Number of 256-byte segments in the segment list
COMDMC 66 " 101-102 $RPSC $RPSG Address of beginning of the sort strings of object code
COMHMC 67 102-103 $RPG None Time compile started {Model 15 only}
COMETC 67 102-103 $RPGH  $RPGI Address of first table load DTF
COMDNC 68 103-104 $RPRY  $RPRZ Number of 256-byte segments of object text
COMEFC 69 104-105 $RPEW  $RPGV The number of errors found so far
$RPGK
$RPGL
$RPJA
$RPJK
$RPJJ
$RPHS
$RPHT
$RPJM
COMCNC 69 104-105 $RPPA None Address of Input Processing Control routine
COMEAC 6A 106 $RPPA None Length of Input Processing Control routine
_COMDSC 6A 105-106 $RPRY $RPRZ Address of the work area

Figure 3-1 (Part 11 of 14). COMMON
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$RPGL
$RPHS
$RPJW
$RPJZ

$RPEW
$RPHT

Bit O 1= Error file is full

Bit 1 1 = Error caught in Input and Compres-
sion phase

Bit 2 1 = Keyboard primary {Model 6)

Bit 3 Reserved

Bit4 1= Model 6

COMMON
Hexadecimal
Name Displacement Bytes Defined Modified Explanation
COMEGC 6C 108 SRPFA $RPGU File information:
8it0 1 = File description given
Bit 1 1 = Input file
Bit 2 1 = Object-time table/array
Bit 3 Not used
Bit 4 1 = Line counter specification
Bit b 1 = Extension specifications
Bit 6 Not used
Bit 7 1 = Compile-time table/array data
COMENC 6C 108 $RPPA SRPMK Number of special devices
COMEHC 6D 109 $RPG  $RPGN Output information: '
SRPPB Bit0 1 = Match and/or control field present
$RPGH Bit 1 1 = Tractor 2 used for carbon (Model 6
$RPGI only)
$RPHS Bit 2 1=MR used with ledger card
$RPIM Bit 3 T =DSPLY used with numeric
Bit 4 1 = Overflow indicator with ledger card
Bit5 1 = Matrix printer in field mode (Model
6 only}
Bit 6 1 = Numeric printing on keyboard
(Model 6 or special devices used
with Model 10 or 12)
Bit 7 1 = Work area used as output buffer
COMEIC 6E 110 $RPPE $RPJS The number of trailer specifications in the program
release leve!
coMcuc 6F 110-111 $RPMI  $RPMK The length of LR Calculations Mainiine
comMcuc 6F 110-111 $RPMK None Address of first byte of LR Calculations Mainline
COMEPC 6F 110-111 $RPG $RPGH Release level
COMEKC 70 112  $RPIC  $RPGK Error and Keyboard information:

Bit5 1 = Header card column 11 =P (Partial list}

Bits 6-7 01 = Model 12

10 = Model 15
11 = External buffers specified
{Program Number 5704-RG2)

Figure 3-1 (Part 12 of 14), COMMON
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COMMON
Hexadecimal
Name Displacement Bytes Defined Modified Explanation
COMELC VA 113 $RPJE  None Operation code information specified on calculation
specifications:
BitO 1=ADD, SUB, Z-SUB, Z-ADD
Bit 1 1=MULT, DIV, MVR, XFOOT, SQRT
Bit 2 1=MOVE, MOVEL, MHLZO, MLHZO,
MHHZO, MLLZO, MOVEA
Bit3 1=SETON, SETOF, BITON, BITOF,
" TESTB
Bit4 1=COMP, TESTZ
Bit 5 1= LOKUP, READ, CHAIN, FORCE, .
SETLL
Bit6 1=DEBUG
Bit7 1=GOTO, TAG, EXIT, EXCPT, BEGSR,
ENDSR, EXSR, RLABL
COMEMC 72 114  $RPG $RPMH Operation code information specified on calculation
$RPJIX specifications:
Bit 0 1=DSPLY or TIME
Bit 1 1 = Array control
Bit 2 1=SET or KEY (Model 6 only)
Bit 3 Not used
Bit 4 1 = CRT in program
Bit5 1 =1BM application program
Bit 6 1 = Halt for warning diagnostics
Bit 7 1 = IPCR is larger than 256 bytes;
when this bit is on, COMEAC
contains number of bytes over 256
COMEBC 74 115-116 $RPPA  None Length of Output Processing Control routine
COMEVC 74 115-116 $RPG None Gold Key inforrhation:
Byte0 Not used
Byte1 Bit5 1 = Magnetic Tape
Bit6  1=5445 Disk
Bit 7 1=BSCA
COMEWC 75 117-118 $RPG None Application program ID in binary:
Byte0 Not used
Byte1 Bit0 1 =R module requested
{Model 15)’
Bit1  1=D card processed
Bits 2-7 Not used
COMEJC 77 119 $RPJE  $RPGH File information:
$RPGI Bit0 1 = Exception output
$RPHT Bit 1 1 = Total output
Bit 2 1 = Demand files
Bit 3 1 = EXCPT op code in calculation
specifications
Bit 4 1 = Calculation specifications
Bit5 1 = Qutput-format specifications
Bit6 1 = Header/trailer in program
Bit7 Not used

Figure 3-1 (Part 13 of 14). COMMON
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COMMON
Hexadecimal
Name Displacement Bytes Defined Modified Explanation
COMECC 79 120-121 $RPHA None Address of linkage to table dump routine
COMEZC 79 120-121 $RPGK $RPPC Address of the last IOCB
COMCAC 7A 122 $RPJU  None Error information:
Bit0 1 = No compile time table data found
Bit 1 1 = Compile time table data not in
sequence
Bit 2 1 = Table/array full
Bit3 1 = Table/array too small
Bit 4 1 = Last entry in table/array blank
Bits 5-7 Date Bits
coMcvce 7A 122 $RPMM None Block of fetch code needed in the program
COMERC 7B 123 $RPGL None BSCA file number
COMEXC 7D 124-125 $RPG $RPGX Address of first byte of print buffer
COMDTC 7F 126-127 $RPGX $RPGY Address of end of work area
$RPGZ
comccce 7F 126-127 $RPGL None BSCA Record Available indicator

Figure 3-1 (Part 14 of 14). COMMON
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Parameters to RPG |l Hait Processor

This area in main storage is used to store parameters
needed for the RPG II Halt Processor and can be found at
COMMON+X‘11C".

toB

Detailed descriptions of the input/output blocks (10Bs)
for all devices are given in [BM System/3 Disk Systems
Data Management and Input{Output Supervisor Logic
Manual, SY21-0512.

1/0 Parameters

This 18-byte area contains parameters which are moved
into the disk IOB by Interphase Control routine PIOCS.
PIOCS moves the parameters when this 18-byte area is
called by one of the other Interphase Control routines for
disk input or output. The I/O parameters are located at
COMMON + X‘BC’. These parameters are:

Byte Contents
0-5 Parameters for a read operation
6-11 Parameters for rewriting a modified
compression
12-17 Parameters for writing an object code
block
3-16

Control Routine Save Area

The 26-byte control routine save area, located at
COMMON + X‘15C’, contains addresses and pointers
vital to the functioning of the compiler. The contents
of this area are:

Byte Contents

01 Address of current entry in compression
block table

2-3 Address of next sector available for
compressions

4-5 Current compression name

67 Address of first byte of current com-

pression block

8-9 Address of the work area
10-11 Address of the last byte in the work area
12-13 End of the current compression block in

the work area

14-19 Three two-byte work areas

20-21 Pointer to compression in main storage
22-23 Start address of the output buffer
24-25 End address plus one of the work area
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Compression Block Table (CZATAB)

This 126-byte table, located at COMMON + X*2F6’, con-
tains control information meaningful to the Interphase
Control routines. The table contains a 9-byte entry for
each compression type. Phases requesting a compression
block pass a flag to the Interphase Control routine indi-
cating the type of compression. This flag is multiplied by
4.5 to find the displacement into the table of the entry for
that compression type. Flags and displacements for the
different compression types are as follows:

Flag  Displacement  Type of compression block

X000 X000 File description specifications

X'02 X009 Extension specifications

X044 X112 Line counter specifications

X06° X1B’ Data management entry
points and module names

X08 Xx24 Input specifications

X'0A’ Xx92D° Calculations specifications

X0C X436’ Dump control compressions

X100 X*48’ Output-format specifications

X112 X571 Telecommunications
specifications

X‘14 X'5A° Compile time table
compressions

X116 X63’ Alternate collate and file
translate compressions

X18  X'6C Error file

X'1A> X775 Scratch file

Each 9-byte entry in the compression block table has the
following format:
Byte Contents
0 X‘08’ = Opened with update
X‘10’ = Opened with update (used if only
512 or 768 bytes are available for
work area and object code)
X'20’ = Last sector of compressions started
X*40’ = Beginning of this part is not in core
X‘80’ = Compression is completely in core

1-2 Address of first sector of compression on
disk

34 Number of disk sectors in current compres-
sion block

Byte Contents

5-6 Storage address of first compression in cur-
rent compression block, If the address
points to X’FF’, the block has not been
built.

7-8 Number of first statement in this com-

pression block.

COMPRESSION WORK AREA

The compression work area is built by the Compiler Initial-
ization phase (JRPG). This area is normally 1024 bytes
long, allowing 768 bytes for compressions and 256 bytes
for output. Some Interphase Control routines are used in
a special way if less than 1024 bytes of main storage are
available for the work area. See Interphase Control Rou-
tires for a description of these routines.

COMPRESSION FORMATS

Compressions of source records are of variable length de-
pending on the specifications. Each logical section of in-
formation in a compression is assigned an item number so
that a compiler phase may call the Find Item in Compres-
sion routine (DRGCFI) to obtain the displacement from
the beginning of the compression. Bits in the format

bytes (items 129-131) are set on by the Input and Com-
pression phases to indicate the presence of items in the
compression. The compression block table (CZATAB) tells
the type of the compression and its address.

Control Statement Compression

This compression contains information compressed from
the control statement specification and is placed in the
beginning of COMMON. See Figure 3-1 for the contents
of the compression.

File Description Compressions

These compressions contain information compressed from
each file description specification. The start address of

the first file description compression is found in bytes 5-6
of the compression block table. Figure 3-2 shows the com-
pression format.- See the Control Card and File Description
Specifications sheet for the columns referred to by this
figure. Phases are listed in order of use by the compiler.

Data Areas 3-17
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Extension Compressions

These compressions contain information compressed from
each extension specification. The start address of the first
compression is found in bytes 14-15 of the compression
block table. Figure 3-3 shows the compression format.
See the Extension and Line Counter Specifications sheet
for the columns referred to by this figure. Phases are listed
in order of use by the compiler.

Line Counter Compressions

These compressions contain information compressed from
each line counter specification. The address of the first
compression is found in bytes 23-24 of the comptression
block table. Figure 3-4 shows the compression format.
See the Extension and Line Counter Specifications sheet
for the columns referred to by this figure. Phases are listed
in order of use by the compiler.

Input Compressions

These compressions contain information compressed from
each input specification. The address of the first com-
pression is found in bytes 41-42 of the compression block
table. See Figure 3-5 for the compression format and the
Input Specifications sheet for the columns referred to by
this figure. Phases are listed in order of use by the com-
piler.

Dump Contro! Compressions

See Appendix B.

Calculation Compressions

These compressions contain information compressed from
each calculation specification. The start address of the first
compression is in bytes 50-51 of the compression block
table. Figure 3-6 shows the compression format. See the
Calculation Specifications sheet for the columns referred

to by this figure. Phases are listed in order of use by the
compiler.

Output-Format Compressions

These compressjons contain information compressed from
each output-format specification. The start address of the
first compression is found in bytes 78-79 of the compres-
sion block table. Figure 3-7 gives the compression format.
See the Output-Format Specification sheet for the col-
umns referred to by this format. Phases are listed in the
order of use by the compiler,

Telecommunications Compressions

These compressions contain information compressed from
each telecommunication specification. The start address of
the first compression is found at bytes 86-87 of the com-
pression block table. Figure 3-8 gives the compression
format. See the File Description Specification sheet for
the columns referred to by this format. Phases are listed in
order of use by the compiler.
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Page of LY21-0501-5
Issued 24 September 1976
By TNL: LN21-5423

Item Byte  Definad/
Number Length Modified Description
128 1 $RPEA Langth of compression in binary
129 1 $RPEA Indicates presence of item in compression
130 1 Item 129 Bit® 1 = Item number 132 Item 130 Bit0 1 = Item number 140
Bit 1 1= Item number 133 8it1 1 = Item number 141
Bit2 1 = ltem number 134 Bit2 1 =ltem number 142
Bit3 1= ltem number 135 Bit3 1 =1tem number 143
Bit4 1 = ltem number 136 Bit4 1 =Item number 144
Bit5 1 = ltem number 137 Bit5 1= Item number 145
Bit6 1= ltem number 138 Bit6 1= Item number 146
Bit 7 1= Item number 139 Bit7 1= Item number 147
131 1 Itemn 131 Not used
132 1 $RPEA Bit 0 1 = Invalid compression Bit4 1 = Input or output table file
Bit 1 1 = Invalid filename (col 7-14) and Bit5 1= BSCA printer type device
compressed as X'0’ Bit6 1 = ASCII continuation specified
Bit 2 1 = Special |0S routine name invalid for this file
(col 54-59) and not compressed Bit 7 O = Fixed length records
Bit3 1 = Filenamse (col 7-14) missing 1 = Variable length records
$RPGV 8it 1 Setto 0
$RPJIK Bit 1 1 = Debug only output to this file
133 1 $RPEA Bits 0-3 0000 = Blank or invalid file type (col 15} Bits 47 0000 = Entry not specified {col 16}
1000 = Display file 0001 = Primary file
1001 = Input file 0010 = Secondary file
1010 = Output file 1000 = Chained file
1011 = Combined file 1001 = Demand file
1100 = Update filé 1010 = Record address file
1111 = Invalid 11Q0 = Table file
1111 = Invalid file
134 1 $RPEA Bits 0-1 00 = Entry not specified (col 18} Bits 45 00 = Entry not specified {col 66)
01 = Descending sequence 01 = Unorderad sequence
10 = Ascending sequence 10 = Invalid entry (assume A}
11 = Invalid sequence Bits 6-7 00 = Sequential file processed
Bits 2-3 00 = Entry not specifiad (col 17) consecutively (col 28) (blank)
10 = End of file 01 = Random
11 = Invelid entry 10 = Indexed file processed
sequentially within limits
11 = Invalid entry
$RPIK If no antry Is specified, bit O and 1 are set to 00 {not specified) or 10 {ascending sequence} by default
135 1 $RPEA 8its -1 00 = Entry not specified {col 39) Bit 4 Reserved
01 = Line counter specifications Bits 5-7 000 = Sequential or direct file —

10 = Extension specifications

11 = Invalid entry

00 = Sequential or direct file (col 31}
{blank)

01 = Packed keys

10 = Invalid entry/A/K

11 = ADDROUT file or file
processed by ADDROUT
fila

Bits 2-3

1/0 area (col 32) {blank)
011 = Sequential or direct file —
two /O areas
100 = ADDROUT file (T
entry in column 32}
110 = Indexed file
111 = Invalid entry

Figure 3-2 (Part 1 of 4). File Description Compressions
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$RPGH

Bytes 0-7

Filename

Bytes 8-9 Address of 10CB

Byte 10 Bits 0-3

1000 =

1001

1010

1011

1100
1101

Byte 11  Model 6

X10°

X112
X‘40°
X'S5F’
X'80*
X'84°

x'90*
X'AQ’
XA’
XE1’
XE2
X'E9’

XF1°
X‘FF’

Modal 12

X110’

Boaoon

X'40" =
X680 =

X'5F’
X‘60°
X'80’
X84’
X"A0’

Xco’
X’EO*

X'E8’
X'FO’

X‘F8' =

X°FF’

Consecutive processing
Indexed file processed
randomly by key
Direct {disk address)
file

Direct (record nurmber)
file

Indexed file

Indexed file processed
sequentially within
limits

CONSOLE (printer-
keyboard)

KEYBORD (keyboard)
DISKET

Special 108 routins
BSCA

BSCA with first-time
logic

CRT (display station)
DISK (disk unit}
Multivolume Disk
TRACTR1 (tractor 1)
TRACTR2 (tractor 2)
LEDGER {ledger card
device)

DATAZ6 {data recorder)
Invalid entry

Console

DISKET

READ42 (1442 Card
Read-Punch)

Special

Tape

BSCA

BSCA (first time logic)
DISK (5444 simulation
area)

DISK40 or DISK45
{3340 main data area)
PRINTER — carriage 1
PRINTR2 — carriage 2
MFCU1 — primary hopper
MFCU2 — secondary
hopper

Invalid entry

Item Byte Defined/
Number Length Modified Description
136 12 $RPEA  Filename {col 7-14)
Byte 11 {Madels 10 and 15) = V or D {(file format for variablas length tape files)
$RAPIG Byte 11 (Madels 10 and 15) = X00’

Bits 4-7

0001 = Input file

0010 = Output file

0011 = Update/com-
bined file

0100 = Add/print file

0101 = Input + add file

0110 = OQutput +add

file

0111 = Update/combined
+ add file

1000 = Output unordered
file

1010 = OQutput chain file

Modsl 10

X’10’ = CONSOLE (Printer-

keyboard)

X'40’' = DISKET

X‘60" = READ42 (1442 Card
Read-Punch)

X'6F’ = Special 10S routine

X'60° = TAPE

X'80" = BSCA

X‘'84" = BSCA with first-
time logic

X‘A0* = DISK (disk unit) Al
Multivolume disk

X'A1’ Muitivolume disk

X'co’ DISK45

X‘EQ' = PRINTER {line print-
er — carriage 1)

X'E8" = PRINTR2 (line print-
er — carriage 2)

X'FO' = MFCU1 {MFCU pri-
mary hopper)

X‘F8’ = MFCU2Z (MFCU
secondary hopper)

Model 15

X'01' = Device inde-
pendent input

X‘02' = Device inde-
pendent output

X'18' = CRY77

X‘40° = DISKET

X50° = READ42

X‘68° = READO1

X‘65F* = SPECIAL 10S

routine
X‘60' = TAPE
X'80" = BSCA

Figure 3-2 (Part 2 of 4), File Description Compressions
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Itam Byte Definad/
Number Length Modified Daescription
Mode! 15 {continued)
X'‘AQ" = DISK44
X'CO" = DISKA45,
DISK40
X'EQ" = PRINTER
X‘E4’ = PRINTS84
X'FO" = MFCU1
X‘F2' = MFCM1
X'F4 = MFCM2
X‘F8' = MFCU2
X‘FF' = Invalid entry
$RPGI *Bytes 2-3. Address of DTF for this file
$RPGH  *Bytes 10-11. Data management entry point
$RPGI *Bytes 10-11. Data management entry point
$RPPA *Bytes 4-5. Address of linkage to IPCR routine for this file
$RPPB *Bytes 6-7. Address of linkage to OPCR routine for this tile
137 2 $RPEA Block length in binary {(col 20-23)
138 2 $RPEA  Record length in binary (col 24-27)
139 1 $RPEA  Model 6 Model 10 )
X'10° = CONSOLE (printer- X'00° = Blank device
kevboard}. X10' = CONSOLE (printer-
X'12° = KEYBORD keyboard)
(keyboard) X'40° = DISKET
X'40° = DISKET X’50" = READA42 (1442 Card
X‘6F* = Special |0S routine Read-Punch)
X’'80° = BSCA X’5F* = Special 10S routine
X‘B4’ = BSCA with first-time X'60° = TAPE
logic X80’ = BSCA
X‘80' = CRT (display station) X'84' = B‘SCA w_ith first
X'AQ' = DISK (disk unit} time logic
X‘E1' = TRACTR1 ltractor 1) X'AQ' = DISK (disk unit)
X’E2" = TRACTR2 (tractor 2) X'CO" = DISK45 )
X'E9* = LEDGER {ledger card X’EQ” = PRINTER (line print-
device) er — carriage 1)
X'F1’ = DATA96 (data recorder) ~ X'E8" = PRINTR2 (line print-
or er — carriage 2)
DATA29 (80 col card X‘F0’ = MFCU1 {MFCU pri-
device) mary hopper)
X'FE' = Invalid entry X'F8' = MFCU2 (MFCU second
Model 12 ary hopper)
X'10’ = Console X'FF = Invalid entry
X‘40' = DISKET Model 15
X650’ = READ42 ‘1442 Card X'01° = Device indepen.
Read-Punch) dent input
XBF’ = Special X'02" = Device indepen-
X'60" = Tape dent output
X'B0' = BSCA X118 = CRT77
X84’ = BSCA (first time logic) X'40' = DISKET
X’A0’ = DISK (5444 simulation X'50° = READ42
area) X'58' = READO1
X‘CO’' = DISK40 or DISK45 (3340 X'6F” = SPECIAL 10S routine
main data area) X‘60° = TAPE
X‘EQ’ = PRINTER — carriage 1 X80’ = BSCA
X'E8’ = PRINTR2 — carriage 2 X'AD = DISK44
X'FO* = MFCU1 — primary hopper  X'CD’ = DISK45, DISK40

* Indicates an addition or chanae to a previously defined area.

Figure 3-2 (Part 3 of 4). File Description Compressions
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Item Byte Definad/
Number Length Modified Description

Model 12 (continued) Model 15 (continued)
X'F8' = MFCU2 — secondary X'EQ’ = PRINTER
hopper X'E4’ = PRINTS84
X'FF = Invalid entry X‘FO' = MFCU1
X‘'F2' = MFCM1
X'F4 = MFCM2
X‘F8 = MFCU2
X‘FF' = Invalid entry
140 1 $RPEA Keyfield or record address length in binary (col 29-30}
141 2 $RPEA Keyfield start location in binary (col 35-38)
142 2 $RPEA Cytinder index in binary (col 60-65}
143 1 $RPEA  Number of extents (col 68-69)
$RPGI Maximum skip value
144 2 $RPEA  Overflow indicator {col 33-34)
$RPJIX Overflow default
$RPJZ Overflow default
$RPGF Mask and displacemenit
145 2 $RPEA File conditioners U1 - U8 {ecol 71-72)
$RPGF Mask and displacement
146 6 $RPEA Name of special 10S routine {col 54-59), or array nams if continuation

$RPIW Bytes 0-1.  Sequence number of extension specifications defining the array used,
if SPECIAL is specified
147 1 $RPEA Continuation Support

Bits 0-2 000 = Blank in cot 63
100 = SPECIAL used
010 = K in col 63
110 = Invalid

Bits 34 00 = Blank or invalid in co! 70
01 =Uincol 70
10=Rin col 70
11 =Nincol 70

Bits 5-7 Reserved

Figure 3-2 (Part 4 of 4). File Description Compressions
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Page of LY21-0501-5

Issued 24 September 1976
By TNL: LN21-5423
Item Byte Defined/
Number Length Modified Description
128 1 $RPEB Compression length in binary
129 1 $RPEB Indicates presence of items in compression
130 1 [tem 129 Bit0 1 = {tem number 132 item 130 BitO 1 = item number 140
Bit 1 1 = Item number 133 Bit 1 1 = Item number 141
Bit 2 1 = Item number 134 Bit 2 1 = Item number 142
Bit 3 1 = Item number 135 Bits 3-7 Not used
Bit 4 1 = Item number 136
Bit 5 1 = Item number 137
Bit6 1 =Item number 138
Bit7 1 = Item number 139
131 1 Item 131 Not used
132 2 $RPEB Byte 0, Bit 0 1 = Invalid compression
Bit 1 1 = Invalid From Filename (col 11-18)
Bit 2 1 = Invalid To Filename {col 19-26)
Bit3 1 =Invalid Table or Array Name (col 27-32)
Bit 4 1 = Invalid Alternate Table or Array Name
{col 46-51)
Bit 5 Not used
$RPGW/ ®"ByteQ,Bit6 O = Object-time table or array name
$RPGY** 1 = Compile-time table or array name
*Bit 7 0= Object-time alternate table or array name
1 = Compile-time alternate tabie or array name
Byte 1 Not used
133 1 $RPEB Bit 0 * 1 = Table in ascending sequence {col 45)
Bit 1 1 = Table in descending sequence
Bits 2-3 00 = Unpacked or alphameric {col 43) or invalid
01 = Packed
10 = Binary
Bits 4-7 0000-1001 = Decimal positions entry {col 44)
1010 = Alphameric table or array
134 1 $RPEB BitQ 1 = Alternate table in ascending sequence {col 57)
Bit 1 1 = Alternate table in descending sequence
Bits 2-3 00 = Unpacked or alphameric {col 55)
01 = Packed
10'= Binary
Bits 4-7 0000-1001 = Decimal positions entry {col 56)
1010 = Alphameric table or array
135 14 $RPEB FROM filename {col 11-18)
$RPGI Defines bytes 0-11. See note 1
136 14 $RPEB TO filaname (col 19-26)
$RPGI Defines bytes 0-11. See note 1
$RPPJ *Byte 0,Bit0 1=MFCU print {Models 10 and 12)
*Byte 4, Bit6 1 =End of file
*Bit 7 1= File translate
*Bytes 12-13  Address of OPCR routine
* Indicates an addition or change to a previously defined area.
Figure 3-3. Extension Compressions (Part 1 of 3)
Data Areas 3-23
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Page of LY21-0501-5
Issued 24 September 1976
By TNL: LN21-5423

Item Byte Defined/
Number Length Modified Desecription
137 6 $RPEB Table or array name (col 27-32)
$RPGW/ ByteO,
SRPGY** Alphameric langth = Length minus one
Numeric length = Length minus one In the numeric position;
number of decimal positions in the zone portion
Byte 1 Bit G 1 = Look-ahead field
Bit 1 Not used
Bits 2-3 01 = Array name
10 = Table name
Bits 4-5 00 = Table sequence not specified
01 = Table is descending
10 = Table is ascending
Bit 6 0 = Length is alphameric (see byte Q)
1 = Length is numeric
Bit 7 Not usad
Bytes 2-3. Address of rightmost byte of first element
Bytes 4-6. DTT address
138 2 $RPEH Number of entries per table or array in binary (col 36-39)
139 2 $RPEB Length of entry in binary {col 40-42}
$RPGW/ If the length specified is invalid, the langth is set to 15 {X'0F’).
$RPGY**
140 2 $RPEB Number of entries per record {col 33-35)
141 6 $RPEB Alternate table or array name {(col 46-51)
$RPGW/ ByteO
$RPGY** 1. Alphameric length = Length minus one
2. Numeric length = Length minus one In the numeric position;
number of decimal positions in the zone portion
Byte 1 BitD " 1 = Look-ahead field
Bit 1 Not used
Bits 2-3 31 = Array name
10 = Table name
Bits 4-5 00 = Table sequence not specified
01 = Table is descending
10 = Table is ascending
Bit 6 0 = Length is alphameric (see byte 0)
Bit 7 Not used
Bytes 2-3. Address of rightmost byte of first element
Bytes 4-5. DTT address
142 2 $RPEB Length of entry in binary {col 52-54)
$RPGW/  If the length specified is invalid, the length is set to 15 {X’OF’}.
$RPGY**

Figure 3-3. Extension Compressions (Part 2 of 3)
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Note 1:

Byte O, Bits 3-7
Bytes 1-2

Byte 3 (Model 6)

Byte 3 {Model 10)

Byte 3 (Model 12)

Byte 3 {Model 15)

Sequence number
DTF address

X*10" = CONSOLE {printer-keyboard)
X*12' = KEYBORD (keyboard) >

X‘40" = DISKET

X'6F" = Special |0S routine

X80’ = BSCA

X’'84" = BSCA with first-time logic

X‘90" = CRT (display station)

X'A0Q" = DISK (disk unit)

X'E1’ = TRACTR1 {tractor 1)

X‘E2’ = TRACTR2 (tractor 2)

X'E9’ = LEDGER (ledger card device)
X'F1” = DATA96 (data recorder)
X‘FF’ = Invalid entry

X’10° = CONSOLE {printer-keyboard)

X‘40’ = DISKET

X‘560" = READA42 {1442 Card Read-Punch)
X'6F' = Special 108 routine

X'60' = TAPE

X'80" = BSCA

X‘84' = BSCA with first time logic

X°'A0’ = DISK (disk unit)

X'CO’ = DISK45

X'EQ’ = PRINTER (line printer — carriage 1)
X'E8’ = PRINTR2 {line printer — carriage 2)
X‘FO’ = MFCU1 {MFCU primary hopper)
X’F8’ = MFCU2 {MFCU secondary hopper)
X'FF’ = Invalid entry

X10' = Console
X'40’ = DISKET
X'50’ = AEAD42 (1442 Card Read-Punch)

X'6F* = Special
X'60" = Tape
X'80’ = BSCA

X'84' = BSCA (first time logic)
X'AQ’ = DISK (5444 simulation area)

X'CO’ = DISKA40 or DISK45 (3340 main data area)

X'EQ’ = PRINTER — carriage 1
X'E8’ = PRINTRZ2 — carriage 2
X'FO" = MFCU1 — primary hopper
X'F8° = MFCU2 — secondary hopper
X'FF’ = Invalid entry

X’01" = Device independent input
X’'02’ = Device independent output
X'18"' = CRT77

X'40" = DISKET

X680’ = READ42

X'58’ = HREADO1

X‘6F’ = SPECIAL 10S routine
X'60" = TAPE

X'80° = BSCA

X‘AQ’ = DISK44

X‘CO" = DISKA45, DISK40

X‘E0’ = PRINTER

X'E4’ =PRINT84

X‘FO* = MFCU1

X'FO' = MFCU1

Figure 3-3. Extension Compressions (Part 3 of 3)
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Byte 4, Bits 0-3
Bits 4-5

Byte 5, Bits 0-1
Bits 2-3
Bits 4-6
Bit7

Byte 6, Bit 0
Bit 1
Bits 2-3
Bits 4-6
Bit 7

Byte 7

Bytes 8-9

Bytes 10-11

X'F2" = MFCM1
X‘F4’' = MFCM2
X'F8’' = MFCU2
X'FF’ = Invalid entry

0001 = Primary file

0010 = Secondary file
1000 = Chained file

1001 = Demand file -
1010 = Record address file
1100 = Table file

00 = No specified sequence
01 = Descending sequence
10 = Ascending sequence

00 = Sequential file

01 = Indexed file

10 = Direct file

11 = ADDROUT file

00 = Consecutive processing

01 = Random processing

10 = Indexed file processed sequentially by key
11 = Indexed file processed sequentially within limits
001 = Display file

011 = Update file

100 = Combined file

101 = Regular output file

110 = Input file

111 = Unordered sequence

1 = Addition specified

0 = Variable format

1 = Fixed format

D = Unblocked file format

1 = Blocked file format

01 = Extension specifications

10 = ExTernal indicators

000 = Indexed file processed consecutively
010 = Indexed key {alphameric)

011 = Indexed key (packed)

100 = Record identification {disk address)
110 = Record number

1= Dual I/0

Overflow mask
Record length

10CB address

* Indicates an addition or change to a previously defined area.
*# Either phase $RPGW or $RPGY is loaded depending on
whether an object-time table or a compile time table has

been [oaded.
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Page of LY21-0501-5
Issued 24 September 1976
By TNL: LN21-5423

Sequence Number

Bytes 1-2 DTF address

Byte3 Model 6

X’10' = CONSOLE {printer-
keyboard)

X‘12" = KEYBORD (keyboard}

X'40' = DISKET

X'5F' = Special 108 routine

X‘80' = BSCA

X‘84" = BSCA with first-time
logic

X'90' = CRT ({(display station)

X'A0" = DISK {disk unit)

X'‘E1* = TRACTR1 (tractor 1)

X'E2" = TRACTR2 (wractor 2)

E‘EQ" = LEDGER (ledger card
device)

X‘F1’ = DATAS6 (data recorder)

X‘FF’ = Invalid entry

Model 12

X’10° = Console

X‘40’ = DISKET

X'60’ = READ42 (1442 Card
Read-Punch)

X'5F" = Special

X60° = Tape

X80' = BSCA

X'84' = BSCA (first time lagic)

X‘A0° = DISK (5444 simuiation
area)

X'CO" = DISK40 or DISKA45
(3340 main data area)

X'EQ’ = PRINTER — carriage 1

X‘E8" = PRINTR2 — carriage 2

X‘FQ' = MFCU1 — primary hopper

X'F8 = MFCU2 — secondary

. hopper
X'FF’ = |nvalid entry

itam Byte Defined/
Number Length Modified Description
128 1 $RPEC Compression length in binary
129 1 $RPEC Indicates presance of item in compression when bits are on (Bit=1)
Item 129 Bit 0 1 = Item number 132 Bit 3 1 = tem number 135
Bit 1 1 = Item number 133 Bits 4-7 Not used
Bit 2 1 = Item number 134
130 1 ftem 130 Not used
131 1 Itern 131 ‘Not used
132 1 $RPEC BitO 1 = Invalid compression
Bit 1 1 = Invalid or missing filename
Bits 2-7 Not used
133 13 $RPEC Filename (col 7-14)
$RPGI Byte0 Bits 3-7

Model 10

X’10° = CONSOLE (printer-
keyboard)

X‘40' = DISKET

X'60° = READA42 (1442 Card
Read-Punch)

X‘6F° = Spacial 1OS routine

X‘60’ = TAPE

X‘80' = BSCA

X'84' = BSCA with first-time
logic

X'A0" = DISK (disk unit)

X'CO" = DISK45

X'EQ" = PRINTER (line print-
er — carriage 1}

X'E8’ = PRINTR2 {line print-
er — carriage 2}

X‘FO' = MFCU1 (MFCU pri-
mary hopper)

X'F8 = MFCU2 (MFCU
secondary hopper)

X‘FF’ = Invalid entry

Model 16

X‘01" = Device Indepen-
dent input

X'02" = Device Indepen-
dent output

X‘18* = CRT77

X'40' = DISKET

X50° = READA42

X's8° = READO1

X'6F° = SPECIAL [0S
routine

X60" = TAPE

X'80° = BSCA

X‘A0" = DISK44

X’'CO" = DISK45, DISK40

X'EQ0’ = PRINTER

X'E4' = PRINT84

X‘FO' = MFCU1

Figure 34 (Part 1 of 2). Line Counter Compressions
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Item Byte Defined/

Number Length

Modified Description

Byte 4

Byte 5

Byte 6

Byte 7

Bytes 89

Bits 0-3

0001 = Primary file

0010 = Secondary file
1000 = Chained file

1001 = Demand file

1010 = Record address file

Bits Q-1

00 = Sequential file
01 = Indexed file

10 = Direct file

11 = ADDROUT file

Bits 2-3

00 = Consacutive processing

01 = Random processing

10 = Indexed file processed
sequentially by key

11 = Indexad file processed
sequentially within limits

Bit 0

0 = Variable format

1 = Fixed format

Bit 1

0 = Unblocked file format

1 = Blocked file format

Bits 2-3

01 = Line Caunter
specifications

10 = External indicators

Overflow mask

Record Length

Bytes 10-11 10OCB address

Byte 12 Bits 0-3

134 2 $RPEC

135 2 $RPEC

Operation Code

Bits 4-7
Number of parameters

Form length in binary

Overflow number in binary

Mode! 15 {continued)
X‘FO* = MFCU1

X‘F2' = MFCM1

X‘F4 = MFCM2

X'F8 = MFCU2

X'FF* = Invalid entry
Bits 4-5

00 = No specified sequence
01 = Descending sequence
10 = Ascending sequence

Bit6
1 = End of file

Bits 4-6

001 = Display file

011 = Update file

100 = Combined file

101 = Regular output file

110 = Input fife
111 = Unordered sequence
Bit 7

1 = Addition specified

Bits 4-6

000 = Indexed file processed
consecutively

010 = Indexed key (alphameric)

011 = Indexed key {packed)

100 = Record identification
{disk address)

110 = Record number

Bit7
1 =Dual I/O

Figure 3-4 (Part 2 of 2). Line Counter Compressions
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Item Byte Defined/
Number Length Modified Description
128 1 $RPEI Compression length in binary
129 1 $RPEI Indicates presence of item in compression when bits are on (Bit=1)
130 1 item 129 Bit0 1 = jtem number 132 Item 131 Bit 0 1 = [tem number 148
131 1 Bit 1 1 = Jtem number 133 Bit 1 1 = Item number 149
Bit 2 1 = Item number 134 Bit 2 1 = [tem number 150
Bit 3 1 = Item number 135 Bit 3 1 = Item number 151
Bit 4 1 = Item number 136 Bit4 1 = Item number 152
Bit5 1 = Jtem number 137 Bit5 1 = Item number 153
Bit 6 1 = Item number 138 Bit 6 1 = [tem number 154
Bit 7 1 = Item number 139 Bit 7 Reserved
Item 130 Bit 0 1 = ltem number 140
Bit 1 1 = [tem number 141
Bit 2 1 = (tem number 142
Bit3 1 = Item number 143
Bit4 1 = Item number 144
Bits 5-7 100 = Itern number 145
110 = Item numbers 145 and 146
{2-byte extension)
101 = [term numbers 145 and 147
{4-byte extension)}
132 3 $RPEI Byte 0, Bit O 1 = Invalid compression
Bit 1 1 = Invalid filename
Bit 2 1 = Invalid field name
Bit 3 1= TR {col 19-20)
Bytes 1-2 Seguence {co! 15-16)
$RPJA Bytes 1-2 X‘0000’
$RPGW/ *Byte1, Bit4 1 = Field name definition resolved
$RPGY** *Bit5 1 = Index resolved
*Bit 7 1 = Symbol in table (set by phase $RPHA)
$RPHC *Byte 1, Bit4 1 = Field name definition resolved
*Bit 5 1 = Index resolved
*Bit 7 1 = Symbol in table (set by phase $RPHA)
$RPJJ *Byte 0, Bit5 1 = Control fields move optimized
*Bit 6 1 = Match fields move optimized
*Bit 7 1 = Move field optimized
$RPJS Bytes 0-1 Address of the trailer table for the current
trailer specification is placed in the trailer
record type specification
Byte 0, Bit 0 1 = For all record type compressions (AND/OR
lines included) of header portion of spread card
to flag as header record
$RPPE *Bytes 1-2 Address for the record ID routine to return to when the record is identified
$RPPF *Bytes 1-2 Address of the record identification parameter
$RPPN *Bytes 1-2 Address of parameter list for chain and demand files

Figure 3-5. Input Compressions (Part 1 of 6)
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Itam Byte Dafined/
Number Length Modified Description
133 1 $RPE| Bits 0-1 00 = Number is blank {col 17)
01 = Number contains a 1
10 = Number contains an N
11 = Invalid entry
Bit 2 1 = Option contains an 0 (col 18)
Bit 3 1=AND ’
Bit 4 1=0R
Bits 5-7 Stacker Select (col 42)
000 = blank or invalid
100 = stacker 4
101 = stacker 1
110 = stacker 2
111 = stacker 3
$RPJA  *BitO 0 = Alphabetic sequence entry (col 15-16)
1 = Numeric sequence entry
*Bit 1 0 = Number cantains an N {col 17)
1 = Number contains a 1
*Bit 2 1 = Optional
$RPJS The length minus one of one trailer of current trailer specification is placed in the record type
specification.
134 1 $RPE! Bit 0 1 = Look-ahead field (col 19-20}
Bits 2-3 00 = Unpacked or alphameric (col 43)
01 = Packed
10 = Binary
Bits 4-7 0000-1001 = Decimal positions entry (col 52)
1010 = Alphameric field
$RPJA If bit is on, it is propagated for all look-ahead fields specified. A decimal position defaults to zero.
$RPGW/ *Bit0 0 = Alphabetic sequence entry (co! 15-16)
$RPGY** 1 = Numeric sequence entry
*Bit 1 0 = Object-time table or array name
1 = Compile-time table or array name
$RPHS This byte is not defined for demand or chain files.
*Bit 1 1 = Numeric sequence used in this file
*Bit 2 1 = Console file — record length needed in 10S parameter
*Bit 3 1 = Numeric sequence
*Bit4 1 = Match fields
*Bit 5 1 = Control fields
*Bit 6 1 = Input fields
*Bit 7 1 = Stacker select needed
$RPJJ *Bits 4-7. Numeric portion set to packed, binary, or sterling length
135 15 $RPEI Filename (col 7-14)
$RPGI Byte O, Bits 3-7 Sequence number

Bytes 1-2 Pre-open DTF address

Figure 3-5. Input Compressions (Part 2 of 6)
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Iteam Byte
Number

Length Modified Description

Byte 3

Byte 4

Byte 5

Model 6

X*10* = CONSOLE (printer
keyboard)

X’12' = KEYBORD
(keyboard)

X‘40’ = DISKET

X‘6F* = SPECIAL (special
10S routine)

X'80' = BSCA

X‘84" = BSCA {BSCA with
first-time logic)

X'90' = CRT (display station)

X‘AQ’ = DISK (disk unit)

X‘E1’ = TRACTR1 (tractor 1)

X’E2' = TRACTR2 (tractor 2)

X‘E9Q* = LEDGER f(ledger card
device)

X‘F1° = DATA96 (data
recorder)

X'FF’ = Invalid entry

Moadel 12

X"10° = Caonsole

X‘40’ = DISKET

X'50' = READ42 (1442 Card
Read-Punch)

X'SF’ = Special

X'60' = Tape

X'80° = BSCA

X84" = BSCA (first time logic)

X'AQ' = DISK (5444 simulation
area)

X‘C0' = DISKA40 or DISK45
{3340 main dsta area)

X'EQ' = PRINTER — carriage 1

X’E8* = PRINTR2 — carriage 2

X'FO* = MFCU1 — primary hopper

X'F8’' = MFCU2 — secondary
hopper

X'FF’' = Invalidentry

Bits 0-3

0001 = Primary file

0010 = Secondary file
1000 = Chained file

1001 = Demand file

1010 = Record address file

Bits 0-1

00 = Sequential file
01 = Indexed file

10 = Direct file

11 = ADDROUT file

Model 10

X’10’ = CONSOLE (printer
keyboard)

X'40° = DISKET

X‘'50° = READ42 (1442 Card

Read-Punch)
X‘6F* = Special 10S routine
X'60° = TAPE
X‘80" = BSCA
X'84' = BSCA with first
time logic

X'A0* = DISK {disk unit)
X'CO' = DISKA45

X’EQ” = PRINTER (line print-

er — carriage 1)

X'E8’ = PRINTR2 {line print-

er — carriage 2)
X‘FO’ = MFCU1 (MFCU pri-
mary hopper)
X'F8' = MFCU2 {(MFCU
secondary hopper)
X'FF' = Invalid entry

Modsel 15

X001’ = Device inde-
pendent Input

X'02' = Device inde-
pendent output

X*18° = CRT77

X‘40' = DISKET

X'60° = READ42

X'58" = READOM

X*5F' = SPECIAL 10S

routine
X'60" = TAPE
X‘'80" = BSCA

X'A0 = DISK44

X'C0" = DISK45, DISK40
X'EQ’ = PRINTER

X‘E4’ = PRINT84

X'FO' = MFCU1

X‘F2' = MFCM1

X'F4' = MFCM2

X'F8' = MFCU2

X‘FF* = |nvalid entry

Bits 45

00 = No specified sequence
01 = Descending sequéence
10 = Ascending sequence

Bit6
1 = End of file

Bit 7
1 = File translate

Bits 4-6

001 = Display file

011 = Update file

100 = Combined file

101 = Regular output file

Figure 3-5. Input Compressions (Part 3 of 6)
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Item Byte Defined/

Number

Length Modified Description

Byte 6

$RPPJ
136 2 $RPE|
$RPGF
137 2 $RPEI
$RPJJ
138 2 $RPEI
139 2 $RPE|
$RPJJ
140 2 $RPE|
141 2 $RPEI
$RPJJ
142 2 $RPEI
143 2 $RPEI
$RPJA
144 2 $RPEI
$RPJA
$RPJJ
145 6 $RPEI
$RPGF

Bits 2-3

00 = Consecutive processing

01 = Random processing

10 = Indexed file processed
sequentially by key

11 = Indexed file processed
sequentially within
limits

Bit 0
0 = Variable format
1 = Fixed format

Bit 1
0 = Unblocked file format
1 = Blocked file format

Bits 2-3

01 = Extension or line
counter specifications

10 = External indicators

110 = Input file
111 = Unordered sequence

Bit 7
1 = Addition specified

Bits 4-6

000 = Indexed file processed
consecutively

010 = Indexed key
(alphameric)

011 = Indexed key {packed)

100 = Record identification
{disk address)

110 = Record number

Bit 7
1 = Dual I1/O

*Bytes 13-14 Address of linkage to IPCR for this file

Record identification indicator {col 19-20)

Mask and displacement

Position in binary {col 21-24)

Position minus one

See note 1

Position in binary (col 28-31)

Position minus one

See note 1

Position in binary {col 35-38)

Position minus one

See note 1

FROM field location in binary (col 44-47)

See note 2

TO field location in binary {col 48-51)

See note 2

TO field location minus one

Field or array name {col 53-58)

See note 4

Byte 7  Overflow mask

Bytes 8-9 Record length
Bytes 10-11 JOCB address

Byte 12 Bits 0-3
Operation code

Bits 4-7
Number of parameters

Figure 3-5. Input Compressions (Part 4 of 6)
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Item Byte Defined/
Number Length Modified Description
$RPGW/ If an array name, the following is set:
$RPGY"* Byte 0. See note 3
Byte 1. See note 4
Bytes 2-3. Address of rightmost byte of first element for an array or an array with a variable index,
or, the address of the rightmost byte of indexed stement for an array with a constant index.
Bytes 4-5. DTT address
$RPHC If a fietld name, the following is set:
Byte 0. See note 3
Byte 1. See note 4
Bytes 2-3. Address of the rightmost byte of the field
Bytes 4-5. X‘0000’
146 2 $RPGW/ For an array with a constant index, numeric value of the array index is set.
$SRPGY**
147 4 $RPHC For an array with a variable index, the following Is set:
Byts 0. See note 3
Byte 1. See note 4
Bytes 2-3. Address of rightmost byte of field
148 2 $RPEI Control level {col 59-60)
$RPHS  Zone portion of byte zero is set off
149 1 $RPEI Match fields (col 61-62)
$RPHS Zone portion of byte is set off
150 2 $RPEI Field record relation indicator (col 63-63)
$RPGF Mask and displacement
151 2 $RPE] Plus indicator (col 66-66)
$RPGF Mask and displacement
152 2 $RPE| Minus indicator (col 67-68}
$RPGF Mask and displacement
153 2 SRPE} Zero or blank indicator {col 69-70}
$RPGF Mask and displacement
154 2 Reserved
Note 1: FROM Field Location entry defaults to 1.
TO Field Location entry defauits to 15 if numeric and to 256
Byte 0, Bit 0 1= N entry {col 25, 32, 39) if alphameric.
Bits 4-7 0011 = C entry {col 26, 33, 40)
0100 = D entry Note 3:
1001 = Z entry
0000 = Entry not specified Alphameric length = Length minus one
Numeric length = Length minus one in the numeric portion;
Byte 1 Character {col 27, 34, 41) number of decimal positions in the zone

portion

Note 2: If an invalid entry is spacified, then default values are

set:

Figure 3-5. Input Compressions (Part 5 of 6)

3-32

Licensed Material-Property of IBM




Note 4:
Bit 0
Bits 2-3

Bits 4-5

Bit 6

* |ndicates an addition or change to a previously defined area,

1 = Look-ahead field

00 = Field name

01 = Array name

10 = Table name

00 = Table sequence not specified

01 = Tabie is descending or field name is
UDATE related field

10 = Table is ascending or, if RLABL is
specified, field name or mask and
displacement of the indicator

0 = Length is alphameric

1 = Length is numeric

** Either phase $RPGW or $RPGY is loaded depending on
whether an object-time table or a compile-time table has

been loaded.

Figure 3-5. Input Compressions (Part 6 of 6)
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Item Byte Defined/
Number Length Modified Description
128 1 $RPEK Compression length in binary
129 1 $RPEK Indicates the presence of an item in a compression
Item 129 Bit 0 1 = I1tem number 132
Bit 1 1 = Item number 133
Bit 2 1 = Item number 134
Bit 3 1 = item number 135
Bit 4 1 = ltem number 136
Bit5 1 = ltem number 137
Bit 6 1 = tem number 138
Bit7 1 = Item number 139
130 1 $RPEK Second format byte which indicates the presence of an item in a compression
Factor 1 definition — contents of Factor 1
Bits 0-3 1000 = Item number 140 — field or array name
1100 = Item numbers 140 and 141 (4-byte extension) — alphameric or numeric literal
1010 = Item numbers 140 and 142 (2-byte extension) — array with constant index
1001 = Item numbers 140 and 143 (6-byte extension} — array with variable index
Factor 2 definition — contents of Factor 2
Bits 4-7 1000 = Item number 144 — array or field name
1100 = 1tem numbers 144 and 145 (4-byte extension) — alphameric or numeric literal
1010 = 1tem numbers 144 and 146 (3-byte extension) — array with constant index
1001 = 1tem numbers 144 and 147 {6-byte extension) — array with variable index
1011 = 1tem numbers 144, 146, and 147 {9-byte extension) — filename
131 1 $RPGK Third format byte which indicates the presence of an item in a compression
Result field definition — contents of result field
Bits 0-2 100 = Item number 148 — field or array name
110 = Item numbers 148 and 149 {2-byte extension) — array with constant index
101 = Item numbers 148 and 150 (4-byte extension) — array with variable index

Figure 3-6. Calculation Compressions (Part 1 of 10)
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{tem Byte Defined/
Number Length Modified

Description

132 4 $RPEK

$RPGV

$RPGW/
$RPGY**

$RPHC

$RPMB
$SRPMI

$RPLJ

$RPMG

$RPQA

Remainder of Calculation Specification defined

Bit 3 1 = Item number 151
Bit 4 1 = item number 152
Bit5 1 = Item number 153
Bit 6 1 = Item number 154
Bit7 Not used
Byte 3, BitQ 1 = Invalid compression
Bit 1 1 = Factor 1 (col 18-27) invalid
Bit 2 1 = Factor 2 (col 33-42) invalid
Bit 3 1 = Result Field {col 43-48} invalid
Bit 4 1 = Factor 2 contains a filename
Bit 5 1= Factor 2. *BOTH
“Byte 0, BitS 1 = Factor 1 table/array shortest
*Bit 6 1= Factor 2 table/array shortest
*Bit 7 1 = Result Field table/array shortest
*Byte 1, Bit0 1 = Factor 1 resolved
*Bit 1 1 = Factor 1 index resolved
*Bit 2 1 = Factor 2 resolved
*Bit 3 1 = Factor 2 index resolved
*Bit4 1 = Result Field resolved
*Bit5 1 = Result Field index resolved
*Bit7 1 = Symbol in table (set by phase $RPHA)
*Byte 1, Bit0 1 = Factor 1 resolved
*Bit 1 1 = Factor 1 index resolved
*Bit 2 1 = Factor 2 resolved
*Bit 3 1 = Factor 2 index resolved
*Bit4 1 = Result Field resalved
*Bit5 1 = Result Field index resolved
*Bit7 1 = Symbol in table (set by phase $RPHA)

*Byte 2. Length of object code block for the operation code

“Byte 2. Length of object code block for the compression

*Byte 2. Length of object code block for the operation code

Byte 2. Length of object code block for the operation code.

*Bytes 0-1. Address of generated object code

*Byte 2. Length of object code block for the operation

Figure 3-6. Calculation Compressions (Part 2 of 10)
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Itam Byte Defined/
Number Length Modified Description

$RPMH “Byte 2. Length of object code block for the operation.

*Byte 3. Length of leading array control, or for move type operation code, the first byte
of a 2-byte mask (second byte is in item 134)

$RPMP *Bytes 0-1. Address of generated object code

133 1 $RPEK Bit 0 1 =S8R {co! 7-8)
Bit 2 1 = Half adjust (col 53)
Bit3 1 = AN (col 7-8)
Bit4 1 =0R (col 7-8)
Bit5 1 = Not {col 15)
Bit 6 1 = Not {col 12)
Bit 7 1 = Not {col 9)
$RPGG  *Bit1 1 = DEBUG not specified so treat as comments
*Bit 2 0 = No half adjust {this bit is set off if a DIV operation is

followed by an MVR operation)
1 = Half adjust

$RPJG *Bit 1 1 = Compressions relative to SET operation on SET/KEY combinations are
flagged to be ignored when generating object code

$RPQAK Object code mask for determining what (if any) code to generate for
array control.
134 1 $RPEK Bits 0-3 Not used

Bits 4-7 X'0’-X'9" = Decimal position entry {col 52)
X'A’ = Alphameric field

$RPGW/ *Bit0 0 = Object-time table (Factor 1)
$RPGY** 1 = Compile-time table (Factor 1)
*Bit 1 0 = Object-time table (Result Field)
1 = Compile-time table (Result Field)
*Bit 2 0 = Object-time table (Factor 2)
1 = Compile-time table (Factor 2)
Bit 3 Not used

$RPGX  *Bits 4-7. Not used
$RPLG Permanent length (bit 4 or 6 for SET or KEY)
$RPMB  Mask of object code to be generated

$RPLY *Bits 0-2 000 = Tabset
100 = Space/skip and/or position print element
010 = Ledger card eject
001 = Key operation code resulting indicator

*Bits 4-7 0001 = Command keys (no manual mode or field name}
0010 = Manuzal mode {no command keys)
0011 = Manual mode {command keys)
0100 = Field name {no command keys)
0101 = Field name (command keys)

$RPMH Mask of remainder of object code to be generated or second byte of a 2-byte mask for a move
operation code. The first byte is in item 132,

135 5 $APEK Operation codes (contents of col 28-32)

Figure 3-6. Calculation Compressions (Part 3 of 10)
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Item Byte Defined/
Number Length Modified Description
$RPEW Byte O. Operation code mask. See note 2
Byte 1. Field light mask. See note 2
$RPIG *Byte 1. X‘FF' = SET/KEY combination found
$RPHU If SETLL operation code, the following are set:
Byte 1. Key length minus 1
Bytes 2-3. Address of low key area
$RPLR Bytes 3-4. Address of parameter list if required for operation code.
136 2 $RPEK Control level indicator (col 7-8)
$RPGF Mask and displacement
$RPMI See note 1
137 2 $RPEK indicator (col 10-11)
$RPGF Mask and displacement
$RPGG *Byte 1. Bit 1 = zero in displacement if Not {N) is specified for indicator
$RPMI  See note 1
138 2 $RPEK Indicator {co! 13-14)
$RPGF Mask and displacement
$RPGG  *Byte 1. Bit 1 =zero in displacement if Not {N) is specified for indicator
$RPMI See note 1
139 2 $RPEK Iadicator {col 16-17)
$RPGF Mask and displacemant
$RPGG *Byte 1. Bit 1 = zero in displacement if Not {N) is specified for indicator
$RPMI See note 1
140 6 $RPEK Factor 1 {contents of col 18-27)}
$RAPGW/ |f an array name, the following are set:
$RPGY** Byte 0. See note 3
Byte 1. See note 4
Bytes 2-3. Address of rightmost byte of first element for an array or an array with a variable index, or
the address of rightmost byte of indexed slement for an array with a constant index
Bytes 45, DTT address
$APHC if a field name, the following are set:
Byte 0. See note 3
Byte 1. See note 4
Bytes 2-3. Address of rightmost byte of field
Bytes 4-5. X'0000°
$RPLN For a literal, the following are set:
Byte 0. See note 3
Byte 1. See note 4
$RPLR For a literal, the following are set;

Bytes 2-3. Address of rightmost byte of literal
Bytes 4-5. These bytes are not used

Figure 3-6. Calculation Compressions (Part 4 of 10)
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Item Byte Definad/
Number Length Modified Description
SRPMP If BEGSR and EXSR are specified:
Bytes 0-1, Start address of subroutine
Bytes 2-3. Length of subroutine
Bytes 4-5, Subroutine identifier
$RPQD/ Bytes 2-3. Object code address where element address is to be placed (for array table or array with
$RPQG/ variable index)
$RPQH
141 4 $RPEK Item acts as 4-byte extension to item 140 when alphemeric or numeric literal is defined in Factor 1.
142 2 $RPEK ltern acts as 3 2-byte extension to item 140 when an array with constant index is specified in Factor 1.
143 6 $RPEK Item acts as a B-byte extension to item 140 when an array with variable index is specified in Factor 1.
$RPHC For an array with a veriable index, the following are set:
Byte 0. See note 3
Byte 1. See note 4
Bytes 2-3. Address of rightmost byte of Tag field
Bytes 4-5. X'0000’
144 6 $RPEK Factor 2 {contents of col 33-42)
$SAPGW/ If an array name, the following are set:
$RPGY** Byte 0. See note 3
Byte 1. See note 4
Bytes 2-3. Address of rightmost byte of first element for an array or an array with a variable index,
or, address of rightrnost byte of indexed element for an array with a constant index.
Bytes 4-5. DTT address
$RPHC I1f a field name, the following are set:

Byte 0. See note 3
Byte 1. See note 4
Bytes 2-3. Address of rightmost byte of field
Bytes 4-5. X'0000'

Figure 3-6. Calculation Compressions (Part 5 of 10)
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tem
Number

Byte Defined/

Length Modified Description

$RPGI

If a filename, the following are set:
Byte 0, Bit 0 1 = MFCU print (Model 10)
Bits 3-7 Sequence number

Bytes 1-2 DTF address
Byte 3 ‘Model 6 Model! 10
X10° = CONSOLE (printer- X’10' = CONSOLE (printer-
keyboard) keyboard)
X*12' = KEYBORD (keyboard) X'40° = DISKET
X'40' = DISKET X'60' = READ42 (1442 Card
X'6F’ = Special 10S routine Read-Punch)
X'80° = BSCA X'6F = Special [0S routine
X'84° = BSCA with first-time X'60' = TAPE
logic X'80° = BSCA
X‘90’ = CRT (display station) X84’ = BSCA with first-time
X‘A0’ = DISK (disk unit} logic
X‘E1" = TRACTR1 {tractor 1} X‘A0’ = DISK (disk unit)
X‘E2' = TRACTR2 (tractor 2} X‘C0’ = DISKA4S
X'E9’ = LEDGER (ledger X‘EQ0’ = PRINTER — carriage 1
card device) X'E8’ = PRINTER — carriage 2
X‘F1' = DATA96 (data recorder) X‘FO’ = MFCU1 (MFCU primary
X'FF’ = |nvatid entry hopper)
X'F8' = MFCU2 {MFCU second-
ary hopper)
X'FF’ = Invalid entry
Model 12 Model 15
X‘10’ = Console X01' = Device indepen-
X'40" = DISKET dent input
X'60° = READA2 {1442 Card X‘02' = Device indepen-
Read-Punch) dent output
X‘6F* = Special X'18' = CRT77
X'60° = Tape X‘40 = DISKET
X‘80' = BSCA X650’ = READ42
X84’ = BSCA (first time logic) X'68' = READO1
X’A0’ = DISK (5444 simulation X‘6F’ = SPECIAL 10S
area) routine
X'C0’ = DISK40 or DISK45 X'60' = TAPE
{3340 main data area} X'80° = BSCA

X'EQ" = PRINTER — carriage 1 X‘AQ’ = DISK44
X'E8’ = PRINTR2 — carriage 2 X‘C0* = DISKA45, DISK40
X‘FO' = MFCU1 — primary hopper X'E0’ = PRINTER

X'F8’ = MFCU2 — secondary X'E4’ = PRINT84
hopper X'FO' = MFCU1
X‘FF’ = Invalid entry X'F0' = MFCU1

X'F2' = MFCM1
X‘F4" = MFCM2
X‘F8’ = MFCU2
X'FF’ = Invalid entry

Byte 4 Bits 0-3 Bits 4-5
0001 = Primary file 00 = No specified sequence
0010 = Secondary file 01 = Descending sequence
1000 = Chained file 10 = Ascending sequence
1001 = Demand file Bit 6
1010 = Record address file 1 = End of file
Bit 7

1 = File translate

Figure 3-6. Calculation Compressions (Part 6 of 10)
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Hem Byta Defined/
Number Length Modified Description

Byte 5 Bits 0-1 Bits 4-6
00 = Sequential file 001 = Display file
01 = Indexed file 011 = Update file
10 = Direct file 100 = Combined file
11 = ADDROUT file 101 = Regular output
Bits 2-3 file

00 = Consecutive processing 110 = Input file

01 = Random processing 111 = Unordered sequence
10 = Indexed file processed Bit 7
sequentially by key 1 = Addition specified

11 = Indexed file processed
sequentially within
limits

$APLN For a literal, the following are set:
Byte 0. See note 3
Byte 1. See note 4

$APMH Bytes 2-3 are modified if specified conditions exist:
1. Address of the leftmost byte of the element or fieid if MHHZO or MHLZO operation code specified.
2. Address of the rightmost byte of the part of the element or field to be moved if MOVEL operation
code specified or if the length of Factor 2 is greater than the length of the Result Field.

$RPLR For a litaral, the following are set:
Bytes 2-3. Address of rightmost byte of literal
Bytes 4-6. These bytes are not used

$SRPMP If BEGSR and EXSR are specified:
Bytes 0-1 Start address of subroutine
Bytes 2-3 Length of subroutine
Bytes 4-5 Subroutine identifier

$RPQD/ Bytes 2-3. Object code address of where element address is to be placed (for array tablg or array with
$RPQG/ variable index}

$RPQH
$RPQE
145 4 $RPEK Item acts as a 4-byte extension to item 144 when an alphameric or numeric literal is defined in
Factor 2.
146 3 $RPEK Item acts as a 3-byte extension to item 144 when an array with constant index is specified in Factor 2

or when filename is given.

$RPGW/ For an array with a constant index, the following are set:
$RAPGY**  Bytes 0-1. Numeric value of the array index

Byte 2. X'00'
$RPGI If filename is specified in Factor 2, the following are set:
Byte 0, Bit0 0 = Variable format Byte 1 Overflow mask
1 = Fixed format Byte 2 First byte of record length,
Bit 1 0 = Unblocked file format second byte in item number
1 = Blocked file format 147

Bits 2-3 (01 = Extension or line counter
specifications
10 = External indicators

Figure 3-6. Calculation Compressions (Part 7 of 10)
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Item Byte Datined/
Number Length Modified

Description

$RPRW

147 6 $RPEK

$RPHC

$RPGI

$RPPJ

$RPRW

Bits 4-6 000 = Indexed file
processed consecutively
010 = Indexed key (alphameric)
011 = Indexed key (packed)
100 = Record identification
(disk sddress)
110 = Record number
Bit 7 1 = Dual I1/O

If filename is specified, the following is set:
Byte 2. First byte of the address of the entry point to subsegment, if CHAIN or READ operation
code is specified. Second byte is contiguous in item number 147 for filename.

This item acts as a 6-byte extension to item 144 when factor 2 contains an array with variable index
or a filename (which combines with item 146 to form a 9-byte extension).

For an array with a variable index, the following are set:
Byte 0. See note 3

Byte 1. See note 4

Bytes 2-3. Address of rightmost byte of the Tag field
Bytes 4-5. X'0000°

When filename is specified in Factor 2, this item is modified as follows:

Byte 0. Second byte of record length (first byte given contiguously in item 146).
Bytes 1-2. 10CB address

Byte 3. Not used

Byte 4. Key length

Bytes 4-6. Address of OPCR routine if DSPLY, DEBUG, SET, or KEY operation code is specified;
address of IPCR routine if READ or CHAIN operation code is specified.

If filename is specified, the following is set:
Byte 0. Second byte of the address of the entry point to the subsegment of object code, if CHAIN
or READ operation code is specified, First byte was specified in item 146,

Figure 3-6. Calculation Compressions (Part 8 of 10)

Data Areas

Licensed Material-Property of IBM

341



Item Byte Defined/
Number Length Modified Description
148 6 $RPEK Resuit Field (contents of col 43-48)
$RPGW/ if an array, the following are set:
$RPGY** Byte 0. See note 3
Byte 1. See note 4
Bytes 2-3. Address of rightmost byte of first element for an array or an array with a variable index,
or, address of rightmost byte of indexed element for an array with constant index
Bytes 4-6. DTT address
$RPHC If a field name, the following are set:
Byte 0. See note 3
Byte 1. See note 4
Bytes 2-3. Address of rightmost byte of field
Bytes 4-56, X'0000°
$RPMH Bytes 2-3. These bytes are modified as follows, under the specified conditions:
1. Address of the leftmost byte of the element or field if MHHZ0 or MLHZ20 operation code
specified.
2. Address of the rightmost byte of the part of the element or field to be moved if MOVEL operation
code specified or if the length of Factor 2 is less than the length of the Result Field.
$RPQD/ Bytes 2-3. Object code address where element address is to be placed (for array table or array with
$RPQG/ variable index)
$RPCH
149 2 $RPEK This item acts as a 2-byte extension to item 148, when an array with constant index is defined in
the Result Field.
$RPGW/ For an array with a constant index, the following are set:
$RPGY** Bytes 0-1. Numeric value of the array index
150 4 $RPEK This item acts as a 4-byte extension to item 148, when an array with variable index is defined in the
Result Field.
$RPHC For an array with a variable index, the following are set:
Byte 0. See note 3
Byte 1. See note 4
Bytes 2-3. Address of rightmost byte of the field
Bytes 4-5. X'0000°
161 2 $RPEK Field iength in binary {co! 49-51)
152 2 $RPEK Plus indicator {col 54-55)
$RPGF Mask and displacement
153 2 $RPEK Minus indicator (col 56-567)
$RPGF Mask and displacement
154 2 $RPEK Zero or blank indicator {(col 58-59)
$RPGF Mask and displacement

Figure 3-6. Calculation Compressions {Part 9 of 10)
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Note 1:
The indicators are reordered so that indicator strings that began
in this compression are placed back into the compression with

the longest first, in decreasing order by length., The start of an
indlicator string is flagged by setting Bit 0 equaf to zero in the
displacement for the indicator. In the next compression, the
length of the string minus the length of the group in which it
started is placed in the same relative position as in this com-
pression. In all subsequent compressions through which the
string continues, the indicator is replaced by X’'0000°, a no-
test indicator.
Note 2:
Byte O X’00' = ENDSR

X'01' = EXCPT

X'0OE’ = SETON

X‘OF" = SETOF

X'20' = RLABL

X‘23'= MVR

X'2E' = TESTZ

X’40°' = EXIT

X'41' = GOTO

X‘42' = EXSR

X'60' = DEBUG

X‘61" = DSPLY

X‘52’ = FORCE

X‘63' = READ

X‘60' = 2-ADD

X‘61'=Z-SUB

X‘62' = SORT

X863 = XFOOT

X’'64' = MHHZO

X’65' = MHLZO

X'66" = MLHZ0

X‘67' = MLLZO

X'68' = MOVE

X'69’ = MOVEL

X‘6A’' = MOVEA

X‘6C" = BITON

X‘6D’ = BITOF

X‘6E’' = TESTB

:,;; - SK:: Modsl 6 only

X‘80' = BEGSR

X'81" = TAG

X'84’ = TIME (Model 15 only)

X'CE’ = COMP

X'CF’ = LOKUP

X‘D0’ = CHAIN

X'D3 =SETLL

X‘EQ* = ADD

X‘E1'=8SUB

X'E2' = MULT

X‘E3' = DIV

X'FF’ = Invalid entry

Byte 1, Bit O 1 = Field light 1

{for Bit 1 1 = Field light 2

KEY or Bit 2 1 = Field light 3

SET Bit 3 1 = Fisld light 4

operation Bit4 1= Fieldlight 5 Model 6 only

codes) Bit5 1= Fieldlight6

Bit6 1 = Field light 7
Bit7 1 =Fieldlight8

Note 3:

1. Alphameric length = Length minus one
2. Numeric length = length minus one in the numeric portion;
number of decimal positions in the zone portion

Note 4:
Bit 0 1 = Look-ahead field
Bits 2-3 00 = Field name
01 = Array name
10 = Table name
Bits 4-5 00 = Table sequence not specified
01 = Table is descending or field name is
UDATE related field
10 = Table is ascending or, if RLABL
specified, field name or mask and
displacement or indicator
Bit 6 0 = Length is alphameric (see Note 10)
1 = Length is numaric
Bit 7 1 = Shorter array
During phase $RPHC, 1 = Field
is used

* Indicates an addition or change to a previously defined area.
#* Either phase $RPGW or $RPGY is loaded depending on
whether an object-time table or a compile-time table has
been loaded.

Figure 3-6. Calculation Compressions (Part 10 of 10)
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Page of LY21-0501-5

Issued 24 September 1976

By TNL: LN21-5423

*Bytes 2-3. Address of ohject code block for MFCU punch and print

Item Byte Defined/
Number Length WModified Description
128 1 $RPEO Compression length in binary
129 1 $RPEO Indicates presence of an item in the compression.
130 1 Item 129 Bit 0 1 = [tem number 132 [tem 130 Bit 0 1 = Item number 140
Bit 1 1 = Item number 133 Bit 1 1 = Item number 141
Bit 2 1 = Item number 134 Bit2 1= ltem number 142
Bit 3 1 = Item number 135 Bits 3-5 100 = Item number 143
Bit4 1 = Item number 136 110 = Item number 144
Bit5 1 = Item number 137 (2-byte extension)
Bit 6 1 = Item number 138 101 = Item number 145
Bit 7 1 = Item number 139 (4-byte extension)
Bit & 1 = Item number 146
Bit 7 1= Item number 147
131 1 item 131 Bit0 1 = Item number 148
Bit 1 1 = Item number 149
Bits 2-7 Not used
132 4 $RPEO Byte 0, Bit 0 1 = Invalid compression
Bit 1 1 = Invalid Filename (col 7-14)
Bit 2 1 = Invalid Field Name (col 32-37)
Bit3 1 = Invalid constant (col 45-70)
Bit 4 1 = Field specification
$RPGV *Bytes 2-3. Number of elements in the table/array
$RPGW/ *Byte 1, Bit4 1 = Field name resolved
$RPGY** *Bit5 1 = Index resolved
*Bit 7 1= Symbol in table (set by phase $RPHA)
$RPHC *Byte 1, Bit4 1 = Field name resolved
*Bit5 1 = Index resoived
*Bit 7 1 = Symbol in table (set by phase $RPHA)
‘$RPJO *Byte 1, Bit0 1 = 4th tier print for ful} array greater than 96 {MFCU)
$RPJO Byte 1, Bits 0-3 High Print head used (MFCM)
$RPLB *Byte 0, *Bit 1 1 = Fourth tier print needed
*Bit 2 1 = Add file (first field line only}
*Bit 3 1 = *PRINT follows (first field line only
*Bit4 1 = First field line
*Bit S 1 = Subsegment fields code
*Bit6 1 = Last field line
*Bit 7 1 = Last record line
$RPLG Byte 0, Bit 1 is set t0 Q.
$RPLR *Byte 0, Bits 0-3 = Length minus one of the parameters to be moved to the DTF
$RPLV *Byte 0, X'80° = Output Field Move can be combined with the next output field move
$RPMA *Byte 0, X’80" = OQutput Field Move can be combined with the next output field move
*Byte 1. Length of object code
$RPMM  *Bytes 2-3. Address of object code block to be generated for this compression
$RPPO *Byte O, BitGissetto 0

Figure 3-7. Output-format Compressions (Part 1 of 6)
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Item Byte Defined/
Number Length Modified Dascription
133 1 $RPEO  Bits 01 00 = Blank or invalid type (col 15)
01 = Heading or detail records
10 = Total records
11 = Records to be written during calculation time (E in col 15)
Bit 2 1= ADD (col 16-18)
Bit 3 1= AND (col 14-16)
Bit 4 1=0R {col 14-15)
Bits 5-7 000 = No entry in col 16
001 = Eject (Model 6 only)
010 = Fetch overflow
011 = Stacker 5 {Mode! 15 only)
100 = Stacker 4 (Mode! 10 or 12)
101 = Stacker 1 {Model 10 or 12)
110 = Stacker 2 {Model 10 or 12)
111 = Stacker 3 {Model 10 or 12)
$APMA Bité 1 = For ledger card (Model 6 only)
134 1 $RPEQ Bit5 1 = Not {(col 23)
Bit 6 1 = Not (col 26}
Bit 7 1= Not (co! 19}
$RPGW/ *Bit1 0 = Object-time table name
$RPGY** 1 = Compile-time table name
$RPLB *Bit0 1 = No field lines follow
*Bitg 1-2 01 = 1P indicator
10 = LR indicator
11 = Overflaw indicator
*Bit 3 1 = First recard for output type
*Bit4 1 = Last record or field for output record type
136 1 $RPEO Bit 0 1 = PAGE, PAGE1, or PAGE2 (col 32-37)
Bit 1 1 = Blank After {col 39|
Bits 2-3 00 = Unpacked or alphameric (col 44)
01 = Packed
10 = Binary
Bit4 1 = *PLACE (col 32-37)
Bit5 1 = Ledger card cantrol identification (N in cal 40)
Bit6 1= *PRINT (col 32-37) Model 10 or 12
Bit 7 1 = MFCU print (* col 40) Model 10 or 12
$RPGB  Bit7 1 = MFCM print (Modsl 15 only)
$RPJO High print position on record (MFCM record specifications only},
$RPLR Parameter address if more than one byte of Data Management parameters
$RPLG X'00' = no parameter required
X’01’ = parameter required
136 2 $RPEO  Space before/after (col 17-18)
Bits 0-3 X‘0" — X'9' = Space before entry
X‘F* = No entry
Bits 4-7 X'0* — X'9’ = Space after entry
X‘F’ = No entry
$RPJO Length of edited output (field specification only); high end position on
recard for VLR on tape {record specification only, Item 135 and byte 0
of item 136 used); high punch position on record (MFCM record
specifications only).,
$RPLR Parameter address (item number 135 and Byte O of item number 136)
$RPLV X'00’ = no parameter required
X'01° = parameter required
137 1 $HPEO  Skip before in binary (col 19-20) (optional}

Figure 3-7. Qutput-format Compressions (Part 2 of 6)
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0001 = Primary file

0010 = Secondary file
1000 = Chained file

1001 = Demand file

1010 = Record Address file

00 = No specified sequence

Item Byte Defined/
Number Length Modified Description
138 1 $RPEO  Skip after in binary (col 20-21) (optional)
139 15 $RPEO Filename (col 7-14) (optional)
$RPGI Byte 0, Bit O 1 = MFCU print
Bits 3-7 Sequence number
Bytes 1-2 DTF address
Byte 3' Model 6 Model 10
X*10" = CONSOLE (printers- X’10’ = CONSOQLE {printer-
keyboard) keybaoard)
X'12*° = KEYBORD X‘40' = DISKET
(keyboard) X'50" = READA42 {1442 Card
X‘40' = DISKET ReadPunch}
X'SF° = Special 108 routine X'5F’ = Speciat 108 routine
X'80° = BSCA X‘60" = TAPE
X’'84" = BSCA {BSCA with X'80" = BSCA
first-time logic) X‘84° = BSCA with first-
X*90’ = CRT (display station) time logic
X‘A0' = DISK (disk unit) X'AQ' = DISK (disk unit)
X‘E1' = TRACTR1 (tractor 1) X'CO’' = DISKA5
X‘E2' = TRACTR2 (tractor 2) X‘E0’ = PRINTER {line print-
X‘E9’ = LEDGER (ledger card er — carriage 1)
device) X‘E8’ = PRINTR2 (line print-
X'F1’ = DATA96 (data er — carriage 2)
recorder) X‘FQ' = MFCU1 (MFCU pri-
X’'FF’ = Invalid entry mary hopper)
X‘F8 = MFCU2 (MFCU
secondary hopper)
X‘FF’ = Invalid entry
Model 12 Model 15
X‘10' = Console X‘01 = Device Indepen-
X'40' = DISKET dent Input
X'60' = READ42 (1442 Card X'02' = Device Indepen-
Read-Punch) dent Output
X'sF’ = Special X‘18' = CRT77
X60' = Tape X'40’ = DISKET
X‘80° = BSCA X‘'50° = READ42
X84’ = BSCA (first time Jogic) X’'68' = READO1
X'AQ’ = DISK (5444 simulation X‘6F" = SPECIAL 10S
area) routine
X‘CO’ = DISK40 or DISK45 X‘60’ = TAPE
(3340 main data area) X‘80° = BSCA
X'EQ' = PRINTER — carriage 1 X'AQ" = DISK44
X‘E8' = PRINTR2 — carriage 2 X'CO' = DISK45, DISK40
X'FO’ = MFCU1 —primary hopper X°E0’ = PRINTER
X'F8’ = MFCU2 — secondary X‘E4' = PRINT84
hopper X‘FO’ = MFCU1
X‘FF’ = Invalid entry X'F2' = MFCM1
X‘F4' = MFCM2
X'F8 = MFCU2
X‘FF’' = Invalid entry
Byte 4 Bits 0-3 Bits 45 Bit 7

01 = Descending sequence
10 = Ascending sequence

Bit 6

1 = End of file

Figure 3-7. Output-format Compressions (Part 3 of 6)
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Item Byta Defined/
Number Length Modified Description
Byte 5 Bits 0-1 Bits 4-6
00 = Sequential file 001 = Display file
01 = Indexed file 011 = Update file
10 = Direct file 100 = Combined file
11 = ADDROUT file 101 = Regular output file
Bits 2-3 11(1)j laput file
00 = Consecutive processing 111 = Unordered sequence
01 = Random processing Bit 7
10 = Indexed file processed 1 = Addition specified
sequentially by key
11 = Indexed file processed
sequentially within
limits
Byte 6 Bit0Q Bits 4-6
0 = Variable format 000 = Indexed file pro-
1 = Fixed format cessed consecutively
Bit 1 010 = Indexed k?y
0 = Unblocked file format {alphameric)
1 = Blocked file format 011 = Indexed key {packed]
. 100 = Record identification
Bits 2-3 {disk address)
01 = Extension or line 110 = Record number
counter specifications 3
10 = External indicators Bit 7
1 = Dual I/O
Byte 7 Overflow mask
Bytes 89 Record length
Bytes 10-11 10CB address
$RPPJ Bytes 12-13. Address of OPCR routine
140 2 $RPEO Output indicator {col 24-25) {optional}
$RPGF  Mask and displacement
$RPLB For output record lines, 1P indicators are zeroed out for heading and detail output, or LR indicators
are zeroed on LR output. Overflow indicators are always zeroed out.
141 2 $RPEO  Output indicator (col 27-28)} (optional)
$RPGF Mask and displacement
$RPLB For output record lines, 1P indicators are zeroed out for heading and detail output; LR indicators
are zeroed out for LR output. Overflow indicators are always zeroed out.
142 2 $RPEO  Output indicator {col 30-31} {optional)
$RPGF Mask and displacement
$RPLB For output record lines, 1P indicators are zeroed out for heading and detail output; LR indicators
are zeroed out for LR output. Overflow indicators are always zeroed out.
Note: Items 143, 144, and 145 are related as follows:
143-field name (6 bytes}
143-array name (6 bytes)
143 and 144-array with constant index
143 and 145-array with variable index

Figure 3-7. Output-format Compressions (Part 4 of 6)
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Page of LY21-0501-5
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By TNL: LN21-5423

ftam
Number

Byte
Length

Defined/
Modifiad

Description

143

144

145

146

147

148

149

6

7-25
(Variable
length
item)

$RPEO

$ARPGW/
SRPGY**

$RPHC

$RPJO

$SRPLV

$RPGW/
SRPGY**

$RPHC

$RPEO

$RPHT

$RPEO

$RPGH
$RPJO*

$RPEO

Field name {col 32-37) (optional)

{f an array name, the foilowing is set:
Byte 0 = 1. Alphameric length = length minus one
2. Numeric {ength = length minus one in the numeric portion; number of decimal
positions in the zone portion
Byte 1. See note 1
Bytes 2-3. Address of rightmost byte of last element for an array or an array with a variable index, or
address of rightmost byte of indexed element for an array with a constant index.
Bytes 4-5. DTT address

I1f a field name, the following is set:
Byte 0. 1. Alphameric length = length minus one
2. Numeric length = length minus one in the numeric portion; number of decimal
positions in the zone portion
Byte 1. See note 1
Bytes 2-3. Address of rightmost byte of field
Bytes 4-6. X'0000’

*Bytes 2-3. For arrays, address of rightmost byte of first element

*Bytes 0-1. Cumulative length of combined output fields move
*Byte 2, bit 6 is set to zero

For an array with a constant index, the following is set:
Bytes 0-1. Numeric value of the array index

For an array with a variable index, the following is set:
Byte 0. 1. Alphameric length = length minus one
2. Numeric length = length minus one in the numeric portion; number of decimal
positions in the zone portion
Byte 1. See note 1
Bytes 2-3. Address of rightmast byte of field

Edit codes {col 38) (optional)

Bit0 0 = Edit pattern 2 (no thousands demarcation)
1 = Edit pattern 1 (thousands demarcation)
Bit 1 1 = Date field
Bit 2 Q0 = Print zeros
1 = Print blanks for zero balance
Bit3 1 = CR for negative balance
8it4 1 = Minus sign for negative balance
8it6 1 = Asterisk fill
Bit 6 1 = Floating dollar sign
Bit 7 1 = Edit code Z (col 38)
End position in binary of the output record (col 40-43);
End position in *Tier/End Position Notation” for print
only on MFCM files.

Converted end position for Print Only on MFCM files.
End position minus 1 of the output record

Reserved

Byte O = length of constant or edit word without quotes
Bytes 1-24 = Constant or edit word (col 45-70)

Figure 3-7. Output-format Compressions (Part 5 of 6)
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Page of LY21-0501-5

Issued 24 September 1976

By TNL: LN21-5423

X‘01’ = CR for negative balance

X'10° = Zero suppression

X*20° = Floating dollar sign

X'40’ = Fixed dollar sign

Zero suppression or asterisk fill iength minus one

Length minus one of start of edit word to end of status

Length minus one of start of edit word to start of status

Item Byte Dofined/
Number Length Modified Description
$RPLN  Byte 0 = Length minus one
Bytes 1-24. If edit word:
Byte 3
X"80° = Asterisk fill
Byte 4
Byte 5
Byte 6
$RPLR
$RPLV

Bytes -1 = Address of constant or edit word

Byte 0 = cumulative length of combined Qutput Fields moves if a constant is present
Bytes 1-24 = If constant, address is adjusted by the length added to it

Note 1 {{tams 143, 145):

Bit 0 1 = Look-ahead field

Bits 2-3 00 = Field name

01 = Array name

10 = Table name

00 = Table saquence not specified

01 = Table is descending or field name is
UDATE related field

10 = Table is ascending or, if RLABL
specified field name or mask and
displacement of indicatar

Bits 4-5

Figure 3-7. Output-format Compressions (Part 6 of 6)

Bit6 0 = Length if alphameric
1 = Length is numeric

* indicates an addition or change to a previously defined area.
** Either phase SRPGW or $RPGY is loaded depending on
whether an object-time table or a compile-time table has
been loaded.
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[term Byte Defined/
Number Length Modified Description

128 1 $RPEE Compression length in binary
129 1 $RPEE Indicates presence of item in compression when bits are on (Bit=1)
Htem 129 Bit 0 1= Item number 132
Bit 1 1 = Item number 133

Bit 2 1 = Item number 134
Bit 3 1 = Item number 135
Bit 4 1 = Item number 136

Bit5 1 = ltem number 137

Bit 6 1 = Item number 138

Bit 7 1= Item number 139
130 1 {tem 130 Bits 0-3 1000 = Item number 140

1100 = Item number 140
and 141 {1-byte
extension)

1010 = Item number 140
and 142 (2-byte
extension)

1001 = Item number 140
and 143 {6-byte
extension)

Bits 4-7 1000 = Item number 144

1100 = Item number 144
and 145 (1-byte
extension)

1010 = Item number 144
and 146 (2-byte
extension}

1001 = Item number 144 and 147

131 1 Item 131 Bits 0-3 1000 = Item number 148

1100 = Item number 148
and 149 (1-byte
extension)

1010 = Item number 148
and 150 (2-byte
extension)

1001 = [tem number 148
and 151 (6-byte
extension}

Bit4 1 = ltem number 152
Bit 6 1 = Item number 153
Bit 6 1 = ttem number 154
Bit7 1 = [tem number 155

Figure 3-8, Telecommunications Compressions (Part 1 of 5)
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Item Byte  Defined/
Number Length Modified Description
132 2 $RPEE Byte O, Bit O 1 = Invalid specification
Bit 1 1 = This station ID invalid
Bit 2 1 = Remote station ID invalid
Bit 3 1 = Dial Number invalid
Bit 4 1 = Filename missing or invalid
Bit 5 1 = Polling characters invalid
Bit6 1 = Addressing characters invalid
133 1 $RPEE Byte 0, Bits 0-1 00 = Transmitter (col 16)
01 = Receiver
10 = Not applicable
11 = Error
Bits 2-3 00 = Blank (col 17)
01 = Tributary
10 = Not applicable
11 = Error
Bits 4-5 00 = N/Blank (col 19}
01 = Yes, transparent feature
10 = Not applicable
11 = Error
Bits 6-7 00 = Blank (col 60}

01 = Last file processed
10 = Not applicable
11 = Error

Figure 3-8, Telecommunications Compressions (Part 2 of 5)
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Item Byte Defined/
Number Length Modified Description
134 1 $RPEE Byte 0, Bits 04 Unused
Bits 5-7 000 = Explicit or symbolic entry for autocall {col 20}
001 = Autoanswer specified
010 = Manual answer
100 = Manual call
101 = Blank
111 = Error
135 1 $RPEE Byte O, Bits O-1 00 = Point to point nonswitched or blank {col 15)
01 = Switched
10 = Multipoint for nonswitched
11 = Error
Bit 2 0 = EBCDIC, blank or error (col 18)
1= ASCil
Bit 3 0 = Blank (col 52)
1 = Interblock check characters {1TB) or error
136 2 $RPEE Walt time in binary (col 55-57)
137 13 $RPEE Filename {col 7-14)
138 2 $RPEE Transmission terminator indicator (col 53-54)
139 2 $RPEE Record available indicator {col 68-569)
140 6 $RPEE This stations 1D {col 33-39)
$RPGW/ If an array name, the following is set:
$RPGY** Byte 0. See note 1
Byte 1. See note 2
Bytes 2-3. Address of rightmost byte of first element or indexed element
Bytes 4-5, DTT address
$RPHC If a field name, the following is set:
Byte 0. See note 1
Byte 1. See note 2
Bytes 2-3. Address of rightmost by te of field
Bytes 4-5. X‘0000°
$RPLN If a literal, the following is set:
Byte 0. See note 1
Byte 1. See note 2
$RPLR Bytes 2-3. Address of rightmost byte of literal
Bytes 4-5. These bytes are not used
141 1 $RPEE This station 1D {col 39)
142 2 $RPGW/ If an array with a constant index, numeric value of the index is set
$SRPGY**
143 6 $RPHC For an array with a variable index, the following is set:
Byte 0. See note 1
Byte 1. See nots 2
Bytss 2-3. Address of rightmost byte of index
Bytes 4-5. X'0000’

Figure 3-8. Telecommunications Compressions (Part 2 of 4)

Data Areas
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Item Byte Defined/
Number Length Modified Daseription
144 6 $RPEE Remota station ID (col 41-47)
$RPGW/ If an array name, the following is set:
$RPGY** Byte 0. See note 1
Byte 1. See note 2
Bytes 2-3. Address of rightmost byte of first element or indexed element
Bytes 4-5. DTT address
$RPHC if a field name, the following is set:
Byte 0. See nate 1
Byte 1. See note 2
Bytes 2-3. Address of rightmost byte of field
Bytes 4-5. X'0000*
$RPLN 1f a literal, the following is set:
Byte 0. See note 1
Byte 1. See note 2
$RPLR Bytes 2-3. Address of rightmost byte of literal
Bytes 4-5, These bytes are not used
145 1 $RPEE  Remota station ID (col 47)
146 2 $RPGW/ If an array with a constant index, numeric value of the index is set
$RPGY**
147 [ $RPHC For an array with a variable index, the following is set:
Byte 0. See note 1
Byte 1. See note 2
Bytes 2-3. Address of rightmost byte of index
Bytes 4-5. X'0000'
148 11 $RAPEE Dial number {col 21-31)
$RPGW/ If an array name, the foilowing is set:
$RPGY** Byte 0. See note 1
Byte 1. See note 2
Bytes 2-3. Address of rightmost byte of first element or indexed element
Bytes 4-5. DTT sddress
$RPHC If a field name, the following is set:
Byte 0. See note 1
Byte 1. See note 2
Bytes 2-3. Address of rightmost byte of field
Bytes 4-5. X'0000’
$RPLN If a literal, the foliowing is set:
Byte 0. See note 1
Byte 1. See note 2
$RPLR Bytes 2-3. Address of rightmost byte of literal
Bytes 4-5. These bytes are not used
149 1 $RPEE  Dial number {extension 1)
150 2 $RPGW/ If an array with a constant index, numeric value of the index is set
$RPGYQ!
151 6 $RPHC For an array with a variable index, the following is set:
Byte 0. See note 1
Byte 1. See note 2
Bytes 2-3. Address of rightmost byte of index
Bytes 4-5. X’'0000"

Figure 3-8. Telecommunications Compressions (Part 3 of 4)

3-52
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I1tem Byt Defined/
Number Length Modified Description

152 1 $RPEE Polling characters
1683 1 $RPEE Addressing characters

154 4 $RPEE Remote termina) (col 48-51)
2770 = 2770 channel 1
2771 = 2770 channel 1
2772 = 2770 channel 2
2773 = 2770 channel 3
2774 = 2770 channelt 4
2780 = 2780

$RPEW

Byte 0 Compressed Terminal value
X'40’ = 2770 channel 4
X‘60°' = 2770 channel 1
X‘60’ = 2770 channel 2
X‘70" = 2770 channel 3
X80 = 2780

Byte 1 Compressed Device value
2170
X'11' =22131
X12' = 22132
X‘13' = 5456-3
X‘14' = 5454
X'15" = 2502-1
X*16' = 2502-2
X‘17" = 5496-1
X'18’ = 6496-2

2780
X'01' = 14421
X'02' = 1442-2
X'03' = 1443

Byte 2 Device Type
X‘01’ = reader
X‘02’ = punch
X'03' = printer

Byte 3 Device Code

166 6 $RPEE Remote Device
1443 = |BM 1443 Printer
1442.1 = IBM 1442 Card Read/Punch {card read)
1442-2 = |BM 1442 Card Read/Punch (card punch}
2213-1 = IBM 2213 Printer, Model 1
22132 = |BM 2213 Printer, Modei 2
0545-3 = IBM 0545 Card Punch, Mode! 3
0545-4 = IBM 0545 Card Punch, Model 4
2502-1 = I|BM 2502 Card Reader, Model 1
2502-2 = IBM 2502 Card Reader, Model 2
5496-1 = IBM 5496 Data Recorder (ceard read)
5496-2 = |BM 5496 Data Recorder {card punch)

| * |ndicates an addition or change to a previously defined area. Note 2 (ltems 140, 143, 144, 147, 148, 151):

| Note 1 (iems 140, 143, 144, 147, 148, 151): Bit 0 1= Look-ahead field
—_— Bits 2-3 00 = Field name

01 = Array name
10 = Table name
Bits 4-5 00 = Table sequence not specified
01 = Table is descending or, if RLABL
specified, field name or mask and
displacement of indicator
Figure 3-8. Telecommunications Compressions (Part 5 of 5) Bit & 0 = Length is alphameric {see Note 1)
1 = Length is numeric

1. Alphameric length = Length minus one

2. Numeric length = length minus one in the numeric portion;
number of decimal positions in the zone portion

Data Areas 3-53
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ALTERNATE COLLATING SEQUENCE, FILE
TRANSLATE, AND COMPILE-TIME TABLE/ARRAY.
COMPRESSIONS

At compile time, these three tables are compressed by

phase $RPFA into two compression types. The alternate
collating sequence and file translate tables form one
compression and the compile-time tables/arrays form another
compression. The first byte of each 97-byte compression
contains the length of the compression; the remaining

bytes contain the record specified. The compression

block table (CZATAB) tells the type of compression

and its address.

CHAIN TABLE

This table is built by phases $RPPN and $RPRW and
used by phase SRPMP. The table begins with a
2-byte field which contains the number of entries in
the table and ends with a 4-byte dummy entry to
show the last byte of the subsegment. Each entry in
the table is four bytes long:

Byte Contents

0 File sequence number

1-2 Start address of the subsegment

3 X08’ = Set Resulting Indicators
subroutine

X‘10’ = TAG subroutine
X*20’ = Convert to Decimal
subroutine
X*80’ = Unpack subroutine

COMPILE-TIME SYMBOL TABLE

The 17-byte compile-time symbol table is built by
phase SRPGY for each compile-time table/array:

Byte  Bit Contents

0-5 Table/array name

6-7 Number of elements in the
table/array

89 Number of elements per input
record

10-11 Element length

3-54

12 0
2-3
4-5
6

13-14

15-16

1 = Look-ahead field

00 = Field name

01 = Array name

10 = Table name

00 = Table sequence not
specified

01 = Table is descending or field
name UDATE related field

10 = Table is ascending or, if
RLABL is specified, field
name or mask and displace-
ment of the indicator

0 = Length is alphameric

1 = Length is numeric

First element address (rightmost
byte)

DTT address

DATA MANAGEMENT ENTRY POINTS AND
MODULE NAMES COMPRESSIONS

Phase $RPFA builds compressions of data manage-
ment entry points and module names. These com-
pressions are used by later phases to generate

branches to data management. The first byte of each
compression is the length of the compression. This is
followed by a series of 2-byte internal entry points and
2-byte translated module names. The last two bytes of
each compression contains X‘EEEE".

The 2-byte entry point contains the following:

Byte

0 (Bits 0-3)

0 (Bits 4-7)

Licensed Material-Property of IBM

Contents

1000 = Sequential file
processed consecutively
1001 = Indexed file processed
randomly by key
1010 = Direct (disk address) file
1011 = Direct (record number) file
1100 = Indexed file processed
sequentially by key
1101 = Indexed file processed
sequentially within limits

0001 = Input file

0010 = Output file

0011 = Update/combined file

0100 = Add/print file

0101 = Input + add file

0110 = Output + add file

0111 = Update/combined + add
file

1000 = Output unordered file

1010 = Output chain file



1 (Model 6)

1 (Model 10)

2 (Model 12)

- XAl

X‘18’ = CONSOLE (printer-
keyboard)
= KEYBOARD
(keyboard)
X‘40’ = DISKET
X‘80’=BSCA
X'84’ = BSCA (BSCA with first-
time logic)
X‘94’ = CRT (display station)
X*AQ’ = DISK (disk unit)
X‘Al’ = Multivolume Disk
X‘E4’ = TRACTRI (tractor 1)
X‘E4’ = TRACTR2 (tractor 2)
X‘E8’ = LEDGER (ledger card
device)
X‘F4’ = DATA96 (data
recorder)
X‘FF’ = Invalid entry

X4

X‘10* = CONSOLE (printer-

keyboard)

DISKET

X*50° = READ42 (1442)

X‘60’ = TAPE

X‘80’ = BSCA

X'84’ = BSCA with first-time
logic

X‘A0’ =DISK (5444)

= Multivolume DISK (5444)

X‘CO’ = DISK45

X‘C1” = Multivolume DISK45

X‘E0’ = PRINTER (line printer-
carriage 1)

X‘E1’ =PRINTR2 (line printer-
carriage 2)

XF0’=MFCU1 (primary
hopper)

X‘FO’ =MFCU?2 (secondary
hopper)

X*10’ = Console

X'40’ = DISKET

X*'50’ =READ42 (1442 Card
Read-Punch)

X'5F’ = Special

X‘60’ = Tape

X‘80°’ = BSCA

X‘84’ = BSCA (first time logic)

X‘AQ’ = DISK (5444 simulation area)

X*C0’ = DISK40 or DISK45 (3340
main data area)

X'EQ’ = PRINTER — carriage 1

X'E8’ =PRINTER — carriage 2

X‘FO’ = MFCU1 — primary hopper

X‘F8 = MFCU2 — secondary hopper

X‘FF’ = Invalid entry

X440’ =

Page of LY21-0501-5
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1 (Model 15) X‘0Y’ = Device independent input
X‘02’ = Device independent output
X‘1C’=CRT77

X‘40’ = DISKET

X‘50'=READ42

X‘58'=READO1

X‘60’=TAPE

X‘80’=BSCA

X'84’ = BSCA with first-time logic
X‘A0’ = DISK (5444)

X‘A1’ = Multivolume DISK (5444)
X‘CO’ = DISK45, DISK40

X‘C1’ = Multivolume DISK45
X‘EQ’ = PRINTER

X‘E4’ = PRINT84

X‘F0’ = MFCU1

X'FO’ = MFCU2

X‘FC’ = MFCM

X‘FF’ = Invalid Entry

External module names are formed from a 16-
character EBCDIC alphabet. Each character is trans-
lated into a hexadecimal equivalent when the module
name is compressed. In this way, a 4-byte module
name is compressed into two bytes. The EBCDIC
characters used in module names and the correspond-
ing internal hexadecimal characters are as follows:

EBCDIC Character Corresponding Internal
in Module Name Hexadecimal Character

A 0

B 1

C 2

D 3

F 4

G 5

H 6

I 7

L 8

M 9

0] A

P B

R C

S D

T E

U F

Data Areas 3-55
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On Model 15 Program Number 5704-RG2, when external

buffers are called, different data management modules are

called for disk devices.

The external buffer data management modules have the
same names as their corresponding internal buffer data
management modules except for the first alphabetic
character. (The name is changed in phase SRPRZ.) If
external buffers are specified, disk data management
modules with the first character of ‘C’ are changed to
‘W, a first character of ‘D’ is changed to ‘Y’, and a first
character of ‘T’ is changed to ‘X’. Until phase $RPRZ is
run, the translated name of the equivalent data manage-
ment module is carrled in the compression.

Example:

Disk file, external buffers specified

Internal buffers data management module name:
$SDFIM

Translated name in compression: X‘3479’

Changed data management module name in $RPRZ:
$SYFIM

3-56

ERROR FiLE

The error file can contain two different types of error
information. During the Input and Compression
phases, the error file is 64 bytes long. Each bit, going
from left to right, represents an error number. When
a bit is on, an error message must be printed for the
corresponding error number. For example, if the
eighth bit is on, then error message 8 must be printed.
See the IBM System/3 Model 6 RPG II Reference
Manugl, SC21-7517 or IBM System/3 RPG II Reference
Manual, SC21-7504 for a list of the errors and the
error messages.

Licensed Material-Property of IBM



During the Diagnostic phases, the error file builds a
5-byte entry for each error found. The entry is in this
format: 12
Byte Meaning
13
0 Length of entry
1-2 Statement number of error
34 Binary number of error number
The compression block table (CZATAB) gives the ad-
dress of the error file.
FILE INPUT/OUTPUT TABLE
14
This table is created by phase SRPGH and remains in
storage to be used by the remaining Assign phases.
There is one 33-byte entry in the table for each file in the
order defined on the file description specifications except
the primary file entry is first. The format of this table is:
Byte  Bit Contents
0-7 Symbolic filename
8 0 1 = Look-ahead field
1 1 = *PRINT or * in column 40
(Models 10 and 12)
2 I = *PRINT used (Models 10
and 12)
3 1 = From Filename with address
placed in COMMON at
COMBKC 15
4 1 = To Filename with address
placed in COMMON at
COMBLC
5 1 = Line counter specifications
for this file
6 1 = Printer type file or BSCA
printer file '
9 Sequence number of file deserip-
tion compression in which file-
name is defined
10-11 IOCB address

Byte

Bit

4-5

o)

0-1

4-6
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Contents
Device type

0001 = Primary file
0010 = Secondary file
1000 = Chain file

1001 = Demand file
1010 = Record address file
1100 = Table

00 = No sequence

10 = Ascending file

01 = Descending file

1 = End of file (col 17)
1 = File translate

00 = Sequential file

01 = Indexed file

10 = Direct file

11 = ADDROUT file

00 = Consecutive processing

01 = Random processing

10 = Indexed file processed
sequentially by key

11 = Indexed file processed
sequentially within limits

110 = Input file

100 = Combined file

011 = Update file

101 = Ordered output specified

111 = Unordered output
specified

001 = Display file

1 = Add records

0= Variable record

1 = Fixed record

0= Unblocked file

1 = Blocked file

01 = Extension code specified
(col 39)

10 = External indicator used to
condition file

000 = Consecutive processing

010 = Key (alphameric)

011 =Packed key

100 = By ADDROUT file

110 = By relative record number

1 =Dual I/O

3-56.1



Byte
16-17
18-19
20-21
22

23

24
25-26
27

28

29
3031

32

FILENAME TABLE

Bit

Contents

Block length

Record length

Key start location

Key length

Overflow indicator mask
External indicator

Index in storage
Number of extents
Operation code and parameters
DTF length

DTF address

Unreferenced

This table is built by phase $RPGV and used by
phase $RPJK. The table contains one 12-byte entry
for each filename specified in this format:

Byte
0-7
89
10-11

Bit

0

10
11-15

Contents
Filename

Record length

1 = Filename not used

1 = Extension specified but not
found

1 = Line counter specified
but not found

1 = File sequence specified

1 = Match fields

00 = Blank

10 = Chain file

01 = Display file

11 = Demand file

1 = Input specifications not
found for input file

1 = Output specifications not found
for combined or update file or add

was specified.
1 = Ledger card device
TRACTRI or TRACTR2
Statement number

FINAL SEGMENT LIST {MODELS 6, 10, AND 12}

$RPSB takes the 16-byte segment list from $RPSP in the
following format:
Byte  Bit Contents
0 01 Type
00 = Subroutine
01 =Table
10 = Mainline segment
11 = Subsegment
2 Segment is subsegmented or first of a
substructure list if Type = 10
3 User subroutine if Type = 00
4-6 100 = Segment is main overlay or
start of suboverlay
110 = Segment is contained in main
overlay
101 = Segment is contained in sub-
overlay
7 Overlay uses both areas (on mainline
only)
1 Overlay priority (X‘FF’ = duplicate
segment)
23 Address of object code
4.5 Length of object code
6-7 Substructure pointer
89 Identifier for each segment
10-11 Duplicate chain
12-13 Volatile duplicate flag
14-15 Transfer vector size

Phase $RPSC creates a 10-byte segmerit list by taking the
first 10-bytes of the final segment list. Bytes 6-7 are
changed to contain the relocated address of object storage.

FINAL SEGMENT LIST (MODEL 15)

$RPRX builds the 16-byte segment list and $RPRZ adds
toit. The format of 16-byte segment list is:

Byte  Bit Contents

0 Type
00 = System subroutine
10 = User subroutine
20 =EXTRN to system subroutine
30=EXTRN to user subroutine
40 = Constants
80 = RPG mainline
AQ=EXTRN to ENTRY
CO = RPG subsegment

1 Priority or type of entry segment for
an EXTRN if TYPE = A0, 30, or 20.

Data Areas 3-57
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Byte  Bit Contents

23 Address of object code or:
— Entry point address if TYPE = A0,
30, or 20.
— X'0000’ if TYPE = 10 or 00.

4-5 Length of object code or:
— ID of referenced segment if
TYPE = A0, 30, or 20.
— X'0000’ if TYPE = 10 or 00.

6-7 Controlling identifier (a pointer which
chains entries together), or ID if
referencing segment if TYPE = AQ,

30, or 20.

89 Identifier for the segment or X‘0000’
if TYPE = AQ, 30, or 20.

10-13 Reserved

14-15 Name:

— Compressed name from 16-character
alphabet if TYPE = 00 or 20.

— Last two characters of user sub-
routine name if TYPE = 10 or 30.

— End + 1 address of referenced seg-
ment if TYPE = A0 and reference
segment TYPE = 40.

— End + 1 address of this segment if
TYPE = 40, 80, or CO.

GENERAL STORAGE TABLE

The general storage table is built by phase $SRPLN
and contains constants, edit patterns, literals, and
output DTF parameters. Phase $RPLR modifies and
uses this table. The format of the general storage
table is:

Byte  Bit Contents

0 Length of table element
1-2 Statement number
3-58

Byte  Bit

3
0
1
2
3
4
6
7

4.5

6-29

Contents

Usage mask

1 = Total calculations

1 = Detail calculations

1 = Program Close Mainline

1 = LR and Overflow Control
Mainline

1 = Open Mainline

1 = Total output

1 = Detail output

Object code address (built by
phase SRPLR)

Object code

| INTERNAL SYMBOL TABLE (MODELS 6, 10, AND 12}

The internal symbol table built by phase $RPSE is used by
phases SRPSG, $RPSI, and $RPSK. The 3-byte table

format is:

Byte  Bit

0-1

2

3 0
1
2
3
4
5
6
7
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Contents

Disk address of the first sector
of sorted object code blocks

Number of sectors of sorted object
code blocks

1 = Object code sorted
1 = Mainline routine is an overlay

1 =Mainline routine contains
suboverlays

1 =Mainline processed by final out-
put phases

0 =Root segment to be generated
I = Overlays to be generated

1 =Mainline completely in storage
Not used

1 = Number of sectors of sorted
object code blocks exceeds 225



NAME TABLE

Phase $RPGU builds a 16-byte entry for each object-
time tablefarray in the name table with this format:

Byte
0-5

6

&9

10-11
12-13

14.15

Bit

0-3

47

45

Contents
Table/array name

Number of decimal positions for
numeric fields

Length minus one in binary of a
table/array entry

1 = Look-ahead field
00 = Field name
01 = Array name
10 = Table name
00 = Table sequence not specified
01 = Table is descending or field
name is UDATE related field
10 = Table is ascending or, if RLABL
is specified, field name or mask
and displacement of the
indicator
0= Alphameric length minus one
1 = Number of decimal positions in
zone portion; length minus one
in numeric portion

Not used

Address of first entry in the table/
array
Address of second byte of the DTT

Number of entries in the table/array
in binary

Number of statement in which the
table/array is first defined

OBJECT CODE BLOCK

Object code blocks contain portions of sequenced object
text generated by the Assign and Assemble phases. These
blocks are written onto a disk work file ($SOURCE) during
compilation. The overlay phases sort the object code
blocks and generate text-RLD records required by the
linkage editor. Object code blocks contain up to 255 bytes,
in the following format:.

Byte

ntl

n+2-end

Contents

Length of the object code block

Length of object text contained in the block

Address of the leftmost byte of the text

Object text

Length of the relocation dictionary (RLD).
This entry is zero if no RLD is present

Relocation dictionary (RLD)

Each relocation dictionary entry contains two
or four bytes, as follows:

Byte
0

2-3
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Contents

X*01’ = Transfer vector not allowed

X'04’ = Overlay code

X0C’ = Branch to transfer vector

X‘30’= RLD address is in ROCA

X‘4(’ = Relocate address outside of
current segment

X‘80’= External reference (RPG II
code) (if on, Bytes 2 and 3
are present)

X‘90’= External reference (subroutine)

X‘CO’= External reference (user sub-
routine)

Displacement from the beginning of
the text to the rightmost byte of
address to be relocated

Translated external module name

(see Data Management Entry Points
and Module Names Compressions)
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PHASE LOAD COMPRESSION

Phase $RPG builds 11-byte compressions of load informa-
tion for each compiler phase. These compressions are used
to eliminate the find every time a new phase is called.

The format of these compressions is:

Byte Meaning

0 Length of entry (constant X‘0B’)

1-2 Last two characters of the phase
name

34 Cylinder/sector (location of phase on
disk)

5 Number of disk sectors to be loaded

6-7 Load point

8 Displacement to first RLD

9-10 Entry point

SEGMENT LIST

This list is built by phases SRPLR, $RPMK , $RPMM, and

$RPMP and is used by phases $RPRX and $RPSA (Models

6, 10, and 12). The segment list contains informatjon

about segments of code in this format:

Byte Contents

0 X‘FO” = EXIT subroutine specified
X*‘CO’ = Subroutine
X‘B0’ = IPCR,OPCR, or constants
X‘A0’ = Object code
X80’ = Mainline code

1 Overlay priority with O = lowest
priority to be overlaid (the last to
be overlaid)

2-3 Address of object code or subroutine
name

45 Length of object code
6-7 Controlling identifier (a pointer
which chains entries together for easy

identification by the Overlay phases)

89 Identifier for each segment

360

There is an entry for each mainline and an entry for each

subsegment. If the subsegment belongs to more than one

mainline, an entry is generated for each mainline to which
the subsegment belongs.

SYMBOL TABLE

The symbol table built by phase $RPHA remains to be
used by phases §RPHC and $RPHD. There is one 12-byte
entry in the table for each field name in the order defined
in the input and calculations specifications. The table
format is:

Byre  Bit Contents
0-5 Field name
6 0-3 Number of decimal positions for

numeric field
47 Field length minus one in binary

7 0 1 = Look-ahead field
1 1 = Field unreferenced
2-3 00 = Field name
5 1 = UDATE related field
6 0 = Alphameric length minus one
1 = Number of decimal positions in
zone portion; length minus one
in numeric portion
7 Not used
8-9 Assigned address in the Root
Segment
10-11 Number of the statement in which

the field is first defined

TELECOMMUNICATIONS TABLE

Phase $RPGK builds a 33-byte telecommunications table
in main storage behind the file input/output table for each
telecommunications compression. For more information
on telecommunications compressions, see Figure 3-8. The
table format is:

Byte Contents

0-2 Format bytes

3-7 Note bytes

89 Wait time

10-11 Permanent error indicator

Licensed Material-Property of IBM



Byte Contents

12-13 Record available indicator

14-15 Address of the leftmost byte of this
station ID entry

16 Number of bytes in this station ID
entry

17-18 Address of the leftmost byte of
remote station ID entry

19 Number of bytes of remote station
ID entry

20-21 Address of leftmost byte of Dial
Number entry

22 Number of bytes of Dial Number entry

23-24 Address or polling characters

25-26 Address of corresponding file input/
output table entry

27 Remote device selected

28 Lines to space after

29 Lines to space before

30 Line count

" 31 Page size
32 Overflow line
TEXT-RLD RECORD

Models 6, 10, and 12

Text-RLD records are generated by overlay phase $RPSK
from sorted object code blocks for use by the linkage
editor. Each record is 64 bytes long in the following
format:

Byte Contents

0 T (denotes text-RLD record)

1 Length minus 1 of object text con-
tained in the record

2-3 Address of the rightmost byte of
object text in the record

4-63 Object text begins in byte 4; 1-byte

RLD (relocation dictionary) entries
are inserted beginning in byte 63
from right to left. Unused bytes (at
least one) between text and RLD
contain X'00°, RLD points to the
right end of the address displaced
from beginning of text,

Each RLD entry contains the displacement from the left-
most text byte in the record.

Model 15

See IBM Model 15 System Services Logic Manual,
SY21-0034, for text-RLD record format for the Model 15.

DISK WORK AREAS

The RPG II Compiler requires that two disk work areas be
provided, $WORK and $SOURCE. Figures 3-9 and 3-10
show the general usage of these areas. For more detailed
information on any phases mentioned, see the description
of these phases elsewhere in this manual.

Data Areas 361
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segment list to 10-byte
(full) segment list

$RPSE 18-byte final segment
list and 10-byte (full)
segment list

Puts out 10-byte
segmant list and
sorted text for
root phase

Puts out 10-byte
segment list and sorted
text for each mainiine

segment list to 10-byte
(full) segment list

16-byte final segment
list and 10-byte (full}
segment list

Puts out 10-byte
segment list and
sorted text for
root phase

Puts out 10-byte
segment list and sorted
text for each mainline

Initiating Non-Overlay Qverlay
Phase SWORK $SOURCE SWORK $SOURCE
$$STAI* Unused Source data Unused Source data
$RPEA Compressions Compressions
$RPGX Object text blocks Object text blocks
$RPRX Initializes 16-byte Initializes 16-byte

long final segment long final segment

Iist list
$APSC Converts 16-byte finaf Converts 16-byte final

10-byte segment list

10-byte segment list and
sorted text for root phase
{updated with overlay
fetch routine, overlay fetch
table, and transfer vectors}

10-byte segment fist and
sorted text for each main-
line segment (updated
with transfer vectors)

segment segment
$RPSG
{called only
for overlay)
$RPS|** Phase and Entry Phase and Entry
records records
$RPSK** Text-RLD records Text-RLD records
$RPSK (just Copy of $SOURCE
prior to calling (Phase, Entry,
$LINKB) Text-RLD records)

**Called once for every overlay generated

Figure 3-9. Use of SWORK and ‘$SOURCE (Models 6, 10, and 12)
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E—END RECORD

Initiating $SWORK $SOURCE
Phase
$RPEA Compressions Compressions
$RPGX Object text blocks
$RPRX Initializes 16-byte
long final segment list.
$RPRX 16-byte segment list | Final text block
$RPRY Sorted and merged
text blocks; Copy
of 16-byte seg-
ment list
$RPRZ Input to Overlay
(just prior to Linkage Editor:
calling
$OLYNX) OPTNS—QPTIONS
RECORD
S—ESL RECORDS
T-TEXT-RLD
) RECORDS
S—
T—
R. Modules
N S—
T—

Note: Usage of disk work areas is the same in Model 15 RPG 1,
whether or not overlays are used.

Figure 3-10. Use of $WORK and $SOURCE (Model 15)
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This section describes the object program generated by the
RPG II Compiler in terms of:

° RPG I processing cycle (control flow through
object program)

° Object code generated for calculations
®  Functions performed by subroutines
° Data areas used by the object program

° Overlay techniques employed by the RPG II
Compiler

This section also includés sample dump analysis as an aid
in examining areas of a storage dump of an RPG II

program,

Flowchart Technigques

Appendix A in this publication explains the general flow-
charting techniques used. The flowcharting conventions
in this section differ from the general flowcharting
techniques in these ways:

1. A striped process block signifies an operation
performed by a routine which is flowcharted in
this section.

2. A decision block labeled COMPILER **** signifies
a compiler decision. THIS DECISION IS NOT
ACTUALLY MADE IN THE OBJECT PRO-
GRAM, BUT IT INDICATES THE CONDI-
TIONAL PRESENCE OF SOME OBJECT CODE.
A compiler decision indicates a choice of two or
more alternatives, only one of which is present in
a given section of object code.

The narrative description of the routines only supplements
the flowcharts.

OVERALL OBJECT PROGRAM FLOW

Figure 4-1 shows the flow of the RPG Il processing cycle.

Figure 4-2 shows the cycle in more detail,

Section 4. Object Program

DETAILED OBJECT PROGRAM FLOW

The object program generated by the RPG II Compiler is
described in detail on Charts CA through CM. Parameter
lists and local hold areas are described in the individual
routine descriptions. Significant data areas are defined
in Data Areas in this section,

Open Mainline (Chart CA)

The Open Mainline performs key functions which control
the RPG II cycle. It opens files and initializes data areas,
indicators, and switches to allow a2 new processing cycle to

begin.

Input Processing Control (Chart CB)

The Input Processing Control routine (IPCR) handles
processing of input between RPG II and data manage-
ment. [PCR also handles some error recovery from data
management.

Output Processing Control {Chart CC)

The Output Processing Control routine (OPCR) handles
processing of output between RPG II and data manage-
ment. OPCR also handles some error recovery from data
management. For each file that has output, there is a
12-byte linkage in the program listing.

Output Fields and Records Code (Chart CD)
The Output Field and Records Code routine move fields
to the output buffer in main storage.
Qutput Records
The object code generated by compile-tirne phase RPPS is
divided into six overlay segments. These segments appear
in different areas of the program logic flow. The segments

in order of appearance are:

1. First Page Output routine

Licensed Material-Property of IBM
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Enter From $$INP2

Open Mainline
L] Opens files.
[ Initializes data areas, indicators, and switches.
L] Reads and translates object-time tables.
L] Performs and translates 1P output.

4-2

Detall Qutput Mainline

| L4 Performs and translates heading and detail output.

Input Mainline

Reads records.

L] Resets specified overflow indicators and all H1-HS and
LO-L9 indicators.

] Resets record resulting indicators.

®  Checks for program halts H1-H8 and displays them.

L] Checks for an and of file and sets on LR indicator if

end of job conditions are met.

Total Calculations

L] Performs total {LO-L9) calculations.

Total Output

° Performs total output.

Figure 4-1. Object Program Flow

LR and Overflow Control Mainline?

¢ If LR is on
(4 Performs overflow output if any for each file.
®  Sets MR on or off depending on matching file status.

. '
Input Fields Mainline
3

Moves input data fislds from the input buffer to the
specified data areas.

L] Reads a record from the file being processed if the file
is a look-ahead of not a combined or update file.

L] Moves look-2head fields from all files to data areas.

Detail Calculations ‘

‘ L] Performs detail calculations.

L] Performs LR calculations and output when controiled cancel
has been selected for a hait or LR is on.

L] Dumps tables.

[ Closes files.

Ctose Mainline

( Exit To End of Job Transient, $$SPEJ )
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Enter From $$INP2

Open Mainline Chart CA
®  Allocates files using $$STAl.
L] Opens files using S$OPEN.
L] Initializes data areas, indicators and switches.
L] Reads and translates files if necessary, using $3PGF |
{Chart EB).
. Perform and wranslate 1P output using Qutput Fields
and Racords Code {Chart CD).
Detail Output
L4 Performs and translates heading and detail output using
OPCR {Chart CC), Output Fields and Records Code
{Chart CDJ, and Fetch Overflow (Chart CF).
Input Mainline Chart CE
L4 Leaves overflow indicators on if fetched at detail time:
howaver sets overflow indicator off if performed last
cycla.
L4 Displays any H1-H9 halts if necessary.
* If operator selected immediate cancet 20
* If operator selected controlled cancel
. Sets off all record 1D, H1-HY, L1-L9, and 1P indicators.
* IfLRison
* If keyboard is primary on first cycle (Modet 6)
o Reads record using IPCR (Chart CB) and selected 1/0
modules,
o Mend ot e EEEE——— )
o |dentify record using Record 1D (Chart CG).
o 1f record not identified or if record out of sequence,
display halt using $8SYRP {Chart EZ or E1)
* If operator selected immediate cancel w
* If apevator selected controlled cancel a

Figure 4-2 (Part 1 of 2). Intermediate Object Program Flow

Input Mainline
{continued}

@  Processas records using Multifile Logic {Chart CH)
* 1t end of file conditions are met, set on LR
° Process valid force file or multiple input files.

° 1t match file out of sequence, display helt using
$SSYRP {Chart EZ or E1)

* If operator selected immediate cancel
* if operator selected controlled cancel

®  Satson record ID indicator being processed using Control
Fields Logic and Move {Chart CI). ’

. Sets on appropriate L indicators if there are control fields
in record or control breaks.

W first control wcie—®

Total Calcuiations

L] Pevforms total calculations (10-18) or LR calculations.

Total Qutput

° Performs total output or LR output using OPCR
{Chart CC), Qutput Fields and Records Code (Chart
CD}.

LR and Overflow Mainline Chart CK

¢ IfLRison —@
L4 Performs overflow and output for each file using Qutput

Fields and Records Code [Chart CD) and OPCR (Chart
CC).
e Set MR on or off depending on matching files status.

Object Program 4-3
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Input Field Mainline Chart CL Close Mainline Chart CM

Perform LR calculations when job is cancelled.
Pertorm LR and 101! output when job is cancelled.
Dump tables.

Closa files using $$CLOZ.

L] Move fields to work area for file selected.
° Set tisld resuiting indicators,
L Read and translate for look shead.

Detail Calcutations
( Exit To End of Job Transient [$$SPEJ) )

L} Perform detail calculations.

Figure 4-2, Intermediate Object Program Flow (Part 2 of 2)

44
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2.  Heading and Detail Output routine

3.  Total Output routine

4. LR Output routiﬁe

5.  Exception GCutput routine

6.  Overflow Output routine (one segment per file).

The linkages between the segments are generated as fol-
lows. The First Page Output routine branches to the
Detail Output routine, and the Detail Output routine
branches to Input Mainline. The LR Output routine, the
Exception Output routine, and each segment of the
Overflow Output routine are closed subroutines which
store ARR and return branches.

Record Indicators: Overflow indicators are not tested in
the Overflow Output routine. This is done before the
routine is called. LR and IP indicators are not tested in
the First Page Output routine or the LR Output routine
since first page and last record processing occurs once.

Output Fields
The addresses of output fields may be found as follows:

Table Elements: The last referenced element {indicated in
the DTT) contains the addresses.

Array with No Index: Array loop control is used to in-
crement processing throughout the array.

Array with Variable Index: The Array Index subroutine
is used to find the desired field (see the Library of Sub-
routines for a description of the array index).

Array with Numeric Index: The address is calculated at
compile time and used directly.

Punch: Punch fields are all moved and execute first be-
fore all fields to be printed.

*PLACE: The highest previously used end position on
other than *PLACE lines is used for the move. The
length of the move is from the highest previously given
end position to position 1,

PAGE: If no conditioning indicators are given, 1 is added
to the field contents before the field is moved to the out-
put buffer, If conditioning indicators are given and the
conditions are met, the field is set to zero, 1 is added to

it, and the field is moved to the output buffer. If con-
ditioning indicators are given and the conditions are not
met, 1 is added to the field and the field is moved to the
output buffer. For 1P forms alignment, the PAGE fields
are not incremented on the first 1P line,

Editing: For edit words and edit codes:
1.  Edit patterns are moved to the output buffer.
2. The field is edited into the pattern.

3. If the field is positive, the status is blanked out for
edit words.

4.  For edit codes, if zero suppression is specified, then
zeros suppress everything to the left of the decimal
point, If the field has no value, it is zero sup-
pressed through the decimal point on edit codes 2,
4,B,D,K,and M.

For Blank After: Alphameric fields are cleared to blanks;
numeric fields are cleared to zeros.

Update FILES: An image of the update files is moved
from the input buffer to the output buffer before output
fields are moved in, except when adding to an update

file. An image of the update files will not be moved to the
output buffer in this case,

Input Mainline (Chart CE)

The Input Mainline routine generates code to get a record
and checks for end of job, In addition, it performs these
indicator functions:

1.  Resets specified overflow indicators and all HI-H9
and 1.0-L9 indicators.

2. Resets record identifying indicators.

3. Checks for program halts (H1-H9) and displays
them.

4.  Checks for an LR indicator and, if LR is found,

control is passed to Control Fields Logic and Move
routine,

Object Program 4-§
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Fetch Overflow {Chart CF)

The Fetch Overflow routine determines if overflow has
occurred for the file being processed. If overflow has
occurred and is still pending, the overflow segment for
the file being processed is called and the second internal
indicator is set on. There is a fetch overflow routine for
each overflow mainline.

Record 1D (Chart CG)

The Record ID routine identifies a record, moves control
parameters into the JOCB, and sequence checks the nu-
meric sequence for all record types.

This routine also checks column 17 (Number) and column
18 (Option) of Input Specifications.

Multifile and Matching Records Logic (Chart CH)

Chart CH describes the three types of multifile and match-
ing record logic: multifiles with no matching fields, multi-
files with matching fields, and one input file with match-
ing records.

Four areas are described as work and save areas. H2 isa
work area located at the beginning of ROCA. Hl isa
storage area which is assigned to ROCA if H1 is not
greater than 72 bytes. If it is greater than 72 bytes, H1 is
generated as part of the matching records code. S1isa
save area assigned to the Root Segment containing the
matching values of the last selected file. [t is used for
sequence checking. S2 is a save area assigned to the Root
Segment containing the match values of the last sefected
primary file. It is used to control the setting of the MR
indicator.

The address of the primary file IOCB is stored at dis-
placement X‘98’-X‘99’ in ROCA, and the address of the
last selected IOCB is stored in ROCA at displacement
X9A’-X‘OB’. See Data Areas, Match Field Save Areas in
this section for further discussion.

Control Fields Logic and Move (Chart Cl)

The Control Fields Logic and Move routine determines
whether to bypass total output and total calculations for
the first RPG II cycle or bypass total output and total
calculations when the first control break occurs. The
routine also moves the control fields to a work area and
compares them against the last set of control fields. If

4-6

there is a control break, the appropriate level indicators and
all lower L indicators are set on.
Chain and Read (Chart CJ)

The Chain and Read routine performs three functions for
each file:

1. Identifies the input record.

2. Moves record control parameters to the IOCB.

3. Moves data fields from the data area to the output
buffer,

LR and Overflow Control Mainline (Chart CK)

The LR and Overflow Control Mainline performs four
functions:

1.  Calls the Program Close Mainline if the LR
indicator is on.

2. Tests for overflow and, if on, calls the appropriate
Overflow routine.

3.  Sets off all internal overflow indicators.

4, Sets the MR indicators.

Move Input Fields Mainline (Chart CL}

The Move Input Fields Mainline performs these major
functions:

1. Moves input data fields from the input buffer to the
specified data areas.

2.  Readsarecord from the file being processed if the
file is a look-ahead and not a combined or update
file.

3. Moves look-ahead fields from all files to data areas.

Object code generated to perform these functions is de-
termined by the type of field:

Field Type Code Generated
Alphameric MVC instruction
Numeric ZAZ instruction
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Field Type Code Generated
Pack Linkage to unpack subroutine
Binary Convert to Decimal subroutine

Alphameric array ~ MVC instruction for each
256 bytes of data

Numeric array ZAZ instruction and loop control

Program Close Mainline (Chart CM)

The Program Close Mainline performs the necessary

RPG 11 functions for end of job by processing LR calcula-
tions and LR output. It also closes files and dumps
tables,

Object Program 4.7
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CALCULATIONS OBJECT CODE

This section discusses the sequence of operations per-
formed by the object code generated for each permis-
ible RPG II calculation operation code. Knowledge of
the following introductory information is required to
understand the discussions of individual specifications,

Abbrevigtions Used in This Section

ARR Address recall register

DF1 Number of decimal positions in Factor 1
DF2 Number of decimal positions in Factor 2
DRF Number of decimal positions in Result Field
DTT Define the table

Fl1 Factor 1 (refers to heading on RPG II Calcula-
tion sheet)

F2 Factor 2 (refers to heading on RPG II Calcula-
tion sheet)

IAR Instruction address register

10CB Input/output control block

LF1 Length of Factor 1

LEF2 Length of Factor 2

LRF Length of Result Field

RF Result Field (refers to heading on RPG II Cal-
culation sheet)

ROCA Reserved object communications area

XR1 Index register 1

XR2 Index register 2

Use of Entire Arrays

When any calculation specifies an unindexed array as a
factor, the calculation operation must be performed on
every element in that array. For example, when moving a
field to an array, the field must be moved to every ele-
ment in that array, If more than one array is used in an
operation, processing is terminated when the end of the
array with the fewest elements is reached.

Use of Tables

If tables are specified anywhere except as Factor 2 witha
LOKUP operation, only the last looked-up element is

used in the operation. If the table is referenced before

a LOKUP operation, the first element in the table is used.
For a description of LOKUP, see Library of Subroutines in
this section.

426

Use of RPG 1i Subroutines

Library subroutines used by the object program are
selected by Pre-Assemble phase SRPMP. During object
program execution, linkage to each subroutine is done
with an unconditional branch followed by a parameter
list. For a flowchart and description of each subroutine,
including the format of the parameter list, see Library of
Subroutines,

Use of XR1

Index register 1 (XR1) contains the address of ROCA. It
is always restored to that address if changed by any part
of the object program.

Use of Conditioning Indicators

Conditioning indicators must be set as specified in the
calculation specifications if each operation is to take
place. Indicators are tested based on how they aze spec-
ified in the Calculation Specifications sheet. If the indi-
cator must be ON to perform the operation, a TBN in-
struction is generated to test the indicator. If the
indicator must be OFF to perform the operation, then a
TBEF instruction is used to test the indicator. A JUMP
FALSE instruction is used to bypass an operation. If
there are any duplicate indicators, the operations they
condition are bypassed with a JUMP FALSE. For
example, if three adjacent indicators were:

01,02 ADD
01,02 SUB
02,03 ADD

The first group of indicators (01, 02) would be tested.
But the second group of indicators (01, 02) would not be
tested. They would be bypassed using a JUMP FALSE
instruction, since the second set of indicators is the same
as the first. The next indicator group tested would be
02, 03.

Obtaining Addresses Used in Calculations

The addresses of fields and constants are fixed and are
available to the Assemble phases when the object pro-
gram is generated. The individual discussions of calcula-
tion specifications make no reference to the procedure for
obtaining the table element or array field addresses unless
a different procedure is required. For example, a phase
sets a bit on if the table element address or array pointer
is moved into some instruction other than the mainline
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instruction, The addresses of table elements and array
fields must be obtained by the object program in the
following manner,

Table Elements: Moves the address of the last-found (or
last looked-up) table element from the DTT of the
referenced table (see Data Areas for DTT description) into
the address portion of the main instruction.,

Array with Variable Index: Branches to the Array Index
subroutine with parameters telling the subroutine to move
the address of the specified element into the address
portion of the main instruction,

Array with Integer Index: Treats this array like a field
since the address of the desired or referenced element is
calculated at compile time.

Entire Arrays: Processes every field in the array using a
program loop to:

° Initialize the pointer to the array by placing the
address of the first element of the array given in
the DTT (see Data Areas) in either an index register
used by the mainline instruction or in the mainline
instructions.

®  Process one array field.
®  Add the length of one element to the array pointer.

®  Compare the address contained in the array pointer
to the address of the last field in the DTT.

®  Branch back to the mainline instruction if all ele-
ments have not been processed.

Methods of Preserving Decimal Integrity

Aligning the Decimal Point: Decimal alignment is neces-
sary only for addition or subtraction performed in the
prime work area of ROCA. In addition or subtraction, the
first decimal position is assumed to be at byte 17 in the
prime work area,

The compiler generates instructions to initialize the prime
work area. The prime work area is indexed by XR1 witha
displacement computed to assure that the first decimal
position is always in byte 17. The displacement is calcu-
lated by the formula, D = 16 + DF1 (D = 16, since byte 16

contains the last byte of the factor to the left of decimal
place), For example, to generate the instruction to move a
Factor 1 field which is eight digits long with four decimal
positions (D = 16 + 4 = 20), the instruction generation
would be:

ZAZ 20(16,XR1),F1(8)

Displacements for other factors are calculated in a similar
manner. In multiplication and division, decimal integrity
is maintained.

Half Adjusting: Half adjusting in an arithmetic operation
is meaningful only in the following cases:

1.  Addition/subtraction — when DRF<DF1] or DF2,
2.  Multiplication — when DRF<DF1 +DF2.

3.  Division — all cases.

4.  Square root — all cases.

After the result is calculated in the prime work area, the
one digit to the right of the sign position of the result is
added to itself and the Result Field. For example, a Re-
sult Field five digits long with three decimal positions is
calculated to be 17.6527. The sign position is the 2 so the
half adjust operation is as follows:

17.6527
7
17.6534

The position to the right of the sign is then dropped when
the result is moved from the work area to the field.

Retaining the Sign: IBM System/3 arithmetic operations
are performed on numeric fields in zoned decimal format
(see Calculation Specification Descriptions, SQRT). The
sign is always retained in the zone portion of the right-
most byte of the numeric field. Correct results from
arithmetic operations depend on the proper location of
the sign. Thus, before some arithmetic operations can be
performed on fields of unequal lengths, the sign position
of one of the fields must be adjusted (shifted left or
right) to match the sign position of the second field. In
the same way, if the calculated result contains a different
number of decimal positions than the Result Field, the
sign position of the result must be adjusted to match the
sign position of the Result Field. An MZZ instruction is
used to move the sign to its proper location. In general,
if the Result Field contains more decimal positions than
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either Factor 1 or Factor 2, the prime work area must
be cleared to binary zeros before the factors are proc-
essed there.

Calculation Specification Descriptions

Calculation specifications are discussed in alphabetical
order. Conditional instructions, present only in certain
cases, are enclosed in brackets ([ ]). Notes are included
where necessary.

ADD

The ADD specification causes Factor 1 and Factor 2 to
be added together and the sum placed in the Result Field.
The sequence of operations is:

[CLEAR the prime work area in ROCA to binary
zeros if DRF is greater than both DF1 and DF2.]

[MOVE the longest factor to the prime work area
using a ZAZ instruction. If the instruction which
clears the prime work area is present, an AZ in-
struction is used instead of a ZAZ instruction.]

[ADJUST the sign of the moved factor to match the

sign position:

1.  The Result Field if either F1 or F2 = RF and
DF1 = DF2.

2. The shortest factor if DF1 = DF2 = DRF.]

ADD the factors using an AZ instruction, If F1 or
F2 = RF and the instruction which adjusts the sign is
present, the factor in the prime work area is added
directly to the Result Field; otherwise, the factors
are added in the prime work area.

[HALF ADJUST the sum.]

[ADJUST the sign position of the sum to match the
sign position of the Result Field.]

[MOVE the sum to the Result Field using a ZAZ
instruction.]

Note: See Methods of Preserving Decimal Integrity for a
discussion of sign adjustment and half adjusting.
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BEGSR

The BEGSR (begin subroutine) specification signifies the
beginning of a subroutine written by the RPG I user. The
main instruction is:

STORE the ARR in the return branch generated by
the ENDSR specification. This instruction is followed
by the object code generated for the user-written sub--
routine.

BITON

The BITON specification causes the bits specified in
Factor 2 to be set on in the Result Field. A 1-byte field
name can be substituted for Factor 2. The bits from that
byte are then used. A special set of control instructions
are required if Factor 2 is not a literal and/or the Result
Field is a table/array tag. The main instruction is:

SET bits on using an SBN instruction.

BITOF

The BITOF specification causes the bits specified in
Factor 2 to be set off in the Result Field. A 1-byte name
can be substituted for Factor 2. The bits from that byte
are then used. A special set of control instructions are
required if Factor 2 is not a literal andfor the Result Field
is a table/array tag. The main instruction is:

SET bjts off using an SBF instruction.

CHAIN (Chart DA)

The CHAIN specification allows direct access to a disk
file during calculations in the program cycle. The se-
quence of operations is:

READ a record by branching to the Input Processing
Control routine (IPCR).

BRANCH to the Record ID routine and Move Input
Fields Mainline to identify the record and move fields.
cCOoMP
The COMP (compare) specification causes Factor 1 to be

compared to Factor 2. The factors must either be both
alphameric or both numeric. If one alphameric field is
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" shorter than the other, the shorter field is padded to the
right with blanks before the compare. Numeric fields are
aligned according to the decimal point. Short fields are
padded to the left and right with zeros.

If an alternate collating sequence is specified, the sequence
of operation is:

[BRANCH to the Alternate Collating Sequence sub-
routine. The branch is followed by parameters (see
Library of Subroutines). The alternate collating se-
quence subroutine performs the comparison; no other
instructions are present for one COMP statement.]

Numeric fields are compared as follows:

[CLEAR the prime work area to binary zeros if
DF1#DF2.]

MOVE Factor 1 to the prime work area with a ZAZ
instruction if D1=D2 and subtract Factor 2 from
Factor 1. If DF1#DF2, the factor with shorter deci-
mals (either Factor 1 or Factor 2) is moved into the
prime work area.

[ADJUST the sign position of the factor in the prime
work area to match the sign position of the longer
factor if the instruction which clears the prime work
area is present.]

SET the condition register by subtracting the remaining
factor from the factor in the prime work area.

BRANCH to the Set Resuiting Indicators subroutine.
The branch is follwed by parameters (see Library of
Subroutines).

Alphameric fields of equal lengths are compared as
follows:

COMPARE the two factors using a CLC instruction
with the addresses of the factors,

Alphameric fields of unequal length are compared as
follows:

LOAD XR?2 with a pointer to a byte in the longest
factor such that the number of bytes to the left of
the pointer equals the number of bytes in the shorter
factor.

COMPARE the shorter factor to the bytes in the
longer factor to the left of the pointer using a CLC
instruction.

JUMP not equal around the following instructions to
the branch instruction.

TEST the first byte of the longer factor to the right of
the pointer for a blank using a CLI instruction.

JUMP, if not a blank, around the following instruction.

TEST the remainder of the longer field for blanks
using a CLC instruction.

Note: The condition register may be set by any of the
three compare instructions.

BRANCH to the Set Resulting Indicators subroutine.
The branch is follwed by parameters (see Library of
Subroutines).

DEBUG

The DEBUG specification provides a source listing during
program execution of:

1.  All RPG Il indicators that are on.
2. Aliteral for identification purposes (optional).

3.  The contents of any one field {optional). The main
instruction is:

BRANCH to the DEBUG subroutine. The branch is
followed by parameters (see Library of Subroutines).

DIv
The DIV (divide) specification causes Factor 1 to be
divided by Factor 2 with the quotient being placed in the
Result Field. The sequence of operations is:
[PLACE the addresses of table elements or array fields
in the ZAZ instructions which move the factors to the
prime work area of ROCA.]

CLEAR the prime work area to binary zeros.

MOVE Factor 2 to the prime work area using a ZAZ
instruction.

MOVE Factor 1 to the prime work area using a ZAZ
instruction,

BRANCH to the Divide subroutine. No parameters
follow the branch (see Library of Subroutines).
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[HALF ADJUST the quotient.]

[ADJUST the sign position of the quotient to match
the sign position of the Result Field.]

MOVE the quotient to the Result Field using a ZAZ
instruction.

Note: See Methods of Preserving Decimal Integrity for a
discussion of sign adjustment and half adjusting,

| DSPLY (Chart DB - Models 6, 10, and 12; Chart EO -
Model 15)

The DSPLY specification displays either Factor 1, Result
Field, or both on a console device. If the Result Field is -
displayed, the operator is allowed to alter that field. The
sequence of operation is as follows:

Models 6, 10, and 12: Branch to OPCR to:

1. Print DSPLY.

2. Display contents of Factor 1 if specified.

3.  Display contents of Result Field if specified.

4.  Place the reply into the Result Field if there is a
reply.

Model 15:

1. Clear the prime work area of ROCA to binary zeros.

2. Move Factor 1 to bytes 0 — n of the prime work
area if specified.

3.  Move Result Field to bytes 36 — n of the prime
work area if specified.

4,  Setup 2-byte parameter list (see Library of Sub-
routines).

5.  Branch to DSPLY subroutine.

Note: If the Result Field is alphameric, it is left justified;
if the Result Field is numeric, it is right justified.

ENDSR
The ENDSR (end subroutine) specification signifies the

end of a subroutine written by the RPG Il user. The main
instruction is:
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BRANCH to the return address stored by the BEGSR
statement. Object code generated for the user-written
subroutine precedes this instruction.

EXCPT

The EXCPT (exception output) specification causes
output to be performed during detail or total calculations.
The main instruction is:

BRANCH to the output routine for all exception files.

Note: Records are built exactly as normal output records
are built (see Detailed Object Program Flow).

EXIT

The EXIT specification causes a branch of the main
routine to a subroutine. The EXIT specification can also
be used with the RLABL specification (see RLABL). The
main instruction is:

BRANCH to the subroutine specified. The subroutine
name is resolved by the linkage editor.

EXSR

The EXSR (execute subroutine) specification causes a
branch to be taken to a user-written subroutine for which
the first and last instructions were generated by BEGSR
and ENDSR statements. The main instruction generated
is:

BRANCH to the subroutine entry point. The compiler
places the subroutine entry point in the branch instruc-
tion.

FORCE (Chart DC)

The FORCE specification causes the next record for
processing to be taken from the file specified as Factor 2.
The sequence of operations is:

LOAD the address of the forced file IOCB into XR2.

TEST if file is at end of file. [ so, jump around next
statement.

STORE addreses of the forced IOCB and the file
IOCB in the prime work area in ROCA.
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GOT0
The GOTO specification causes a branch to be taken to
the specified TAG or ENDSR address. The main instruc-
tion is:
BRANCH to the TAG or ENDSR address. The com-
piler places the TAG or ENDSR address in the branch
instruction.
KEY (Model 6 Only)
The KEY specification allows fields to be keyed from the
keyboard at calculation time. Alphameric fields are left
justified, and numeric fields are right justified. Depend-
ing on what is specified, the operation is treated in one of

three ways:

1.  Display Mode — Place keyed field into main
storage location and display on printer.

2. Store Only Mode — Place keyed field into main
storage location (no display).

3. Manual Mode — Keyed field is displayed (doesn’t
g0 into main storage).

Each KEY specification requires the following code:
MOVE parameters to the DTF
LOAD JOCB address into XR2
BRANCH to IPCR
If there are resulting indicators, the following code is
generated for a numeric field before the branch to the
Set Resulting Indicator routine:
o I-byte field
[LOAD the field address into XR2]
[ZAZ the field to set the condition code]
® Greater than 1-byte field

[LOAD the field address into XR2]

[ADD to register so it points to right end minus 1
of field]

[ZAZ the field to set the condition code]

[JUMP past following DC]

[DC a 2-byte constant of field length minus 2]
The following code is generated for an alphameric field:
® 1-byte field

[LOAD the field address info XR2]

[CLI the field to set the condition code]
® Greater than 1-byte field

[LOAD the field address into XR2]

[ADD to register so it points to right end minus
1 of field]

[CLI right byte of field to test for a blank]
[INE around next CLC]

[JUMP past following DC]

[DC a 2-byte constant of field length minus 2]

If the KEY field is an array element or 2 table element the
following code is generated first:

[SLC to adjust the right hand element address
(as determined by array control to the left hand
element address) to be used by the rest of the
KEY object code]

For SET/KEY combinations, see the description of the
SET operation code in this section,

LOKUP (Chart DD)

The LOKUP (look-up) specification causes elements of the
table or array specified as Factor 2 to be compared against
a field specified as Factor 1 until the userspecified setting
of the condition register is reached. The sequence of
operations is:

SET off resulting indicators.
MOVE the address of the last found element to the

LOKUP parameter list if Factor 1 is a table. If Factor
1 is an array with variable index:
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1.  Branch to the Array Index subroutine

2. Store the calculated array element address in the
LOKUP parameter list.

BRANCH to the LOKUP subroutine,

SET on the appropriate resulting indicator if the de-
sired conditions have been met.

MHHZO

The MHHZO (move high-high zone) specification causes
the zone portion of the leftmost byte of Factor 2 to be
moved to the zone portion of the leftmost byte of the
Result Field. The sequence of operations is:

[OBTAIN the address of the leftmost byte of array
fields or table elements. If only one factor is an array
or table element:

1. Load XR2 with a negative constant, 1 minus L,
where L is the length of the field.

2. Add the field address XR2, If both factors are
arrays or table elements, the preceding procedure

is used for Factor 2 along with these instructions:

a. Load XRI1 with a negative constant, 1 minus
LRF.
b. Add the address of the Result Field to XR1.]

MOVE the zone portion of the leftmost byte of Factor
2 to the zone portion of the leftmost byte of the
Result Field using an MZZ instruction.

[RESTORE XR1.]

MHLZO

The MHLZO (move high-low zone) specification causes
the zone portion of the leftmost byte of Factor 2 to be
moved to the zone portion of the rightmost byte of the
Result Field. The sequence of operations is:

[OBTAIN the address of the leftmost byte of Factor 2
as follows if Factor 2 is an array or table element:

1.  Load XR2 with a negative constant, 1-LF2.

2.  Add the field address to XR2.]
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MOVE the zone portion of the leftmost byte of Factor
2 to the zone portion of the rightmost byte of the
Result Field using an MZZ instruction.

MLHZO

The MLHZO (move low-high zone) specification causes
the zone portion of the rightmost byte of Factor 2 to be
moved to the zone portion of the leftmost byte of the
Result Field. The sequence of operations is:

[OBTAIN the address of the Result Field as follows
if the Result Field is an array or table element:

1. Load XR2 with a negative constant, 1 minus
LRF,
2.  Add the field address to XR2.]

MOVE the zone of the ripghtmost byte of Factor 2 to
the zone of the leftmost byte of the Result Field using
an MZZ instruction.

MLLZO

The MLLZO (move low-low zone) specification causes
the zone portion of the rightmost byte of Factor 2 to be
moved to the zone portion of the rightmost byte of the
Result Field. The main instruction is:

MOVE the zone portion of the rightmost byte of
Factor 2 to the zone portion of the rightmost byte of
the Result Field using an MZZ instruction.

MOVE

The MOVE specification causes the specified Factor 2 to
be moved into the Result Field. If the Result Field is
shorter than Factor 2, the leftmost bytes of Factor 2 are
truncated. The main instruction is:

MOVE Factor 2 to the Result Field using an MVC
instruction,

Note: If the Result Field is numeric, 2 ZAZ instruction
is used instead of an MVC instruction.
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MOVEA

The MOVEA (move array) specification causes characters
from Factor 2 to be moved to the leftmost positions of
the Result Field. If the Result Field is shorter than
Factor 2, the excess rightmost bytes of Factor 2 are not
moved. If the Result Field is longer than Factor 2, the
characters to the right of the data moved to the Result
Field will remain unchanged. The sequence of operations
is:

BUILD the ten-byte parameter list which follows the
branch instruction (see Library of Subroutines).

BRANCH to the MOVEA subroutine.

SET the move length to the shorter of the Factor 2
and Result Field lengths.

DETERMINE the proper addresses.

MOVE Factor 2 to the Result Field, using an MVC
instruction.

Note: Fither Factor 2 or the Result Field must reference
an alphameric array. However, both Factor 2 and the
Result Field cannot reference the same array.

MOVEL

The MOVEL (move-left) specification causes characters
from Factor 2 to be moved to the leftmost positions of
the Result Field. If the Result Field is shorter than Factor
2, the excess rightmost bytes of Factor 2 are not moved.
The sequence of operations is:

[ADJUST the address of the longer field to assure that
the leftmost bytes of the Result Field are filled by the
equal number of leftmost bytes of Factor 2
(LF2+#LRF):

1. Load XR2 with a negative constant, LS minus
LL, where LS is the length of the shorter field
and LL is the length of the longer field.

2. Add the address of the longer field to XR2.]

MOVE Factor 2 to the Result Field using an MVC
instruction.

Note: If the Result Field is numeric, a ZAZ instruction
is used instead of an MVC instruction.

MOVE the sign of Factor 2 to the sign position of the
Result Field using an MZZ instruction if the Result
Field is numeric and Factor 2 is longer than the
Resuit Field.

[FORCE the sign position (zone portion of the right-
most byte) of the result field to an F zone using an
SBN instruction, unless the sign of Factor 2 is minus;
then FORCE the sign position of the result field to a D

zone using a SBF instruction.]

MULT

The MULT (multiply) specification causes Factor 2 to be
multiplied by Factor 1 with the product being placed in
the Result Field. The sequence of operations is:

[PLACE the address of field, table, or array elements
in the ZAZ instructions which move the factors to or
from the prime work area in ROCA rather than in the

main instruction itself.]

MOVE Factor 1 to the prime work area using a ZAZ
instruction.

MOVE Factor 2 to the prime work area using a ZAZ
instruction.

MOVE length parameter to the prime work area using a
MVI instruction (Model 15 only).

BRANCH to the Multiply subroutine. No parameters
follow the branch (see Library of Subroutines).

[HALF ADJUST the product.]

[ADJUST the sign position of the product to match
the sign position of the Result Field.]

MOVE the product to the Result Field usinga ZAZ
instruction.

Note: See Methods of Preserving Decimal Integrity for a
discussion of sign adjustment and half adjusting.
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MVR

The MVR (move remainder) specification causes the re-
mainder of the preceding DIV operation to be moved to
the specified field. The sequence of operations is:

[ADJUST the sign position of the remainder to match
the sign positién of the Result Fieid.]

MOVE the remainder to the Result Field using a ZAZ
instruction.

READ (Chart DE)

The READ operation code calls for immediate input from
a demand file during calculations in the program cycle.
The sequence of operations is:

READ a record by branching to the Input Processing
Control routine (IPCR).

BRANCEH to the Chain and Read subsegment to
identify the record and move fields.

Note: K the continue option is taken on the un-
identified-record halt, another record is read imme-
diately from the demand file.

RLABL

The RLABL specification generates a 3-byte parameter
list for each field and array ftable and each indicator
with IN followed by two letters of a valid indicator
{example: INL3). The parameter list is used by the user-
coded subroutine used with EXIT. The sequence of
operations is:

BRANCH to a user-coded subroutine.
USE and check the RLABL parameter list.

RETURN to the next sequential instruction after the
RLABL parameter list.

SET (Madel 6)

The SET specification allows control of the printer
through spacing, skipping, and positioning the print ele-
ment and through setting command key indicators on or
off. If more than one function is specified, the printer
control code is generated before the command key code.
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The following code is generated for printer control:
MOVE parameters to DTF

BRANCH to OPCR

The following code is generated if command key indi-
cators are specified:

LOAD IOCB address into XR?2
MOVE parameters to DTF
BRANCH TO IPCR

BRANCH to command key indicator set routine
followed by a parameter pointing to the allowed
command keys and the depressed command keys. See
Parameters to Data Management in this section for
more information about the parameters.

The fol]qwing code is generated for ledger card eject:
MOVE eject parameter to the DTF
BRANCH to OPCR

Tab sets are built into a table and followed by KEY,
which has a parameter pointing to the table.

The special SET/KEY combination will cause the
allowed command keys from the SET to be placed in the
KEY parameters. This eliminates the above command
key code except for branch to the Indicator Set routine
allowing both functions with one program start.

SETLL

The SETLL (set lower limit) specification causes the
content of Factor 1 to be moved to the low key limits
area associated with the file being processed by limits
given in Factor 2. EOF conditions are set in the DTF to
indicate to Data Management that a new set of limits
must be defined on subsequent read operations to the
specified file. An EOF condition is also set off in the
appropriate [OCB for IPCR considerations. The sequence
of operations is:

PACK the contents of Factor 1 (if the key is in unpacked

format and requires packing) via a branch to the Pack
routine.

MOVE Factor 1 to the low key area, using a MVC
instruction.
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MOVE the EQOF condition to the DTF, using an MVI
instruction and a X‘42’ mask.

SET off the End of File bits in the IOCB, using the
SBF instruction and the X‘80° mask.

SET on the indicator bits in the DTF to indicate to
Data Management to check for EOF using an SBN
instruction and the X‘40’ mask.

SETOF

The SETOF (set indicator off) specification causes the
specified RPG 1l indicators to be set off. The main in-
struction is:

SET an indicator off by using an SBF instruction.

One SBF instruction is present for each indicator
specified in the SETOF specification if no optimization
can be performed. If a command key indicator is set
off, additional instructions LIO and DC are added for
each indicator to turn off the associated command key
light(s) on the console.

SETON

The SETON (set indicator on) specification causes the
specified RPG Ilindicators to be set on. The main in-
struction is:

SET an indicator on using an SBN instruction. One
SBN instruction is present for each indicator specified
in the SETON specification if no optimization can be
performed.

SQRT

The SQRT (square root) specification causes the square
root of Factor 2 to be placed in the Result Field. The
main instruction is:

BRANCH to the SQRT subroutine. The branch is
followed by parameters (see Library of Subroutines).
The parameters built by compiler phase $RPQF tell
this subroutine how to adjust the size of the source
‘field (Factor 2) to the size needed by the Result Field.
For every decimal and whole number in the Result
Field, two decimal places and whole numbers are
needed in the source field.

SuUB

The SUB (subtract) specification causes Factor 2 to be
subtracted from Factor 1 with the result being moved to
the Result Field. The sequence of operations is:

[CLEAR the prime work area in ROCA to binary zeros
if DRF>DF1 and DF2.}

MOVE Factor 1 to the prime work area using a ZAZ
instruction. If the instruction which clears the prime
work area is present, an AZ instruction is used instead
of a ZAZ instruction.

[ADJUST the sign pbsition of Factor 1 to match the
sign position of Factor 2.]

SUBTRACT Factor 2 from Factor 1 using an SZ
instruction.

[ADJUST the sign position of the result to match the
sign position of the Result Field.]

[MOVE the result of the Result Field using a ZAZ
instruction.]

Note: See Methods of Preserving Decimal Integrity fora
discussion of sign adjustment and half adjusting.

TAG

The TAG specification signifies a point to which any
GOTO statement may branch. No object code is gener-
ated for this statement.

TESTB

The TESTB (test bits) specification causes the bits speci-
fied in Factor 2 to be tested in the Result Field. A 1-byte
field name can be substituted for Factor 2. The bits from
that byte are then used. A special set of control instruc-
tions are required if Factor 2 is other than a literal and/or
if the Result Field is a table or array with variable index.
If all bits are off, an indicator in columns 54-55 is set on.
If all bits are on, an indicator in columns 58-59 is set on.
If the bits are mixed, an indicator in columns 56-57 is set
on, The main instructions are:

TEST bits on or off using a TBN or TBF instruction.
JUMP true or false (JT or JF).
SET on the RPG Il indicators as specified using a

SBN instruction. Indicators are set off if the condition
does not exist.
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TESTZ

The TESTZ (test zone) specification causes the leftmost
byte of an alphameric Result Field to be tested. Resulting
indicators are used to determine the results of the test.
The zone portion of the +and A through I characters
causes the plus indicator to be set on. The zone portion of
the -(minus) and J through R characters causes the minus
indicator to be set on. All other characters, when tested,
cause the blank indicator to be set on. The sequence of
operations is:

[OBTAIN the address of the array or table element
specified as the Result Field as follows:

1.  Load XR2 with a nepative constant, 1 minus
LRF,

2.  Add the field address to XR2.]

MOVE the leftmost byte of the Result Field to the
prime work area in ROCA.,

BRANCH to the Test Zone subroutine. No parameters
follow the branch (see Library of Subroutines).

TIME (Mode! 15 Only}

The TIME specification causes the TIME, or TIME and
system DATE to be placed in a field, indexed array element,
or table entry. Where it is placed depends on the 6 or 12
byte numeric result field. The sequence of operations is:

1.  Point XR2 to the beginning of ROCA.

2. Move a flag byte of 0 to byte 0 of ROCA requesting
the time and date in decimal units.

3.  Place time and system date in bytes 1-12 of ROCA
using Supervisor call with TIME of day RIB request

(X96").

4.  Move the requested 6 or 12 bytes from ROCA to the
result field.

XFOOT
The XFOOT (crossfoot) specification causes all fields in
an array specified as Factor 2 to be added together. The

result is placed in another field specified as the Result
Field. The sequence of operations is:

CLEAR the prime work area to binary zeros.

ADD a field of the array to the prime work area.

4-36

Note: Normal array loop control is present. The main
instruction is executed for each field in the array.

[HALF ADJUST the sum.]

[ADJUST the sign position of the sum to match the
sign position of the Result Field.]

MOVE the sum to the Result Field using a ZAZ
instruction.

Note: See Methods of Preserving Decimal Integrity for
a discussion of sign adjustment and half adjusting.

Z-ADD

The Z-ADD (zero and add) specification causes Factor 2
to be added to the Result Field after the Result Field is
set to decimal zeros. The sequence of operations is:

MOVE Factor 2 to the prime work area in ROCA
using a ZAZ instruction.

[HALF ADJUST Factor 2.]

{ADJUST the sign position of Factor 2 to match the
sign position of the Result Field.] .

MOVE Factor 2 to the Result Field using a ZAZ
instruction.

Note: See Methods of Preserving Decimal Integrity for a
discussion of sign adjustment and half adjusting,

Z-SUB

The Z-SUB (zero and subtract) specification causes the
negative value of Factor 2 to be placed in the Result Field.
The sequence of operations is:

CLEAR the prime work area in ROCA to logical zeros.

SUBTRACT Factor 2 from the prime work area using
an SZ instruction.

{HALF ADJUST the result.]

[ADJUST the sign position of the result to match the
sign position of the Result Field.]

MOVE the result from the prime work area to the
Result Field.

Note: See Methods of Preserving Decimal Integrity for a
discussion of sign adjustment and half adjusting.
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LIBRARY OF SUBROUTINES

Some RPG II functions and data conversions are per-
formed by subroutines rather than by in-ine sequential
instructions. For example, multiplication is performed by
the Multiply subroutine and table files are loaded by the
Load Object Tables subroutine. The subroutines reside

in the object library during compilation. They are selected
by the Pre-Assemble and Assemble phases and included

in the object program overlay segments by the Oveslay
phases.

The entry point to each subroutine is the last four
characters of the phase name. The exit from each of the
subroutine is to the calling routine, Figure 4-3 shows the
object program flow of the subroutines.
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Input

- Asray to be saarched,
. Addrass in ARR which points to the
following 7-byte parameter fist:

Procass

-E

Output

$SPGAA Chert: EA
Array Index Subroutine

Retrieves address of the nth fiefd in an array, where n is the
value of the index in an input, calculations, or output-format
specification. This subroutine is used when a specified tield in
an array is required.

> Address of the specified array field in the
2-byte area pointed to by bytes 5-8 of the
parameter list.

Byte Contents

01 Addressof DTT.

23 Address of index.

4 Length minus one of index.

56 Destination of calculated add|
of specitied entry.

U -

®  Addressof ROCAIn XRI[
®  Address of the 10CB in XR2

e Buffer length in the IOCB

[ ] Translate table

L] Switch in ROCA at X'FF’ to tell if this
call is to translate input or transiete

$3SPGAB Chart: EB

File translate Subroutine

Replsces characters in an entry in the translate table. The
tirst character of each 2-byte element in the table is compared
against the input data in the input buffer. When a comparison
is found, the second byte of the transiate table is replaced

by the first byte. For output the first byte of the transiate
table is replaced by the second by1e,

[ Translated buffer

output:

X'BO" = Input
X‘B7" = Output

Return

) -

®  XRipoinstoROCA[
e First 130 bytes of the prime work ares
in ROCA
e ARR which points to 3 8-byte parameter
list in this format:
Contents
Rightmost address of the number
10 be processed

$$PGAC Chart: EC
Square Root Subrautine

Finds the square root of any zoned decimal number with or
without decimal places by tinding the number of significant
digits in the source and squaring sucoessively smatier numbers
until the exact root Is found. The result is automatically

hslf adjusted.

:> The resuit is placed in the address located in
bytes 3-4 of the parameter list.

Rightmost address ot the resulting

root

4 Length minus one of fisld to be
processad in bits 0-3 and length
minus one of result tield In bits
4.7

5 Number of places 10 adjust decimal
positions of the field to be pro-
cessed

6 Number of places ta adjust decimal
positions of the tield atter square
root completed

7 Number of places to adjust source

to find proper result

-

Figure 4-3 (Part 1 of 9). Library of Subroutines

Licensed Material-Property of IBM

Note 1: SQRT requires adjusting the source
tields to fit the result field. For every
decimal and whole number in the
result field, thers must be two
decimals and two whole numbers in
the source field. In-ine object code
sends parameters to the Square Root
subroutine tetling how to adjust the
source field {reduce it or enlarge it).
The meaximum length a source field
can be adjusted to is 30 bytes.
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Input

0,

Output

e  BSCA preopen DTF "> $3PGBB

BSCA Logic for Transmit and Receive

L] Translate table

Chart: €D

Places table element address into the BSCA pre-open
DTF if the table element address was specified for Dial
Number or Station |Ds on the telacommunications
specifications.

Updated BSCA pre-open DTF

L Translated Station 1Ds

@  BSCA pre-open DTF |

L Translate wsble

° Translatas station |Ds using the translate table, if file
wenslation was specified for the BSCA file.
> $SPGBC Chart: EE

BSCA Logic for Conversational

Places tabla elemant address into the BSCA pre-open
DTF it the table slement address was specified for dial
number or station (Ds an the telecommunications
specifications.

Translates station |1Ds to USA Standerd Code for
Information intarchange (ASCII) by using the trans-
Iate 1able, if ASC1) is specified on the telecommunica-
tions specifications.

Updated BSCA pre-open DTF

] Translated station 1Ds

i

. BSCA pre-open DTF

. Translate table

Address in ARR which points to the following
Sbyte parametes list:

Byte Contents

01 Rightmost address of the decimal
field.

23 Displacement from XR2 of the
rightmost part of the binary field.

4 Binary length minus one in bits
0-3 and decimel length minus one
in bits 4-7.

$$PGBG

Chart: EF

8SCA Logic for Receive

Places table element address into the BSCA pre-open
DTF if the table element address was specified for dial
number or station IDs on the tlecommunications
specifications.

Translates station 1Ds to USA Standard Code for
Information Interchange (ASCIL) by using the translate
1able, # ASC is specified on the telecommunications
spacifications.

>

] Translated station IDs

Updated BSCA pre-open DTF

1y

—>

S$PGBI

Chart: EG

Convert to Binary Subroutine

Converts a decimal number to its binary equivslent.

A 2-byte or 4-byte binary number in two's-
complement notation {a 1 to 4-digit decimal
number converts to a 2-byts binary number and
a b to 9 digit decimal number converts to a
4-byte binary number). If the decimal number

Figure 4-3 (Part 2 of 9). Library of Subroutines

b
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is larger than what can be contained In four
bytes, anly the overflow portion is shown,



Input

Process

u

Address in ARR which points to the following [ P
5-byte parameter list:

Byte Contents

01 Displacement of input from XR2

23 Address of convertad decimal
number.

4 Length minus one of the decimal
number.

$$PGRO

Chart: €M
Convert to Decimal Subroutine

Converts 8 binary number to its decimal equivalent. (The
length will be either X'04’ or X'09' depending on the size of
the field specified in the extension or input specifications.
if the size is two bytas binary, then the length will be
X'08'. If the number is larger than what can be contained
in four bytes, only the overflow portion is shown.)

-

Qutput

A signed decimal number | at the
specified by bytes 3-4 of the parameter list.

L4 BSCA pre-open DTF |

®  Translzte table

$$PGBP

Chart: Et
BSCA Logic for Transmit

L] Places table element eddress into the BSCA pre-apen
DTF if the table element address was specified for disl
number of station |Ds an the telecommunications
specifications.

L] Translates station I1D¢ to USA Standard Code for
Information Interchange (ASCII} by using the translete
table, if ASC\I is specified on the telscommunications
specitications.

Updated BSCA pre-open DTF

::>o

L] Translated station 1Ds

-

The ARR points 10 8 2-byte sddress that points |':>
to the DTF whaere four bytes tell which keys

are allowed and which keys have been pressed.

For more information about the DTF, see /8M

System/3 Disk Systems Dats Management and

Input/Output Supervisor Loglc Manusl,

SY21-0512,

$3PGCB

Chart: EJ {Model 6}

Commend Key Indicator Set Routine
Sats off allowed command key indicators and then sets on

any of the indicators that hed their assoclated command key
LS pressed.

:>Proper 'd key indi ings

Return

i

ARR which points to 8 5-byte parametar |:>

list following the branch in this format:

$$PGCI

Chart: EK
Unpack Subroutine
Converts a packed decimel field with a maximum length of

eight bytes to a signed unpacked decimal field up 10 16 bytes
long.

npacked decimal field in the location specified
in bytes 3-4 in the paramater list.

8yte Cantents

¢ Displacement from XR2 of the
rightmast address of the packed
field

2.3 Address-of the unpacked decimel
number

4 Length minus one of the unpacked
decimal

Figure 4-3 (Part 3 of 9). Library of Subroutines

-
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ARR which points to 8 5-by1s parameter fist: [

8y

[ 3]

input

L

Output

Packed decimal field with a meximum length
of eight bytes at the location specified by
bytes 34 in the parameter list.

$$PGCO Chart: EL
Contents Pack Subroutine
Address of the field to be packed Converts an unpacked decimal field up to 15 bytes long into a
packed field with a meximum length of eight bytes. The sign
Address of the packed field is maintained.
displacement from XR2
Packed length minus one in bits 0-3
and unpacked length minus one in m
bits 4-7
Address in ARR which points to a variable $$PGDC Chart: EM

length (7-16 bytes) paramenter Hlst:

Byts

0

810

11-12
13
14-15

Contents

X‘00' = No options used for
record 1

X071’ = Literal identification used

X'02" = Fieid value option used

X‘04° = Field is numeric

X068’ = Field is an array

DEBUG Subroutine

Proguces sither one or two records depanding upon the
parameters passed by object code ganerated in Assemble
phase RPQV. One record contains a fist of all indicators
which ars 'on at the time the DEBUG operation code was
encountered. Tha second record shows the contents of any
one fiald, array, array alement, or table elemant.

—>.

Record 1 in this format:

X'10° = Field is 3 table

X'20’ = Asray is Indexed by an
integer

X'40 = Asray is indexed by a
variable field

Address of input/output control

block

Address of Output Processing

Control routine

Length minus one of literal, if

specified

Address of literal, if specified, or

statement number of DEBUG

operation code in program {bytes

5 and 6 only)

Length minus one of field, if table

specitied, or length minus one of

elerment, if arvay specified

Address of field, if specified, or

address of DTT, if array specified

Address of variable index for array

Length minus one of index field

Address of Array Index subroutine

Tha statement number of the DEBUG operation
code is two bytes long (bytes 5 and €). There-
maining bytes are shifted left one byta if they
are applicable to the program.

Byte

01

34

-

Byte Contents

o7 ‘DEBUG’

815 Constant entered in Factor 1 or the
statement number of the DEBUG
operation code in the program

1817 Blank

18.33 ‘INDICATORS ON —*

34 The names of all indicators on.

Each is separated by 8 blank. The
number of bytes used depends on
how many indicators are on. More
than ane record may be needed.

- Record 2 in this formet if a result field

is speciiied:
Byte  Contems
013 "FIELD VALUE’ or 'TABLE
VALUE' or ‘ARRAY VALUE’
14 The contents of the Result Fieid or

table/array (up to 256 characters
per element), More than one
record may be needed.

Two alphameric fislds to be compared. | }
Address of ROCA in XR1.

Alternate collating sequence table

associated with the fields.

Address in ARR which points to the

following 6-byte parameter {ist:

$$PGOI Chart: EN
Alternate Collating Sequence Subroutine

Compares two alphameric fields when ane or both ara not
in narmal collating sequence.

:>H|gh, low, or equal setting of the condition
register.

Contents

Address of fefimost byte of first
field.

Length minus one of first field.
Address of leftmost byte of second
field.

Length minus one of the second
fieid.

Figure 4-3 (Part 4 of 9). Library of Subroutines

444
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OQutput

—

ARR points to a2 2-byte paremetsr list in the follow-
ing format:
Byte Bit Contants
0 Flag byte
1 = Factor 1 prosent
Not used
Not used
Not used
1 = Resuit field present

XR1 points to RCCA

$$PGDP (Modal 16 Only) Chart: EO

Display Subroutine

Sets up a parameter list and branches to SYSLOG trans-
lent to display the contents of the bufter which contains
the data. Upon return from SYSLOG, the wbroutine
‘will return to the calling routine if only Factor 1 was to
be disptayed. 1f the Resuit Field was displayed, the

resp is checked, adjusted, and placed in bytes 0-35
of the work area before returning to the calling routine.

> @ |f Factor 1 present only, no output

® |f Result Field present, updated result
fiald data in bytes 0-35 of ROCA.

Mhauanw-—-0

0 = R/F slphameric

1 = R/F numeric

Not used

Not used

1 Result Field length (length - 1)

~ o

ARR which points 10 » 26-byte parameter lst [ >

gﬂ; Bit Contents

1 Number of entries per record

23 Number of entries per table/array

4.5 Address of the |0CB

6 Length of element in the
input record

78 Rightmost address of the

first table/array entry

g Length of the table/array
in storage

10 Type mask for primary
wble/array

1 = Ascending

7 = Descending

1 = Binary

1 = Packed

1= Numesic

1 = Alternate table/srray
11 Length of elemsnt for
altarnate table/array
Rightmost address of first
alternete

14 Length of alternate table/array
15 Type mask for alternate
table/array

1 = Ascanding

1 = Dascending

1 = Binary

1 = Packed

1= Numeric

1 = Alternate table/array
Address of Input

Processing Control routine {IPCR}
Address of Unpack subroutine
Address of Convert to

Decimal subroutine

ID of primary table/array

1D of alternate table/array

ThWwN—-o

1213

SaWN -

16-17

18-18
20-21

2223
2425

$$PGFI Chart: EP
Load Object Tables Subroutine

Loads any pre-execution time table/srray and its altemate into
storage and performs sequence checking.

>l oaded pre-execution time table/array

Figure 4-3 (Part 5 of 9). Library of Subroutines
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[nput Procass QOutput
ARR which points to a 26-byts perameter list: [ > $$PGFQ Chart: EQ Ohbject-tima table/array on the appropriate
Byte Bit Contents . device
o1 Number of antries per record Dump Object Tables Sutroutine
23 Number of entries per table/array ;
45 Address of the {OCB Dumps object-tima table/array and its ahternsta onto the
6 Length of element In the appropriate davice at last-record (LR) time if the extension
input record specification for this table/array has a To Filename entry
78 Rightmost address of first specified.
table/array entry
] Length of the entry in storage
10 Type mask for tabie/array
3 1 = Packed
4 1 = Numeric
5 1= Aiternate
[} 1 = Device Data Recorder
{punch/® following dump}
" Length of element for
alternate table/srray
1213 Rightmost address of first
alternate table/array entry
14 Length of altarnate table/
array in storage
16 Type mask for alternate
table/array
2 1 = Binary
3 1 = Packed _
4 1 = Numeric
5 1 = Alternate
6 1 = Device Dsta Recorder
(punch/® following dump}
1617 Address of Qutput
Processing Controf routine (OPCR)
18-19 Address of Pack subroutine
20-21 Address of Convert to
Binary subroutine
22:23 1D of primary table/array
24.25 1D of alternata table/array

Enter

XR1 points to the prime work ares. [ >| $$PGIC Chart: ER

The first 62 bytes of the work area contain:

Divide Subroutine

Divides two numbers in the prime work area of ROCA and
leaves the quotient and remainder in the prime work area in
case a MVR operation code follows.

Byte Contents
o1 Sign
233 Dividend

34-42 Overflow area
4357 Divisor
58-61 Overflow area

Both divisor and dividend are integers in zoned
decimal format.

Figure 4-3 (Part 6 of 9). Library of Subroutines

4-46
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The quotient in bytes 0-18 of the prime

wark gres

The remainder in bytes 19-34 of the
prime work arsa



input

ARR which points to an 11-byte parameter list:

Byte Bit Contents
01 Addvress of the search
ergument
2 Length minus one of the
search argument
34 Factor 2 DTT sddress
686 Address of first element to
be examined
7 Length of Factor 2 variable
index, if specified
89 Address of alternata 1able/
array, or Factor 2 variable
index, if specified
10 Conditions on LOKUP
(1] 0 = Alphameric table/array
1 = Numeric table/array
1 0= No alternate table
1 = Alternate table
2 0= Normal LOKUP
1 » Abnormal LOKUP
(LOKUP high on de-
scending table or low
on ascending table)

3 1 = Factor 2 has a variable
index which indicates
which array element is
to be examined first

5 1 = LOKUP high
8 1= LOKUP low
7 1= LOKUP equsal

XR1, which points to the prime work area, [___
Dispt Xc7 in bits indicating
which lights should be turned on. The format

of each of these entries is:

Byte 1 Displscement  Byta 2 Displacemant

XC6' XY
Bit0=KH Bit 0= KQ
Bit 1=KG Bit 1 = KP
Bit2 = KF Bit 2= KN
Bit3=KE Bit 3= KM
Bit 4= KD Bit4= KL
fBit5 = KC Bit 6 = KK
8it6=KB Bit6=KJ
Bit7 = KA Bit7=Kl

Process

$$PGLC Chert: ES

LOKUP Subroutine

Compares a field or search argument against the entries in a
given table or array until a specified setting of the condition
register results and returns the address of the table/srray

slemant which caused the register 10 be set.

$PGLG Chart: ET

Command Key Indicator Light Restorer Routine

(Made! 6}

Restores command key indicator lights when inquiry is used.

Figure 4-3 (Part 7 of 9). Library of Subroutines
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Output

11 the search ks successful, the address of

the looked-up element will be placed in
bytes 6-6 of the array table OTT. 1fa
table was referenced in the result field,
the address of the corresponding elemsnt
will be placed in bytes 5-6 of the DTT
for thet table. |f Factor 2 contained an
array with a varisble index, the index
will be updated to point to the selected
element.

If the ssarch was not successful, the array
table DT Ts will not be changed. if a
varisble index was used with an array in
Factor 2, that index will be sst to one.

> Command key indicator lights

Object Program 447



Input

XR1 points to ROCA. ARR points to a
10-bytie paramater list with the following
format:

Byte Contents
0 Factor 2 flag byte

1f bit 0= 0, Factor 2 is a field;
if bit 0 = 1, Factor 2 is an array.

Bits 1-3 — not used.

Bits 4.7 — length of variable index,
if used (maximum fength = 15),

1-2 it operand is an array and is
variabley indexed, bytes 1-2
contain the address of the variable
index; if operend is an array and
is not veriably indexed, they
contain the address of the refar-
enced element; if the operand is a
field, they contain the address of
the field.

34 1f the operand is an array, bytas
3-4 contain the address of the
array DTT; if the operand is 8
field, they contain the address
of the field

5 Result Fiald flag byte

1 bit @ = 0, Result Fiald is a field;

if bit 0= 1, Result Field is an array.

Bits 1-3 — not used.

Bits 4-7 ~ lenpth of variable indax,
if used {maximum length = 18).

69 Refer to Bytes 1-4, above.

XR1 points to ROCA. The prime woark area :>

contains:
Byts  Bit Contents

20.34 Multiplies
35-48 Muluplicand

58 0-3 Length-1 of multiplicand {Modet 15)

4-7 Sixteens complement of the
multiplier fength (Modei 15)

Both multiplicand and multiplier are integers
in some decimal format, See Calculations
Object Code far discussion of decimal align-
ment.

Process

|__—_">l $$PGMA

Chert: EU

Mova Array Subsoutine

Moves date from a field to an arrgy, from an array to s fiald,
or from an array to an array, If an array it variably indexed,

this routina will csleulste the address of the indaxed slement.

Data is moved from Factor 2 to the Result Fiald; the length
of the move is the shorter of the lengths of Factor 2 and the

>

Result Field.
$3PGMC Chart: EV and EW

Multiply Subroutine

Multiplies the two integers in tha prime work ares in ROCA.

Figure 4-3 (Part 8 of 9). Library of Subroutines

Licensed Material-Property of IBM

Qutput

Factor 2 daa {as specifiad)
moved to the Result Field.

Prime work area containing the product in
bytey 0:33. The sign of the result is left in the
rone of byte 33.



Input Process Output

"t

ARR which points to a variable length pars- :> $$PGRI Chart: EX :>Proper indicator settings. The indicetors sre
mater list in this format: set off if the condition code Is not met and set
1. Avarisble number of 3-byta entries Set Resulting | ndicators Subroutine on if the condition code s met,

describing each rasulting indicetor to be

set. The formet of each of these Sets specified resulting indicators on or off as required by the

entriag is: object program.

Byte  Contents

0 Condition in program status
register (PSR} on which the
specified indicator should be

set on

1 Mask byte by which the speci-
fied indicator is selected

2 Displacement of the indicator
from the beginning of ROCA

2. One byte of X'00° which denotes the end
of the parameter list.
3. PSR set to desired condition,

L

XRA1 points to ROCA which contains the byte |:> $SPGTC Chart: EY The condition register contains the high, low,
to be tested first. or equal setting as follows:

Test Zone Subroutine TestByte  Condition Register Setting

Tests the zone of a byts loaded into the prime wark ares and & High
sets the condition register. - (minus} Low
At High
J-A Low

All others Equai

1l

@ XR2 points to the first byte of a 5-byte |:> S$SSYRP Chart: EZ or E1 :>. Updatad 5-byte parametar listin ROCA
parameter Jist. pointed to by XR2.
RPG 1] Halt Processor
® XR1 points to the beginning of the pro- @ Updated the return address in the PLCA
gram level communications area [PLCA) Called by the supervisor whenever 2 hait is requested by an depending on the halt option taken.
which contains registers saved from the RPG 1} compiler phate of RPG ]| object program, Thisis
problem program. o transient. When an error occurs, the halt transient is call-

ed which sets up a 5-byte parameter list to be passed to the
Halt/Syslog Transient. For a deseription of errory, error
codes, and displays, see /5M System/3 Mods! 10 Disk Sys-
tem Halt Guide, GC21-7540, /BM System/3 Modsi 6 Halt
Guide, GC21.7541, or /8M Systern/3 Mode! 15 System
Maessages, GC21-6076, For information about the Hait/Sys-
log Transient, see /8M System/3 Disk Systems Contro! Pro-
gram Logic Manual, SY21-0502, or /8M System /3 Mode!
15 Scheduler Logic Manual, SY 21-0035.

® XR2 points to the first byte of 8 5-byte [ >| :> ® Updated 5-byta paramater list in ROCA
parameter list. $$5YR1 Chart: E2 [Model 15 Only) pointed to by XR2.

RPG 1I Helt Processar Library called by the supervisor
if $$SYRP does not have the required text for the halt
being issued. This Is a transient that performs ths ssme
function as $$SYRP except that it handles & different
group of halts. See $$SY RP for reference.

o XR1 points to the beginning of the pro-
gram level communications area (FLCA)
which contains registers saved from the
problem program.

® Updated current address in the PLCA
depending on tha halt option taken.

Figure 4-3 (Part 9 of 9). Library of Subroutines
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DATA AREAS

This section describes the layout and contents of data
areas used by the object program. Although lengths and
locations of data areas vary with the source program,
absolute addresses and fixed lengths of data areas are
given where appropriate.

Reserved Object Communications Area (ROCA)

The reserved object communications area is the first 256
bytes of the Root Segment for every RPG II program.
Only part of ROCA is actually generated since most of it
is composed of work areas.

Prime Work Area

This 144-byte work area is located in the beginning of
ROCA from X00’ to X‘8F°. The following blocks of
object code use the prime work area:

Object Code Bytes Used

TESTZ X00-X03’

Z-ADD X00-XOF’

ADD X00-X19’

Z-SUB X00-X19’

SUB X00-X19’

Multiply X‘00’-X‘32’ (Models 6, 10, and 12)

X‘00’-X‘3A’ (Model 15)

Divide X00-X3D’

SQRT X00-X3D’

LOKUP X00-X3D’

Control fields X00-X8F’

Matching fields X00-X8F’

Chain packed keys X07-X0F

MVR X‘1B-X2A’

Table load X60-X‘83°

*PRINT X00'-X8F

TIME X00’-X‘0C’ (Model 15 only)
Constant Area

The 50-byte constant area follows the prime work area in
ROCA. This area is located from X90" to X'C1°. Com-
piler phase $RPGH builds the constant area and phases
$RPPC and $RPPO make additions to it. The constant
area contains:

Byte

X90-X97

X98-X99’

X9A-X9B’

X9C-X9D
X9E-X9F°

X‘A0-X‘Al”

XA2-XAT

X‘A2-X ‘A3’

X‘A4>-X*AS’

X'A6-X‘AT

X‘A8-XAY

X‘AA’-X'AB’

X‘AC-X‘AF’

X‘B0-X‘B3’

X‘B4-X‘B8’

X‘B9>-X‘BA’

X‘BB-X‘BD’

X‘BE*-X‘BF’

XC0-XC1’

Licensed Material-Property of 1BM

Contents

Constants used by many routines:
X‘40FFFF0000010002’

Address of first IOCB in the IOCB
chain

Address of IOCB of file currently
being processed

Address of IOCB of a forced file
Address of first table load DTF

1P save area containing the error
restart address for the First Page Out-
put routine

UDATE in user-specified format

UMONTH (UDAY if using European
method of notation)

UDAY (UMONTH if using European
method of notation)

UYEAR
Month and day of compile

Time of compile (HHHMM Model 15
only)

Branch to controlled cancel
Branch to Input Mainline

Halt parameters used by the RPG II
Halt Processor

X‘B4’ = X‘43’

X‘B5’ = X40’

X‘B6’ - X‘B7’ = Console stick-light
mask (see Halt/Syslog, IBM System/3
Disk Systems System Control Pro-
gram Logic Manual, SY21-0502)
X‘B8’ = Acceptable restart options

Address of alternate collating se-
quence table

Constants used by output routines
‘CR*’

Address of ROCA

Reserved
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Note: The Dump Object Tables subroutine may use bytes

X9E'-X'AB’ to receive inline code for use by the
subroutine.

Indicator Table

The indicator table is located in ROCA at bytes
X‘C2-X‘'D9’ immediately following the constant area.
Each possible RPG II indicator is assigned a location in

the 26-byte table (Figure 4-4).
Command key
indicators
(Model 6 only)
Hex Byte Mask
Displacement
from XR1 80 40 20 10 08 04 02 01
C2 H4 H3 H2 H1 MR {Int.} MR {Ex.| 1P
Cc3 L1 Lo LR H9 H8 H? H6 HS
c4 L9 L8 L7 L6 L5 L4 L3 L2
c5 U1 u2 u3 U4 us us Uz Us
cée KH KG KF KE KD KC KB KA|
(o7} KQ KP KN KM KL KK KJ Kl N
c8
c9 07 06 05 04 03 02 (4]
CA 15 14 13 12 11 10 09 08
Cc8 23 22 2 20 19 18 17 16
cC 31 30 29 28 27 26 25 24
CcD 39 38 37 36 35 34 33 32
CE 47 46 45 44 43 42 41 40
CF 55 54 53 52 51 50 49 48
Do 63 62 61 60 59 58 57 56
D1 n 70 69 68 67 66 65 64
D2 79 78 77 76 75 74 73 72
D3 87 86 85 8 83 82 81 80
D4 95 94 93 92 91 90 89 88
D56 99 98 97 96
D6 OV Ex. OG Ex. OF Ex. OE Ex. 0D Ex. OC Ex. OB Ex. OA Ex.
D7 OV 1st OG 1st OF 1st OE 1st OD 1st OC 1st OB 1st OA 1st
Int. Int. Int, Int. Int. Int. lat. Int.
D8 OV 2nd 0OG 2nd OF 2nd OE 2nd OD 2nd OC 2nd OB 2nd OA 2nd
Int. Int. Int. Int. Int. Int. Int, Int.
D9 Total Control Overflow EOF on Close * * RESERVED
cycle fields being look- has been
switch processed processed ahead entered

Note: For each overflow indicator there are two internal indicators. The first internal indicator indicates that overflow has occurred; the
second indicator indicates that the overflow output code has been fetched.

Ex. = External
Int. = Internal

Figure 44, Indicator Table

474
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Secondary Work Area

Byte X‘DA’ is not used. Byte X‘DB’ contains the modifi-
cation level of the compiler that generated the program.
Byte X‘DC’ contains the release (version) number of the
compiler that generated the program. The remaining

34 bytes in ROCA are used by the subroutines as a work
area. The bytes from X‘DD’ to X‘FF’ are used as follows:

Subroutine Bytes Used
Load Object Tables XDD-X‘EC’
Dump Object Tables X‘B9*-X‘DQ’
X‘DA’-XEA’
DTF Parameter Save X‘DD-X‘E2’
Area For Fetch
Unpack X‘E7T-XFF’
Convert to Binary X'E&-X'FF
Command Key Indicator X‘EA-XED’
Set Routine
Alternate Collating Sequence X'EA-X'FF
Convert to Decimal X‘EC-X‘FF’
Pack X‘ED-X‘FF’
File Translate X‘F1’-X‘FF°
Array Index X‘F3-X‘FF’
Set Resulting Indicators X‘FA-XFF’

Trailer Table

This 8-byte table is generated by phase $RPJS for each
valid trailer record (TR) specification group found in the
input specifications. The table format is:

Byte Contents

0-1 Displacement in record to the low order
end of the first trailer

2-3 Displacement to the low order end of
the last trailer in group

4-5 Displacement to current trailer (initially
first)
6-7 Actual length of one trailer

Define the Table {DTT)

One 8byte DTT is associated with each array or table in
the object program. The DTT address may be found in the
source listing. Each DTT is in the following format:

Byte Contents

01 Address of rightmost byte of the first
array/table element

23 Address of rightmost byte of the last
array/table element

4-5 Address of rightmost byte of last
looked-up element if a table (used for
work area if an array)

Note: These bytes are initially the same
as bytes 0-1.

6-7 Length of one element

Define the File (DTF)

The DTF is the primary external interface to a program
calling an access method. Compile-time phase $RPGN
builds a pre-open DTF for each device specified. The pre-
open DTF is passed to data management. During program
open, data management modifies the pre-open DTF and
returns it to RPG II as a post-open DTF. The size of the
pre-open DTF built by phase SRPGN for disk files
depends on the access method being used to process the
file. For a detailed description of pre-open and post-open
DTFs, see IBM System/3 Disk Systems Data Management
and Input {Output Supervisor Logic Manual, SY21-0512,
and/or IBM System/3 Model 15 System Data Areas and
Diagnostic Aids, SY21-0032.
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Alternating Collating Sequence and Translate Tables

The alternate collating sequence and translate tables
immediately precede the match field save area at X'BA’ in
ROCA. These two tables have the same format and similar
uses.

The first entry in each table is one byte containing the
number of entries in the table. The remaining entries are
two bytes each. The first byte is the external value; the
second byte is the internal value. Each 2-byte entry
corresponds to one user-specified entry (see Library of
Subroutines).

Match Field Save Areas

Match field save areas are allocated in the Root Segment.
The match field save areas can be found by locating the
multifile logic code in the source listings. The first
compare instruction contains the address of the first
match field save area.

If one file is specified as a match file, then one save area
is set aside. If two or more files are designated as match
files, two match field save areas are allocated in the Root
Segment. Each area is only as long as the number of
match levels specified. For example, if match field levels
M1, M3, and M4 are specified, then the save area would
only be large enough to hold ‘MIM3M4°.

Phase $RPHS generates and diagnoses the use of the
match field save areas. Phase $RPHT generates the initial-
izing object code. The first save area contains the match-
ing values of the last selected file and is used for sequence

4-76

checking. The second save area contains the match values
of the last selected primary file and is used to control the
setting of the MR indicator. See Detailed Object Program
Flow, Multifile and Matching Records Logic for further
discussion.

Control Field Save Area

The control field save area is located in the Root Segment
immediately following the match field save areas. Control
fields are defined on the input specifications. The control
field save area can be found by locating the control field
logic in the source listing. The address in the second MVC
instruction is the address of the save area.

The control field save area is only as long as the sum of all
the control levels defined. If there are three control levels,
then the control field save area will be only large enough
to contain the three levels. The levels are generated in
descending order from L9 to L1. Phase SRPHS generates
and diagnoses the use of the control fields. Phase SRPHT
generates the initializing object code.

Constants, Edit Words, and Edit Codes

Constants and edit words are specified on the output-
format specifications and generated as subsegments at
compile time by phases SRPLN and $RPLR. When placed
in the Root Segment, constants and edit words are
optimized. For example, if constants ‘1 2 3’ appear twice
in output-format specifications, they are combined and
entered in the Root Segment as ‘1 2 3°. Edit words can be
optimized in a similar way.
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Edit codes are specified on the output-format specifica-
tions. Compiler phase SRPHT generates the edit patterns
for the edit codes. Edit code patterns are placed in the
Root Segment.

Error Recovery Procedure {(ERP) Area

For every device used within the program, a 5-byte error
recovery procedure area is set aside in the Root Segment.
Data management returns addresses in the ERP area of
where to go when an error occurs for each device. Each
ERP area immediately follows the corresponding device
DTF.

Input and Output Buffers

Main storage contains two buffer areas — an input buffer
area and an output buffer area. There is one input buffer
for each device type. The input buffer address can be
found in the IOCB at post-open time (see JOCB in this
section).

An output buffer is assigned for each device specified. If
the output buffer length is less than 144 bytes and if
*PRINT is not used (Model 10 or 12), the output buffer is
located in the prime work area in ROCA. At post-open
time, the address of the output buffer area may be found
in the IOCB.

Completion Codes from Data Management
Data management passes a series of completion codes to

RPG Il in the post-open DTF at X'OE’. For a READ or
GET the following codes are passed:

Code Meaning

40 Normal completion

41 Controlled cancel requested

42 End of file

44* No record found, out of extent,
DU, DG, DO

46* Duplicate conversation reply requested
(BSC)

Code Meaning

4B* Invalid ASCII code
4D* Invalid call by user
4E* Programmer lost communication

For a PUT, WRITE, or ADD the following codes are
passed:

Code Meaning

40 Normal completion

41 Controlled cancel requested

44 Updating a record not found

46 Conversational reply requested (BSC)

48 Overflow

4B* Invalid ASCII code

4D* Invalid call by user

4E* Programmer lost communication

50* Key changed

60* Duplicate add

62* Add or load out of sequence

64* Key too low or too high for indexed
random multivolume online file.

68* Sequence ADD to multivolume indexed
file because high key missing from
previous volume.

70* End of extent

72* Key too high for last volume of multi-

volume indexed file.

* = These completion codes are sent to the RPG Halt
Processor Transient ($$SYRP).

For information about the RPG II Halt Processor
Transient, see Library of Subroutines.

RPG Ii passes a parameter list for each file device to data

management in the DTF starting at X‘'OF". The Input
Processing Control routine (IPCR) moves the parameters

Object Program 4-77
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from the IOCB to the DTF location. See Figures 4-5 and Byte  Bit
4-6 for parameter contents. For output, the parameters

are moved by the output code to the DTF. For SET/KEY 1
operations, the parameters are moved by the SET/KEY

code to the DTF (Model 6 only).

[ R o)

.'h(.p)
(=5}

Input/Qutput Control Block (I0CB)

The input/output control block (IOCB) contains informa-

tion about files. Compile-time phase $RPGN builds a

17-byte IOCB for each output file and a 38-byte [OCB 7
for each input file. The address of the first IOCB may be

found at X99* of ROCA. 10CBs are chained together 2.3

with the address of the next IOCBlocation at bytes 2-3

of each 10CB. The chain and read record parameters are 4.5

moved into bytes 24-30 by the Chain and Read routine.

Bytes 21-37 are entered into the IOCB at object time by 6-7

the Record ID routine. Each IOCB contains:

89
Byte  Bit Contents

1 = End of file has occurred

1 = File not open 10

1 = Identify look-ahead file

1 = Non-input control file (not 11-12
primary or secondary)

1 = Translate file 13-14

1 = End-of-file specified on file
description specifications 15

7 1 = Buffer full (does not need to be

read from this cycle) 16

0

W =0

[o 00 8
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Contents

1 = BSCA ‘last’ file
1 = Limits file
1 = Combined file
1 = Update file
Record address type
000 = Data base
010 = Key
100 = Record ID
110 = Record number
1 = Record address file

IOCB chain address

DTF address

Translate table address

File relation address (‘from’ or ‘to’
IOCB addresses for record address
files or tables)

Overflow indicator mask

Record length

Address of output work area

Sequence number (in binary)

External indicator



If the file is an output file only, the following entries will
not be present:
Bit Contents

Byte

17-18 Input buffer address

19-20 Alphabetic sequence input record
processing address

21-23 Address of last numeric input record
processed and sequence information
(byte 23 identical to byte 37)

24 Communication byte X‘01’ = Stacker
select request (Models 10 and 12)
X‘02’ = Data fields present in record
X‘04’ = Control fields present in
record
X*08’ = Matching fields present in
records
X*10’ = Numeric sequence in record
X‘20’ = Console file
X‘40’ = Numeric sequence in this
file
X‘80° = Recycle check bit (If all
numeric sequence checking
is optional, this bit is used
to determine if a record
does not fit any of the
numeric sequences, indicating
an error.)
25-26 Resulting indicator mask and
displacement
27 Operation code for I0CS
28 04 If MFCU stacker, not used;
if console, entire byte con-
tains input buffer length
000 = No select Model
010 = Print 4 tiers 10 or
100 = Stacker 4 12
101 = Stacker 1
110 = Stacker 2
111 = Stacker 3
0-7 X'00’ = No select
X‘01’ = Stacker 1
X02’ = Stacker 2
X‘03’ = Stacker 3
X‘04’ = Stacker 4
X‘05’ = Stacker 5 MFCM only

MFCU
and

MFCM 15

only

Model

Byte  Bit Contents

29-30 Address of Move Input Fields, code
for this record type

31-32 Address of Control Fields Move
code for this record type

33-34 Address of Matching Records moves
code for this record type

35-36 Address of next numeric sequence
checking code for this file

37 Numeric sequence information
X‘01’ 1= Numerous
0=0One
1 = Mandatory record found
1 = Mandatory
0 = Optional

X'02°
X'04

OVERLAYS (MODELS 6, 10, and 12}

The RPG II Compiler uses a unique overlay system. This
discussion concerns three areas of the overlay structure.
First, the basic overlay concepts are discussed and defined.
Then, the technique employed in RPG II is discussed in-
cluding the Overlay Fetch routine and the overlay fetch
table. Finally there is a section to help determine how to
find an overlay and its contents in a source listing.

Overlay Concept

When the size of the program to be generated exceeds the
size of main storage, an overlay program is required. An
overlay program uses the same areas in main storage dur-
ing different stages of a problem. When one segment of
code is no longer needed in main storage, another seg-
ment can replace all or part of it. The RPG II Compiler
uses an automatic overlay editor which determines
during compile time the overlay structure of the object
program.

Segments

The first step required to generate overlays is to divide
the object program into segments. A segment is part of a
program that is a logical unit of code and can be identi-
fied separately from other object code. There are three
segment types in RPG I1: the Root Segment, mainline
segments, and subsegments.
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Root Segment

The Root Segment is unique since it is the only segment
that remains in main storage throughout execution of the
program. It cannot be overlaid. The Root Segment has
no fixed size. It contains the RPG II work area including
indicators, DTFs, IOBs, IOCBs, buffers, data fields, and
tables. In short, all data used in more than one cycle
during execution must be-stored in the Root Segment.
The Overlay Fetch routine (see Overlay Fetch Routine in
this section) is the only routine that is required in the
Root Segment.

A segment may access the Root Segment at anytime with
any instruction. The Root Segment, however, can access
other segments only by using a branch instruction.
Mainline Segments

The mainline segments contain cycle control for the
RPG II object program. Mainline segments may be
called only by other mainlines with only simple branches
(no branch and return) allowed. The mainlines in RPG II
are.

1.  Open

2. Detail Output

3.  Input Records

4.  Total Calculations

5. Total Output

6. LR and Overflow Control

7.  Input Fields

8.  Detail Calculations

9.  Program Close

Subsegments
Subsegments are routines or subroutines that can be
called by mainline segments or other subsegments. Con-
trol is always returned to the calling segments or sub-
segments. The RPG II subsegments are:

All library subroutines

Record ID Processing

4-80

Multifile Logic Processing
Control Fields Processing

LR Output

LR Calculations

0A-OV Overflow

Input Processing Control routine
Output Processing Control routine
Exception Output

Fetch Overflow

Chain Code Blocks

I/O Interface Blocks

Output Field Moves, not inline

Overlay Priority

Each program contains segments of code which are fre-
quently used and others which are seldom required during
execution, The overlay editor (phases $RPSB and $RPSE)
calculates an effective overlay structure.

Each segment or subsegment gets a priority number
assigned specifying the frequency with which it is called.
For practical reasons, the numbers are assigned in reverse
order, which means that the highest priority is represented
by the lowest number. The highest priority is reserved for
the Root Segment because it must be in storage at all
times. The priorities are:

Priority (hex)  Description

00 Root Segment

00 Overlay Fetch routine

00 Transfer vector table (to call main
overlays)

00 Overlay area

00 File Translate subroutine

01 Detail Qutput Mainline

01 Input Mainline

o1 Total Calculations Mainline

01 Total Output Mainline

01 LR and Overflow Control Mainline

01 Input Processing Control routine
(IPCR) Subsegment
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Figure 4-5. Model 6 Data Management Parameters
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Byta Bit MFCU Disk Printer Console Special BSCA

] Read Get Input* Input Input

1 Print Put/Add Print Output* Output QOutput

Punch Update
3 Move “1""-type inquiry
program

0 4

5

6 Accept characters only

7 Do not clear output buffer

2 Print 4
1 lines Skip Number of bytes to

57 Stacker before be printed

select
2 Space Number of bytes to
befora be read on WTOR*
3 Skip Zone: Space befora
Digit: Space after
4 Space
after

*WTOR = Write to operator with reply specified

| Figure 4-6. Models 10 and 12 Data Management Parameters
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Priority (hex)  Description

01 Input fields

01 Output Processing Control routine
(OPCR) Subsegment

01 Literals, constants, edit patterns, and
parameters

01 Detail Calculations Mainline

01 Record Identification processing

01 Multi-file Logic processing

01 Control Fields processing

03 Alternate Collating Sequence sub-
routine

04 Set resulting Indicators subroutine

08 Array Index subroutine

15 Multiply subroutine

15 1/0 Hook

15-1A* Calculzation subroutines (SR in
cols 7 and 8)

16 Exception Output Subsegment

20 LOKUP subroutine

22 Pack subroutine

22 Unpack subroutine

25 Divide subroutine

28 TESTZ subroutine

30 Convert to Binary subroutine

30 Convert to Decimal Subroutine

32 RA File Process subroutine

32 Square Root subroutine

32 Chain code block

36 DEBUG subroutine

40 Fetch Overflow Subsegment

40 OA Overflow Subsegment

40 OB Overflow Subsegment

40 OC Overflow Subsegment

40 OD Overflow Subsegment

40 OE Overflow Subsegment

40 OF Overflow Subsegment

40 OG Overflow Subsegment

40 OV Overflow Subsegment

56 Open Mainline

56 Program Close Mainline

64 LR Output Subsegment

64 LR Calculations Subsegment

64 Load Object Tables

64 Dump Object Tables

*The first Calculation subroutine in the source code will
receive a priority of 15, the second 16, and so forth until
1A is assigned. After that, all other calculation sub-
routines will receive 1A priorities.

Suboverlays

RPG II has a 2-level overlay structure. Mainline segments
may become overlays. They are loaded in the main over-

lay area. The main overlay area has a minimum size of 256
bytes (one sector). Subsegments may become suboverlays
which are stored in the suboverlay area. The minimum
size of the suboverlay area is also 256 bytes (one sector).
Suboverlays can be called only by mainlines. If a sub-
segment calls another subsegment, only one suboverlay
containing both subsegments is generated. With this
method, overlays that are too large for storage space can
be reduced by breaking out some subsegments and
generating suboverlays. The size of the overlay areas is
increased to the size of the largest overlay if this proves
necessary. Multiple suboverlays may be generated for one
mainline. However, only one of these may be in main
storage at any given time.

Overlay Technique

If the available storage size specified on the control state-
ment is smaller than the object program size, overlays are
required. The Overlay phases have two different func-
tions. First, they format the object code generated by

the Assign and Assemble phases for use by the linkage
editor. Second, they create overlays by using an automatic
overlgy editor (phases $RPSB and $RPSF). Chart FA gives
a general description of the overlay phases.

Overlay Editor

If it is determined that overlays are necessary, phase
$RPSB acts as the overlay editor. Using the segment list
built by the previous overlay phases, the overlay editor
begins the following 3-step cycle for each segment and
subsegment in the list:

1. Flags the segment or subsegment that has the
lowest priority and has not previously been flagged
as a main overlay or suboverlay.

2. Determines the length of the main overlay or sub-
overlay areas and adds the length to the total pro-
gram.

3.  Subtracts the length of the main overlay or sub-
overlay from the total program.

These three steps are repeated until one of two things
happen:

1. The total program is reduced to a size that will fit
in main storage.

2. All of the segments and subsegments are flagged as
main overlays or suboverlays and the total program
is still too big. In this case, an error message is
written.
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If the 3-step cycle is completed successfully, the overlay
editor completes the task of flagging the remaining seg-
ments and subsegments as overlays and suboverlays.

Next the overlay editor (phase $RPSF) checks to see if,
during the process of taking segments and subsegments
out of the total program (overlaying), the total program
was reduced so that it has some unused storage space.
The unused storage space is then refilled with overlays
previously taken out.

In addition to the overlay cycle described, the overlay
editor does some optimizing of the overlays. Two or
more smaller overlays are often combined to make one
larger one if their combined size does not exceed the
main overlay and/or suboverlay areas. In addition,
small suboverlays can be combined with a small main
overlay if they will be used by the small main overlay
and the created overlay does not exceed the combined
size of the overlay areas.

Overlay Fetch Routine

The Overlay Fetch routine, built by phase $RPSG, is 128
bytes long. The main function of this routine is to fetch
overlays from access devices into the overlay areas in
main storage. In addition, bits are set in the overlay fetch
table telling where the overlays are.

The Overlay Fetch routine requires three parameters as
input. They are:

1.  Overlay number (1 byte)
2. Entry address of the overlay (2 bytes)
3. Return address from the overlay (2 bytes)

Phase $RPSG builds a transfer vector containing the input
to the Overlay Fetch routine. The transfer vector con-
tains these instructions:

Save the return address

Call the Overlay Fetch routine
One byte containing the
overlay number minus one
Two-byte entry address

ST OVFRSI,ARR
B OVFR
DC 1,X‘NN’

DC 2,A‘ENTRY’

The Overlay Fetch routine checks to see if the overlay
passed is in main storage. If it is, the routine branches
to the overlay. If it is not in main storage, the overlay
fetch table entries are checked to see if they use the
same main storage. If they do, the overlay is flagged as
not being in main storage.

After checking all entries in the overlay fetch table, the
entry of the overlay to be called in is flagged as in main
storage and the overlay is loaded into main storage. The
Overlay Fetch routine exits to the overlay. Chart FB
gives a description of the Overlay Fetch routine.

Overlay Fetch Table

The overlay fetch table built by compiler phase SRPSG
contains one 7-byte entry for each overlay or suboverlay
in this format:
Byte  Bit Contents
01 Cylinder/sector address of overlay
relative to the Root Segment

2 Number of text sectors

34 Storage address where overlays are
loaded

5 Displacement of relocation dictionary
in last text sector

1 = Overlay in storage now
1 = Overlay using overlay area (bit 2
can also be on)
2 1 = Overlay using suboverlay area
(bit 1 can also be on)
36 Unused
1 = Special OPEN/CLOSE mainline

Yt

~

How to Find an Overlay

The following steps may be used to determine what over-
lays are in main storage when a process check occurs and
where to find them.

1. Locate the address of the Overlay Fetch routine on
the core usage map of the source listing (Figure 4-7
part 1),

3

2. Locate the overlay fetch table in the dump. The
overlay fetch table is 115 bytes past the start
address of the Overlay Fetch routine. It can be
obtained by this hex formula: Address of Overlay
Fetch routine +X‘73’ = Overlay fetch table (Figure
4-7, part 2).

3. Mark off every 7-byte entry in the overlay fetch

table until the last entry is reached. The last entry
is X‘FF* (Figure 4-7, part 2).
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